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Foreword

Software thinking is broken and it is not easily fixed. Agile sailed in about a
decade and a half ago, but it fell short in many ways. It turned out that the users
were completely left out and the customer was brought in as the major source
for innovative ideas and creative thoughts about the end-user needs and desires.
The software industry was too busy fixing the problems generated by engineering
thinking dating back several decades. Yes, we have acknowledged now that big
systems cannot be defined in detail upfront and we need to be flexible as we go
along. In one way, the agile movement has been a success as, for example, today
agile thinking penetrates also to the design of safety critical systems. On the other
hand, despite hundreds of studies, we still lack a clear definition of what agile is
and what agile is not. Luckily this book does not attempt to answer this definition-
related question but addresses something much more fundamental and an important
issue, namely, why is it so hard to put together a way of developing software that
delivers creative, fun, friendly and easy-to-use software.

This book is rooted in the user-centred design (UCD) field and ultimately wants
to combine the great things in agile development with the great things in UCD but
does it in an intriguing way that makes the reader wonder: why had I not thought
about that before? I have a strong background in software process improvement
and in agile software development fields. I have published dozens of industrial
studies trying to understand why and how agile works like it does. I thought I could
guesstimate upfront the solutions that this book set out to deliver. The authors of
this book surprised me very positively. They have opted not to attempt to deliver a
single solution that easily fixes all or most of the current problems. Authors share
years and years of lessons learned and take a critical standpoint on contemporary
thinking. The authors’ own field receives a healthy dose of criticism as well as agile
development. The book forms a foundational understanding on the complexities
surrounding UCD in agile contexts and does it well.

The book has a number of audiences that will benefit for the authors’ efforts.
I personally will use this book next year when I teach software engineering to
2nd-year undergraduate students of informatics and computer science. The concrete
hints, practices and techniques about the user-centred work will benefit students
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vi Foreword

who think that ultimately Scrum is sufficient for all their needs. Academics more
broadly will benefit from the wide angle of perspectives and the critical tone that the
book takes when discussing how to make UCD work within agile development. For
industrial readers, the book contains a great deal of concrete empirical guidance,
as it is based on a large number of industrial case studies in various contexts,
companies and cultures.

If I were to interpret the book’s solution in making UCD work in agile contexts,
it would be its acknowledgement of the fact that no existing methods provide
a comprehensive solution in any particular situation, but rather a mixed-method
approach is required: companies need to develop their own ways of working,
supported by professional training and coaching. The result is a method or a way
of working that only works in one organisational setting, since each development
situation and the people therein are unique, and that software development is a
predominantly intellectual activity where classical engineering methods and tools
have proven to only work suboptimally.

Personally, I enjoyed reading especially the forward-looking chapters and tend
to agree with the authors that design research and creative thinking would have a
lot to give to software developers and researchers. I would have loved to see the
authors commenting on the newly formed SEMAT initiative (Software Engineering
Method and Theory; see http://semat.org/), which is said to form the new theoretical
grounding for software development. Although I can understand that SEMAT
presents an overly engineering type of thinking, it may not be radical enough to
change the status quo in industrial practice.

Is software thinking still broken after having read the book? Perhaps yes, but to a
lesser extent. This book shows that there is room for innovative thinking in the field,
and I hope readers will agree and find the book as valuable as I have.

Department of Computer and Information Science Pekka Abrahamsson
Norwegian University of Science and Technology, NTNU
Trondheim
Norway
May 2016

http://semat.org/


Book Overview

This book originates from a NordiCHI 2014 workshop [1]. Six workshop position
papers have been updated and expanded for this book: five case studies (Chaps. 2,
3, 4, 5 and 6) and a proposed new framework (Chap. 9). One position paper [2] was
updated for publication elsewhere [3]. The other is available from the workshop’s
website [4]. Five additional chapters were prepared for this book: the introduction
(Chap. 1), the report on the workshop (Chap. 8), a sixth case study (Chap. 7) and
two forward-looking analyses (Chaps. 10 and 11). Half of the case studies have
industrial authors, with the other half authored by academic researchers working in
close collaboration with commercial and public organisations.

The editors’ introduction (Chap. 1) begins with the workshop’s context; then
reviews topics across chapters, position papers and workshop activities; and lastly
presents agendas for further research into the effective integration of user-centred
design (UCD) and agile development methodologies (Agile).

After briefly overviewing UCD, Agile and their integration (Agile UCD), the
introduction surveys four major topics from the workshop and book chapters:

• Cultures across the development of digital products and services
• Teams: roles, responsibilities, communication, boundaries and capabilities
• Tasks: process, sprint and activity-level issues and ideas
• Research approaches: human science rigour and creative design research prac-

tices

Culture is discussed via values that materialise through people, practices, places
and artefacts. Team factors are discussed in terms of the following: range of
observed roles and associated responsibilities; team boundaries and communication
practices; and nurturing cross-functional capabilities. Task factors are reviewed
across three scopes: processes, iterations and activities. The book’s case studies
resolve several tensions between Agile and UCD by adapting process and iteration
structures, supported by innovative approaches and resources for Agile UCD.

High-quality appropriate research approaches are a major strength of all chap-
ters. Human science traditions within UCD are reflected in rigorous systematic
qualitative and quantitative research. Creative design research practices are also in
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viii Book Overview

evidence. These are not all currently common in applied Agile or UCD research but
have been applied in several guises to make innovative contributions to Agile UCD
practice.

These main topics cover a range of successes and challenges within Agile UCD,
as well as future research opportunities. The introduction’s first research agenda is
practice based and tactical. It can be advanced through professional action research,
potentially supported by academic collaboration. The second is more wide ranging,
open-ended and foundational. Challenges, issues and questions here reflect the
broadening scope of development and operational support for digital products and
services, which now are coming close to being the backbone of contemporary
commercial and public organisations, rather than simply being internal systems that
support work within them. The second research agenda looks beyond Agile and
UCD to the wider contexts of digital economies and digitally enabled social and
cultural innovation. Chapter 1 recognises the scale of challenges here: collaboration
across professions and disciplines is needed to meet them. Fortunately, case study
chapters offer good foundations for meeting these future challenges, supported by
the forward-looking chapters.

Chapter 2 reports the first of six case studies: User Integration in Agile Software
Development Processes: Practices and Challenges in Small- and Medium-Sized
Enterprises (Oliver Stickel, Corinna Ogonowski, Timo Jakobi, Gunnar Stevens,
Volkmar Pipek and Volker Wulf) reports findings on Agile UCD from in-depth case
studies within three German SMEs. The research collected data using interviews
and observations, which were analysed thematically, drawing on grounded theory.
Findings identify three main themes that characterise how SMEs integrate UCD into
Agile work:

1. Roles
2. Channels and tools
3. Filtering and interpretation

Chapter 2’s recommendations include:

• Understanding the importance of agile and organisational culture
• Holistic consideration of roles, channels and tools
• Awareness of the challenges of filtering and interpreting user feedback

Chapter 2 reveals the diversity of successful Agile UCD, with each SME
exploiting a range of roles and practices, especially in relation to customer and user
feedback. The mass market orientations of all three SMEs create strong user-focused
cultures. All made effective use of shared media and tools, but this was not without
challenges.

Chapter 2 balances positive attitudes towards UCD with the recognition that,
even in companies with strong user-centred cultures, UCD needs to change. UCD is
seen as addressing real users’ needs and wants, but not necessarily with clarity on
how users should actually be involved and how this fits into established development
processes. UCD is not yet mature, because optimal combination of methods is still
not well understood. UCD is not the sole source of user-focused practices: good

http://dx.doi.org/10.1007/978-3-319-32165-3_1
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contributions can be made using management research on innovation, as well as
established brand evaluation practices such as Net Promoter Scores.

Chapter 2 identifies where unmodified agile practices such as user stories [5] and
daily stand-up meetings support UCD work. Conversely, some innovation practices
such as a lead user group have not worked well previously with one SME, and
another has concerns about their test households becoming blind to some issues.
Overall, this chapter reports sophisticated integrative practices for Agile UCD that
allow optimism in the face of more superficial analyses of incompatibility. There
are challenges, especially with the product owner role. While the diversity across
the three SMEs may obstruct generalisation, Stickel and colleagues rightly argue
that the insights from the SMEs’ practices can still be helpful.

Chapter 3 presents the second case study: Templates: A Key to Success when
Training Developers to Perform UX Tasks (Tina Øvad and Lars Bo Larsen) reports
the iterative development of curricula and method templates for training developers
to carry out UX tasks. Companies often lack staff who are trained in UX and
usability methods or do not have enough UX staff to avoid UX teams being
perceived as a bottleneck (plus there are also issues about how time consuming
UCD work can be). Øvad and Larsen trained developers from three companies with
the overall goal of developing a toolkit that was suitable for use within Scrum sprints
and would also develop a shared language within development teams. Developers
received 1 day of training for each method and were provided with templates that
describe how to conduct UX tasks. These templates supported a ‘fill in the blanks’
approach to UX work. Three methods were covered: focused workshops, AB testing
and contextual interviews.

Chapter 3 draws on long-standing UCD research from the 1990s on training
developers (especially novices, who need structure) and more recent research within
Agile contexts, including work by the authors and collaborators. Agile contexts need
to integrate UX work on a daily basis, which was not considered in related 1990s
UCD research. A rigorous empirically informed iterative process was followed over
2 years, with up to four iterations for one method. The limitations of ‘observe and
learn’ tactics soon became apparent, so existing template usage, which had been
observed in use for documentation in agile development, was transferred to method
training materials. Experiences led to continuous changes to templates and guidance
documentation.

The effectiveness of the training was rigorously monitored using a mixed
methods research approach. Developers were interviewed before and after training
and a third time after independent use of the method. Training sessions were
observed and recorded for later analysis. Meaning condensation was used for
qualitative analysis.

The materials are not intended for stand-alone use but require prior formal
training. Introduced in this way, the materials were highly valued by developers,
who developed confidence and a secure trust in their capabilities for independent
use. However, not all suggestions and requests from trainees were acted on.
Iterative improvements were focused on performance before preference. Requests

http://dx.doi.org/10.1007/978-3-319-32165-3_2
http://dx.doi.org/10.1007/978-3-319-32165-3_3
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for examples were not acted on, because of a risk of superficial learning leading to
inappropriate copying.

Chapter 4 provides the third case study: Integrating Scrum and UCD: Insights
from Two Case Studies (Alvaro Aranda Muñoz, Karin Nilsson Helander, Thijmen
de Gooijer and Maria Ralph) presents two case studies showing how UCD can
be integrated with Scrum. The first case study reports on how a UCD-focused
research team proactively and independently adopted and adapted Scrum in two-
week sprints to develop a 3D prototype for improving information visualisation for
manufacturing.

Team members in the authors’ company typically work on more than one
research and development (R&D) project. This gave the authors access to other
R&D projects for their second case study, which reviewed Agile UCD practices in
three other teams. Knowledge, insights and experiences from the two case studies
inform the authors’ recommendations for future Agile UCD practices:

• Configure physical space to support collaboration, synchronisation and shared
understandings across the extended project team, as well as to recognise contri-
butions to ongoing and completed tasks.

• Synchronise resources to support advance planning.
• Plan for UCD’s need for extra planning and communication relative to Scrum.
• Plan for external UCD dependencies, especially relating to user research and

testing.

Based on the above, the authors propose to modify Sy’s approach [6, 7] for Agile
UCD, as well as to further adapt Scrum practices:

• Contextual inquiry is restricted to Sprint 1, and completed there, with no
requirements for new features collected after that.

• Design chunks (concept groups [6, 7]) can be implemented across a few sprints.
• Anticipating resource needs and aligning these with availability, with some

planning several sprints ahead to reduce postponement of UCD tasks.
• Variable sprint lengths.
• Dropping the closed window rule [5] to add tasks to the backlog when developers

finish early (‘bottomless sprints’), and also when tasks needed to be reprioritised,
even within short two-week sprints.

• Use of persistent media to include team members who work part-time on a
project, and thus cannot attend all meetings, plus adaptations to Scrum boards
to recognise the contributions of all team members (not only developers).

Overall, much of the focus and effort in this case study was directed towards
ensuring that all team members were included and valued. Another predominant
focus was on being realistic about the uncertainties of creative UCD work in an
R&D environment while at the same time anticipating and heading off scheduling
problems.

Chapter 5 presents a fourth case study: Integration of Human-Centred Design
and Agile Software Development Practices: Experience Report from an SME
(Carmelo Ardito, Maria Teresa Baldassarre, Danilo Caivano and Rosa Lanzilotti)

http://dx.doi.org/10.1007/978-3-319-32165-3_4
http://dx.doi.org/10.1007/978-3-319-32165-3_5


Book Overview xi

presents a planned integration of Scrum and human-centred design (HCD, which
unlike UCD, does not see users as design’s only stakeholders).

Ardito and colleagues’ previous experiences of integrating HCD into a waterfall
process created positive expectations, as did principles common to Agile and UCD:
iterative design, user involvement, continuous testing and prototyping. While not
common to all UCD or Agile, these nevertheless indicate potential for integrating
complementary approaches, which was explored collaboratively with experienced
project managers from an Italian SME. Thorough literature research on Agile
UCD spanning almost a decade of studies identified sources of opportunities and
challenges:

1. Upfront tasks, with HCD needing sufficient time here for stakeholder research
2. Prototyping for rapid evaluation and communication
3. User stories, potentially extended to cover usability and acceptance criteria
4. Inspection evaluations of paper prototypes in support of design refinement
5. User testing of interactive prototypes, possibly as part of acceptance testing
6. One sprint ahead for the first few sprints only

HCD could benefit from Agile’s high iteration frequency, constant customer
involvement and incremental development. Knowledge of opportunities and chal-
lenges informed co-design of an agile HCD methodology with points of difference
from Scrum:

1. A customer committee supports the product owner (PO), increasing customer and
user involvement in planning.

2. Multidisciplinary research during project inception (UCD, market, technical).
3. An initial Sprint n.0 resulting in a high-level prototype and basic software

services in place, drawing on earlier multidisciplinary research.
4. Physical Scrum Islands sitting two developers, visual interaction designer and

PO together, removing need for daily stand-up meetings and formal sprint end
reviews.

5. Predefined very short one-week sprint cycles, with tasks carrying over to next
sprint.

6. Continuous (IN)Sprint Reviews supported by customer committee testing.
7. Multidisciplinary project retrospective after project completion, covering product

quality and customer satisfaction and opportunities for the SME to improve
strategy, management and software and process quality.

Customer feedback was gathered throughout the project from the earliest stages,
with customers actively engaged at multiple points throughout, including accep-
tance testing for both usability and internal software quality. The extensions here
were experienced as a positive integration of HCD into Scrum-based practices.

Chapter 6, Communication Breakdowns in the Integration of User-Centred
Design and Agile Development (Silvia Bordin and Antonella De Angeli), reports
the fifth case study of the large university-based Smart Campus project. This was
moved to Scrum from an initial iterative participatory design (PD) process. PD is
a form of UCD where ‘the people destined to use the system play a critical role

http://dx.doi.org/10.1007/978-3-319-32165-3_6
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in designing it’ [8]. This happened almost 1 year into the project, forcing dynamic
adaptation of Agile and PD practices, adding to the challenges for Agile UCD. The
corresponding position paper’s title was Catch Me If You Can: Reconciling Agile
and UCD, which refers to the challenge of reconciling PD with Agile at a fast pace
in the context of a high volume of feedback from a large user community.

Smart Campus aimed to develop mobile apps to support a student community.
A pervasive PD approach was expected, supported by multiple feedback channels.
Before Scrum was introduced, extensive upfront work had preceded app devel-
opment. However, the unanticipated introduction of Scrum made it difficult to
fully follow PD principles. To understand the difficulties encountered, and how to
overcome them, two interview studies were planned and carried out. A researcher
external to the project conducted the interviews, which were then transcribed and
analysed, controlling for coding bias. A literature review in conjunction with the
interview studies revealed how UCD work practices can be obstructed by Agile; the
authors benefitted from two 2014 literature surveys that covered 76 [9] and 71 [10]
papers, which highlight the topicality of the chapters in this book.

Three themes emerged from the combined literature and interview data analyses:

1. Differences in how user involvement is understood across roles in the project
team

2. Differences in how documentation was valued by project team roles
3. Coordination of design and development work

The nature and funding of Smart Campus resulted in management approaches
different to those advocated by Scrum: a wider range of stakeholders were actively
involved and forced breaches of the Scrum principle of self-organising teams
[5]. Similar breaches are reported in other case studies, without evidence of any
negative impact. However, PD involving a large user community significantly adds
to the challenges for UCD within Scrum. Bordin and De Angeli thus advocate
adopting participatory development [8] and design thinking [11, 12] alongside
Scrum to promote an organisational culture receptive to innovative software design
for communities.

Chapter 7 presents the last study: Towards Understanding How Agile Teams
Predict User Experience (Kati Kuusinen, Heli Väätäjä, Tommi Mikkonen and Kaisa
Väänänen). It is an inventive study of how accurately different roles with an agile
team can predict a system’s UX from users’ perspectives. As with the training
courses and materials developed by Øvad and Larsen (Chap. 3), the motivating
practical goal is to reduce UX specialists (UXSs) being (perceived as) a bottleneck.
If developers can perform more UCD work, then faster design iterations based on
UX evaluation are possible, and meaningful UX goals can be set for sprints. For
example, another study for the projects involved [13] indicated that developers did
not participate in user tests or identifying and defining target user groups.

Team members from six enterprise software development projects in five com-
panies participated. All six used Agile with release cycles under 6 months long
and released software in use. The application contexts were work-based enterprise

http://dx.doi.org/10.1007/978-3-319-32165-3_7
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systems. Software had graphical user interfaces, requiring UX design work that was
underway.

Each participant rated their enterprise application against 16 UX dimensions and
also gave it an overall UX rating and rated how well it responded to needs. Need
fulfilment ratings by team members correlated most strongly with users’ ratings
for non-instrumental UX, e.g. ‘aesthetic’ or ‘presentable’. Only users’ ratings for
‘useful’ correlated significantly with their assessment of need fulfilment. Team
members rated their released software twice: once from their own perspective and
once from the users. Ideally, these ratings should match, but the former was more
critical than the latter. However, PO and UXS ratings from the users’ perspective
were closer than developers’ to users’ actual ratings.

The results show that team members can predict instrumental aspects of UX
but are less able to predict hedonic quality, with POs and UXS performing better
than developers. To better predict UX ratings, developers need to better understand
users. Chapter 7 identifies the use of personas as one possible tactic here. Without
better knowledge of users, making use of developer ratings of achieved UX could
be harmful.

The remaining four chapters are forward looking and authored by academic
researchers but all draw on industrial case studies. Chapter 8 uses the combined
input of workshop attendees. Chapters 9 and 10 use retrospective analyses of several
case studies. Chapter 11 uses secondary sources from research into creative design.

Chapter 8 reports on the NordiCHI 2014 workshop from which this book
originates. It describes its motivation, the approach used, its eight position papers
and analysis and discussion of its themes. Six position papers were Scrum case
studies. The others focused on Kanban [4] and Scrum and Lean [2].

Agile-style techniques were used to run the workshop, including time-boxed
increments to workshop analyses, a small group discussion approach and a persis-
tent shared visual workspace. During the workshop, post-it notes were collected
from all participants about ‘challenges and obstacles’ and ‘interesting points’
that they had identified during position paper presentations. Post-its were then
organised into two affinity diagrams. The smallest affinity groups for ‘challenges
and obstacles’ were ‘tools/toolboxes’ and ‘synchronisation’, indicating that tools
and high-level process issues were modest concerns (even though synchronisa-
tion issues dominate the Agile UCD literature). The smallest post-it groups for
‘interesting points’ were ‘tools’ (again), ‘documentation’ and ‘UX team’ (does that
reflect attendees’ UX credentials?). Large groups for ‘interesting issues’ formed
around user involvement and feedback, pair working and internal communication.
Chapter 8 presents results from a phased affinity diagram analysis of the post-its.
Eight final themes were formed:

• People and roles
• Teams and communication
• Culture (‘challenges and obstacles’ only)
• Methods and practices
• Time and synchronisation

http://dx.doi.org/10.1007/978-3-319-32165-3_7
http://dx.doi.org/10.1007/978-3-319-32165-3_8
http://dx.doi.org/10.1007/978-3-319-32165-3_9
http://dx.doi.org/10.1007/978-3-319-32165-3_10
http://dx.doi.org/10.1007/978-3-319-32165-3_11
http://dx.doi.org/10.1007/978-3-319-32165-3_8
http://dx.doi.org/10.1007/978-3-319-32165-3_8
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• Artefacts and tools
• Research and problems (‘interesting points’ only)
• Miscellaneous

The largest theme by post-it count, ‘Methods and practices’, highlighted the prac-
ticalities of integrating UCD into Agile and the practices that make that possible.
Two people-centred themes, ‘Teams and communication’ and ‘People and roles’,
came next. Both are key to improving integration. The smallest theme, ‘Artefacts
and tools’, was nevertheless the focus of some novel solutions presented at the
workshop. These themes reflect the scope and breadth of discussions, with much
focus on fitting together the big picture of agile theory and methods with the lower-
level detail of day-to-day practices. Potential links between theory and practice
provided a focus for considering innovative new practices to ameliorate persistent
challenges to effective Agile UCD. However, despite the workshop’s focus on
research and innovation as well as challenges, discussion focused on familiar
unresolved issues, despite many presented examples of progress. Nevertheless,
some new challenges and innovative solutions do not figure prominently in current
surveys:

• Power relations in Agile
• Training developers in UCD (‘Developers doing UCD’ was the largest initial

‘interesting issues’ group)
• Filtering and interpretation of user feedback

Chapter 9 presents Kati Kuusinen’s BoB: A Framework for Organizing Within-
Iteration UX Work in Agile Development. This new framework seeks to combine
the ‘best of both’ worlds of UCD and Agile. BoB uses an initial upfront activity
for early product definition, which includes a workshop and results in a clickable
version of an initial product. After this important enabling milestone (similar to
Chap. 4’s Sprint 1 and Chap. 5’s Sprint n.0), a sequence of sprints requires a cross-
functional team to work together, thus avoiding difficulties with the one sprint ahead
approach [6, 7], which tend to result in inescapable mini-waterfalls across sprints.
The BoB framework is based on four mixed methods studies spanning 4 years and
involving over 300 respondents from 9 companies in 10 countries (7 in Europe and
3 in Asia), working across IT services, engineering, middleware, mobile enterprise
applications and industrial systems (including safety critical). The BoB framework
is supported by guidelines on people, process, tasks and tools. It shifts the focus
from roles (as in Scrum) to analysis and design tasks, which are carried out by
small cross-functional teams. It reduces the emphasis on ‘definitions of done’ (as
in Scrum [5]) with an acceptance of trial and error, with the need to iterate user
interface designs [14].

Elements of the BoB framework are already in use by some companies involved
in the underpinning studies. It is too early to judge whether BoB will overcome
challenges for Agile UCD, but Kuusinen expects cross-functional teams to work
together better and that faster feedback from customers and users will result. BoB is
expected to halve the feedback cycle time for a feature compared to one sprint ahead

http://dx.doi.org/10.1007/978-3-319-32165-3_9
http://dx.doi.org/10.1007/978-3-319-32165-3_4
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Agile UCD, since design and development are concurrent instead of sequential.
Thus, it should take one iteration instead of two to receive and act on feedback
based on real use.

Chapter 10 provides a refreshing change from UCD criticisms of Agile’s
shortcomings. Challenges from Integrating Usability Activities in Scrum: Why Is
Scrum So Fashionable? (Marta Lárusdóttir, Åsa Cajander, Gudbjörg Erlingsdottir,
Thomas Lind and Jan Gulliksen) instead investigates the positive reasons why
organisations choose Scrum. The attractiveness of Agile is contrasted with that of
UCD, which is not as fashionable. As with Chap. 9 by Kuusinen, this chapter is
based on retrospective analysis of existing case studies, in this case data from five
survey and interview studies involving 110 respondents from over 40 companies
in mainly two countries. The results of these studies are interpreted through the
twin lenses of Abrahamsson’s theory on management fashion [15] and Roger’s
diffusion of innovations theory [16]. For much of UCD’s history, it has held the
moral high ground [17], insisting that we must put users’ needs and comfort first.
The respondents in the five studies did not all always do so. While there is no
doubt that Scrum benefits from its fashionability (much of this of its own making
[5]), Abrahamsson’s theory on management fashion [15] requires rational and
progressive motives for adopting new innovations, and the respondent’s positions
in the case studies make it clear that, to them, Scrum adoption is both rational
and progressive. Scrum also has advantages in relation to Roger’s diffusion of
innovations theory [16]. The future fortunes of UCD in most software development
contexts thus depend on understandings of management fashions and diffusion of
innovations. UCD’s moral high ground has clearly not won the majority of hearts
and minds since the 1980s, so alternative approaches to dissemination and uptake
are needed that focus on UCD’s worth as a favourable balance of benefits over costs
and risks. Both UCD and Agile have understandably focused on promoting their
benefits while downplaying or ignoring their costs and risks. Balanced approaches
are required.

Chapter 11 introduces a third element to the methodology mix. Integrating
Both User-Centred Design and Creative Practices into Agile Development (Gilbert
Cockton) argues for the integration of creative design practices as well as UCD
within agile methodologies. The expectation is that the benefits arising from a
more balanced and integrated design process will increase by knowingly adding key
creative design practices (rather than assuming that Agile UCD is creative enough).
Also, costs and risks will decrease. Cockton draws on almost half a century of
secondary literature from design research to identify three key insights on the nature
of creative design work:

• Creative design work co-evolves problem and solution spaces.
• Design materials talk back.
• The best design work is generous in scope and intent.

The first insight guides Agile and UCD to fully break away from the constraints
of idealised rational engineering design and its rigid segregation of problem and
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solution spaces via a thick wall of requirements specifications [18]. The second
insight defends the use of UCD and creative design ‘documents’ (as in Chap. 6),
which are to be understood in the broadest sense of persistent media rather
than Agile’s preferred face-to-face conversations. Such documents are expected to
change and this is not wasteful. Instead, this is one of the primary ways through
which problem and solution spaces co-evolve in creative design work. The third
insight challenges UCD and Agile practices to look beyond the ‘requirements of
others’ and let designers add their subjective generosity to the objective needs and
wants of users (UCD) or a product owner’s user stories and associated business
value (Agile). Acting on these three insights will provide opportunities to balance
and integrate creative, engineering and user-centred design and, in doing so, be
guided and shaped by designers’ generosity. The result here is a design process
that is BIG [19]: balanced, integrated and generous.

Overall, this book’s chapters present a comprehensive survey of progress and
continuing challenges in the integration of Agile and UCD. The quality and depth of
the case study research is impressive. The forward-looking chapters propose novel
broader futures for Agile UCD. There are good grounds for optimism now in the
face of the initial shock of Agile reversing many UCD gains. These reversals are
temporary, and we can look forward to the best of both worlds, or perhaps the best
of several worlds, combining to improve the development of digital products and
services.

Newcastle upon Tyne, UK Gilbert Cockton
Reykjavik, Iceland Marta Lárusdóttir
Preston, UK Peggy Gregory
Uppsala, Sweden Åsa Cajander
May 2016
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Chapter 1
Integrating User-Centred Design in Agile
Development

Gilbert Cockton, Marta Lárusdóttir, Peggy Gregory, and Åsa Cajander

Abstract Integrating user-centered design (UCD) into software development
methodologies has always been a challenge. In the first two decades of UCD,
structured methodologies provided a process where UCD methods could be
clearly integrated, at least in principle, and thus integration challenges were not
primarily due to process structures. This changed with the spread of agile software
development approaches, which differ substantially from structured development.
While there has been progress in combining UCD and agile approaches, many
problems remain. In response to this, at NordiCHI 2014, a workshop on Integrating
User Centred Design in Agile Development brought together researchers and
practitioners at the leading edge of combining these two potentially complementary
approaches to software development. The chapters in this book update and extend
the position papers that were presented and discussed at the workshop. Six authors
developed their position papers into chapters for this book. Five additional chapters
introduce the book, report on the initial workshop, and provide three additional
studies. The case studies in this book cover a very wide range of organizational sizes
(from 8 to 135,000) in over 15 countries, operating in consumer, Small and Medium
Enterprises (SME), large Business to Business (B2B), public sector and non-profit
markets across a range of around 20 application domains. Some chapters synthesise
several studies that were conducted over a number of years. This introduction
presents the context for the workshop, identifies common themes with regard to
cultures, teams and tasks in agile UCD development, and discusses future trends
and a research agenda for adapting UCD to agile development contexts.
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1.1 User-Centred Software Development

Integration of User-Centred Design (UCD) within agile systems development
processes (Agile) can be problematic. Although some persistent difficulties predate
Agile, its evolving contexts continue to constrain possibilities for integrating UCD
activities. Even so, there has been much progress over the last decade. The number
of papers considered in systematic literature reviews about this topic has risen from
35 to 83 across 2010, 2011, 2014 [1] and 2015 (See Chap. 8 for references). These
papers identify the conditions under which Agile and UCD can work together. Agile
claims to consider the users’ perspective, but this is not always the case. There are
still opportunities for innovation, research and discussion.

The integration of UCD with software development processes such as 1980s
structured methods was challenging, but for different reasons to those currently
associated with Agile. As software engineering (SE) developed in the 1970s,
it focused on software artefacts, much as older engineering practices focused
on their artefacts too, such as bridges, dams, manufacturing lines and power
generators. Waterfall processes dominated, which were based on a fixed sequence of
development phases, from problem analysis and requirements specification, through
design, implementation and verification, to software installation and operation [2].

UCD was initially developed and advocated to improve software usability. As
hardware costs plummeted in the 1980s, more people had access to computer
equipment, but did not have access to the extensive training previously given to
specialist computer operators. After effective usability methods were developed,
in the 1990s UCD’s scope broadened to quality in use. Satisfaction, effectiveness
and contextual fit were added to speed, and ease of use and learning as foci for
UCD work. In the 2000s, UCD’s quality in use foci further extended to include
positive user experience (UX). With each extension of UCD’s scope, the aim has
been to improve quality in use, both by reducing costs and risks and also by
better addressing users’ experiences, needs and wants. Today, UCD’s benefits can
convincingly deliver on a wide range of values, including effectiveness, efficiency,
satisfaction, wellbeing at work, brand loyalty, health and safety, employee retention,
respect for human dignity, and competitiveness. Given this, in theory UCD should
be attractive to software development.

When attempts were first made to introduce UCD into software development
in the 1980s, the main challenge was gaining acceptance for UCD practices
across all development phases. UCD aligned well with waterfall processes, but
the strength of the case for UCD was often not enough to extend UCD activities
beyond evaluation. UCD activities such as contextual research fitted into the
problem analysis phase, and user testing fitted into the verification phase. However,
UCD required development phases to be repeatedly iterated [2] until the software
under development satisfied user needs for both functionality and usability. This

http://dx.doi.org/10.1007/978-3-319-32165-3_8
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required time to be set aside for regular communication and decision-making with
stakeholders. Not all software methodologies were capable of being made iterative
and consultative [2].

Agile developed as a reaction against the constraints of waterfall software
development methodologies. Some of its key characteristics were compatible with
UCD: evolving requirements iteratively across a series of iterations, incremen-
tal development to allow early delivery of working software, and introducing
close collaboration with customer representatives. Other characteristics were less
favourable to UCD, such as reduced opportunities for user testing and less upfront
planning before software implementation. These adverse factors can almost exclude
UCD from the most popular agile practices [3, 4], or have UCD responsibilities
transferred to business analyst roles. However, there are several different agile
methodologies [3, 4], so it is important to avoid generalizations that do not apply
to all of them. Furthermore, development practices descriptions are (knowingly)
unavoidably underspecified, so all methodologies must be contextualized and
completed in use. Thus neither positives nor negatives that are apparent in published
descriptions of a methodology will inevitably emerge in practice. Project teams have
to work at achieving potential positives, and they can also work to avoid potential
negatives. What actually happens during software development is more important
than what a methodology advocates or what detractors say will happen. It is thus
important to go beyond published accounts to understand how agile development is
managed, and how this impacts the ability to integrate UCD activities. Nevertheless,
published methods do set the tone and expectations for practice. The limitations that
we see in published methods are often not overcome in practice.

1.1.1 Position Papers and Chapters

This book presents case studies and forward-looking analyses of the potential for
improved integration of UCD activities within Agile. Most of the chapters began as
position papers for a NordiCHI 2014 workshop [5]. The call for participation for
this workshop invited position papers on:

• Case studies and work in progress related to UX and Agile.
• Success stories and best practices from integrating UCD and Agile.
• Challenges from working with UCD in Agile
• Integration of UCD and Agile in different domains such as games and healthcare.
• Values and perspectives underpinning UCD and Agile in theory.
• Theories and methods relevant to research on Agile and UCD.
• Discussion of future trends for UCD and Agile research.

There is an overview of the position papers in Chap. 8, which summarizes the
results of the NordiCHI 2014 workshop. Two position papers presented at the
workshop were not developed into chapters for this book: one by Lindell [6] and
one by Law and Lárusdóttir [7]. In [6], the design process of a music creativity app
was described. Workshop discussion of this paper identified issues with breaking

http://dx.doi.org/10.1007/978-3-319-32165-3_8
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down the ‘big idea’ for the app into manageable and meaningful small units for
development in a single agile ‘sprint’ (iteration). Such issues, which compound the
impact of limited upfront design of architectures, are a known problem with the most
popular agile methodologies [4]. At first in [6], design and implementation work
focused on technology, but this left many design questions unanswered. Lindell
argued for a quality-driven open-ended artisan approach to software development,
with careful attention to the experiential qualities of the design.

The position paper by Law and Lárusdóttir [7] presented and discussed an
analysis of whether agile software development, exemplified by Scrum, is more
compatible with UX work than lean development, exemplified by Kanban. The
comparison between Scrum and Kanban, using a rather lean and agile analysis
process, led the authors to make a preliminary conclusion that Kanban fits UX
better, given its greater flexibility. Subsequently the authors conducted a more
comprehensive study on the same subject [8], but the results of empirical studies
were ambivalent. Neither Kanban nor Scrum support UX effectively.

There are summaries for each chapter in the Book Overview before this
introductory chapter. Two case study chapters report on first time use of Scrum
in a UCD context, and contain useful tutorial material for readers who are new to
Scrum: Chap. 4 (Sect. 4.2.2) and Chap. 5 (Sect. 5.3.1). For readers new to UX,
Chap. 7 (Sect. 7.2) provides similar tutorial material in relation to its study of agile
teams’ ability to predict users’ evaluations of UX and need satisfaction.

The overall objective of the workshop was to provide a venue for researchers and
practitioners, from within and outside of Human-Computer Interaction (HCI), to
begin to shape the future of Agile and UCD research. The workshop had two goals:

1. Identifying future trends for research on Agile and UCD
2. Identifying challenges and success stories when working with UCD and Agile.

Most accepted position papers responded to the second goal. Six workshop
position papers have been revised, extended and strengthened to provide detailed
case studies for this book (Chaps. 2, 3, 4, 5, 6 and 9). For example, Chap. 3 extends
its initial position paper with the outcomes of six additional iterations of UCD
training materials for use in Agile contexts (doubling the underpinning evidence
since the workshop). Chapter 7 is an additional study by a workshop attendee and
her colleagues.

The extensive study of diverse Agile UCD practices is a distinctive strength of
this book. The workshop summary (Chap. 8) benefits from this breadth, as do other
forward-looking chapters (Chaps. 9, 10 and 11). Chapter 9 updates a future oriented
position paper on a new framework for Agile UCD. Chapters 10 and 11 from three of
the editors and their colleagues add two analyses that reflect critically on the futures
of both UCD and Agile (from the positions of Management Fashion and Creative
Design respectively). Chapters 9 and 10 draw extensively on several existing case
studies by their authors. Chapter 11 draws on creative design research literature to
challenge the position that a simple combination of UCD and Agile is sufficient for
software innovation. All chapters are informed by the workshop, which at least one
author of each chapter attended.
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The case studies across the book’s chapters span a very wide range of organi-
zations. The smallest has eight employees, with most in the range of 100–500 or
500–2000. The largest range from 10,000–20,000 to 135,000 worldwide. The case
study companies have staff in over 15 countries, operating in consumer, SME, large
B2B, public sector and non-profit markets across a range of over 20 application
domains, including:

home and SME finances, home technologies and appliances (including smart homes), auto-
motive technologies, mobile technologies (especially apps), telecommunications, energy
and power systems, manufacturing systems, enterprise software (including customer pro-
cess monitoring and licensing), banking, e-commerce, healthcare, music technology,
nursery schools, higher education, local community systems, web portals for information
aggregation, web infrastructure software for sign-on and app launching, data integra-
tion/visualization, embedded systems, cross platform systems, and software testing tools.

As noted in Chap. 8 (workshop summary), the breadth of application areas here
indicates that Agile is now mainstream. Many case study applications were business
critical and a few were safety critical. Some participating companies were bespoke
system developers for external customers, whereas others developed in-house and
consumer systems. Several involved hardware as well as software development.
Around 450 respondents in total participated in the case studies reported and
analysed in this book. All case studies (Chaps. 2, 3, 4, 5, 6 and 7) involve Scrum
users, with Chaps. 4, 5 and 6 reporting projects using Scrum for the first time.

Chapter 8’s themes, which emerged from the workshop presentations of position
papers, are thus well grounded in current UCD practices within Agile. These themes
are extended and deepened by the additional breadth and detail of the book chapters.
However, the value of breadth here does not just lie in convergence on repeated
themes, but also in the distinctive practices that were unique to projects and/or
organisations. These distinctive practices resist simple generalisations and demand
an open contextual approach to understanding relationships between UCD and
Agile.

The breath across some aspects of the position papers did however allow some
common themes to be identified at the workshop. These have been reinforced and
extended by this book’s chapters. They relate to both current and past agile UCD
practice, and also to future possibilities for research and practice. The next section
presents themes for current and past agile UCD practice. Sect. 1.3 discusses future
trends.

1.2 Main Common Themes for Current and Past Agile UCD
Practice from the Workshop and Chapters

The chapters in this book update and extend the position papers from our NordiCHI
2014 workshop. The chapters let us revisit, strengthen and extend observations
made during the presentations of position papers. As reported in Chap. 8 (workshop
summary), position papers reported on best practice, ongoing challenges, and future

http://dx.doi.org/10.1007/978-3-319-32165-3_8
http://dx.doi.org/10.1007/978-3-319-32165-3_2
http://dx.doi.org/10.1007/978-3-319-32165-3_3
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http://dx.doi.org/10.1007/978-3-319-32165-3_5
http://dx.doi.org/10.1007/978-3-319-32165-3_6
http://dx.doi.org/10.1007/978-3-319-32165-3_7
http://dx.doi.org/10.1007/978-3-319-32165-3_4
http://dx.doi.org/10.1007/978-3-319-32165-3_5
http://dx.doi.org/10.1007/978-3-319-32165-3_6
http://dx.doi.org/10.1007/978-3-319-32165-3_8
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opportunities. These provided items for an affinity diagram that was simplified after
the workshop into eight themes across two groups: “challenges and obstacles”,
which have been experienced and will persist into the present; and “interesting
points” which can be in the past (e.g., as best practice to adopt) or future (e.g.,
as opportunities). Themes can thus orient towards either the past or future.

Chapter 8 reviews the identified themes in detail. In this section, we use a
higher level overview based on Chap. 9 (novel framework for Agile UCD), which
recommends a shift of focus from team roles to tasks when improving Agile
UCD. Chapter 8’s themes from the workshop are thus further consolidated into
observations about teams and tasks. These are alternative but overlapping lenses
on software development, one focusing on how development teams are organized
and managed, and the other focusing on how development work is organized
and managed. The two are highly interdependent and in reality they are largely
inseparable. However, some issues and opportunities are best approached from a
team perspective and others are best approached from a work perspective. There are
some loose couplings here, in that some aspects of process structure can be common
to several team structures, and vice versa.

Table 1.1 associates example workshop themes and chapter topics with teams
and tasks. Three workshop themes are not included: “miscellaneous”; Culture

Table 1.1 Team and task topics across chapters

Chapter Team topics Task topics in chapter

2 Roles Channels and tools usage
Filtering and interpretation

3 Training Hands-on use
4 Team Artefacts (within tasks)

Activities
5 Customer Committee Inception

Scrum Islands Sprint n.0
One-week sprint
(IN)Sprint Review
Project retrospective

6 User involvement Document use
Synchronisation

7 PO, UX specialists and developers UX assessment
8 Post workshop themes: Artefacts and tools

People and Roles Methods and practices
Teams and Communication Time and synchronisation

9 People Process
Tasks
Tools

10 Insiders and Outsiders Activities
11 Generosity Talkback

Problem-solution co-evolution

http://dx.doi.org/10.1007/978-3-319-32165-3_8
http://dx.doi.org/10.1007/978-3-319-32165-3_9
http://dx.doi.org/10.1007/978-3-319-32165-3_8
http://dx.doi.org/10.1007/978-3-319-32165-3_2
http://dx.doi.org/10.1007/978-3-319-32165-3_3
http://dx.doi.org/10.1007/978-3-319-32165-3_4
http://dx.doi.org/10.1007/978-3-319-32165-3_5
http://dx.doi.org/10.1007/978-3-319-32165-3_6
http://dx.doi.org/10.1007/978-3-319-32165-3_7
http://dx.doi.org/10.1007/978-3-319-32165-3_8
http://dx.doi.org/10.1007/978-3-319-32165-3_9
http://dx.doi.org/10.1007/978-3-319-32165-3_10
http://dx.doi.org/10.1007/978-3-319-32165-3_11
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(“challenges and obstacles”); and Research and Problems (“interesting points”).
The latter two are respectively covered before and after team and task factors. This
section thus gathers workshop themes under the headings of:

1. Culture
2. Teams
3. Tasks
4. Research

The fourth theme was not a major focus at the workshop, but it is addressed in
detail across the chapters in this book, as summarised in Sect. 1.2.4 below.

1.2.1 Culture

In 2002, Elden Nelson interviewed Kent Beck (“the father of XP”) and Alan
Cooper (inventor of Goal-Directed Design and Personas) [9]. The aim was to find
the common ground and the points of difference between the agile approach of
XP and the UCD approach of Goal-Directed Design. Relatively little common
ground emerged during the interview, with points of major differences throughout.
Ambler’s reading of this interview was that “our thought leaders may be a bit
too extreme” [10]. It is a clear example of a common tendency to exaggerate and
entrench the culture clash between Agile and UCD. This clash can make integration
of Agile and UCD appear to be impossible, but it is clear from the case studies in this
book that this is not so, although no-one is claiming that a perfect marriage has yet
been achieved. It has proved impossible for many projects and organisations to fully
integrate UCD into agile practices. Chapter 8 notes the tensions between designer
and developer cultures that surfaced at the workshop. Chapter 7 (study of agile team
roles predictions of users’ UX evaluations) captures some of these tensions: UCD
does not trust developers to understand users, but developers do not trust users to
know what they want.

Underpinning values and perspectives were a focus in the workshop call, and can
continue to obstruct worthwhile innovations, both at the level of specific projects
and in the wider professional communities where developers and designers form
their identities and allegiances. While many synergies between Agile and UCD
are being successfully exploited, remaining areas of conflict need to be identified,
understood and (where possible) effectively addressed. This has to be related to
the wider context of digital products and services, and related to other professional
cultures such as Participative Design and Design Thinking (Chap. 6).

Cultures can only manifest themselves through people’s practices in specific
places. Our behaviours, built environments and material artefacts manifest mean-
ings, and thus values (Chap. 10 focuses on why Agile is valued). Manifestations
of culture in turn shape people’s expectations and behaviours. Organisations that

http://dx.doi.org/10.1007/978-3-319-32165-3_8
http://dx.doi.org/10.1007/978-3-319-32165-3_7
http://dx.doi.org/10.1007/978-3-319-32165-3_6
http://dx.doi.org/10.1007/978-3-319-32165-3_10


8 G. Cockton et al.

wholly base development work on Agile or UCD can readily appear to have prac-
tices that could never be compatibly combined, as they take different positions on:

• what constitutes a valid problem or issue and what can be ignored
• what resources are provided and how they are allocated
• adequacy and excellence in design work

Values across the chapters that can underpin incompatible practices, create
synergies, or even both, are now reviewed.

1.2.1.1 Agile and UCD Values

Book chapters present value systems that are disjoint, but not automatically
incompatible. Agile values (in the sense of things that are valued) across chapters
include:

• self-empowered independent autonomous teams of interacting individuals
• working software that satisfied customers accept for the value that it delivers
• customer collaboration, with acceptance of changing requirements
• flexible practices for rapid reaction to customer feedback
• velocity evidenced in early delivery of initial working versions, speed to market,

and speed of communication within a project with on-time delivery
• visibility, awareness and accountability
• productivity: ability to focus without interruption
• a sense of achievement in relation to clear roles and short term goals (in contrast,

developers can see usability as vague and fuzzy)
• ease of development with low waste, preference for informal lightweight

methods
• being fashionable

These are values as communicated in the chapters. They are not necessarily all
orthodox for all agile methodologies. For example, speed is not promoted as a value
in the Agile manifesto [11]. What is valued there is as the highest priority is “early
and continuous delivery of valuable software.” Similarly, being fashionable is not
mentioned in the manifesto either. In contrast, UCD values expressed across the
chapters include:

• iterative processes and tools that support planning of comprehensive user-focused
research and objective empirical evaluation, maintaining a user focus at all times

• human science values evidenced through well documented evidence and data
analysis in user research and usage evaluation, removing ‘games of chance’ from
design

• understanding the user before meaningful software development begins
• a coherent holistic picture of what will be developed
• superior expert knowledge of human-computer interaction (HCI)
• attention to detail: few usability problems should be left behind!
• satisfied users, due to hedonic and instrumental quality in use (UX values)
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The above two lists of worthwhile practices and attributes from this book’s
chapters go well beyond the Agile Manifesto’s [11] compact four pairs of more
and less favoured phenomena of:

1. Individuals and interactions over processes and tools
2. Working software over comprehensive documentation
3. Customer collaboration over contract negotiation
4. Responding to change over following a plan

Two things are important to note here. Firstly, the manifesto begins: “we are
uncovering better ways of developing software by doing it and helping others to do
it”. The manifesto is a contribution to a process, not a last word. However, this is not
how it is always read, especially after 15 years. Secondly, there are no inherent value
clashes here, since the manifesto states that “while there is value in the items on the
right, we value the items on the left more” [11]. The manifesto itself thus does not
outlaw the processes, tools, documentation, contracts or plans “on the right”. Rather,
it does not want them to get in the way of the things “on the left”: individuals’
interactions, working software, customer collaboration or responding to change.
Tensions between Agile and UCD are due to the extent to which interpreters of the
manifesto value items on the left more than the items on the right. The manifesto
takes no position on what this extent should be, and therefore tensions between
Agile and UCD are at best only partially due to the manifesto, but are mostly a
question of interpretation and degree.

Agile’s potential for sidelining UCD practices is thus not due to the manifesto
as written, but instead to further turning the left hand side of the four clauses into
crude rules and then banning the values on the right, e.g.:

1. Just have individuals and interactions: you do not need processes and tools.
2. Just make working software and no documentation.
3. Just collaborate with your customer: you do not need to negotiate a contract.
4. Just keep responding to change: you do not need to follow a plan

Some interpretations may thus devalue UCD to the point of its suppression, but
this does not apply to all twelve agile principles that complement the manifesto [11]:

1. Our highest priority is to satisfy the customer through early and continuous
delivery of valuable software.

2. Welcome changing requirements, even late in development. Agile processes
harness change for the customer’s competitive advantage.

3. Deliver working software frequently, from a couple of weeks to a couple of
months, with a preference to the shorter timescale.

4. Business people and developers must work together daily throughout the
project.

5. Build projects around motivated individuals. Give them the environment and
support they need, and trust them to get the job done.

6. The most efficient and effective method of conveying information to and within
a development team is face-to-face conversation.
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7. Working software is the primary measure of progress.
8. Agile processes promote sustainable development. The sponsors, developers,

and users should be able to maintain a constant pace indefinitely.
9. Continuous attention to technical excellence and good design enhances agility.

10. Simplicity–the art of maximizing the amount of work not done–is essential.
11. The best architectures, requirements, and designs emerge from self-organizing

teams.
12. At regular intervals, the team reflects on how to become more effective, then

tunes and adjusts its behavior accordingly.

Over half of the principles above should not block good support for UCD
(i.e., Principles 2, 4, 5, 8, 9, 11 and 12). Conflicts however could arise from
Principles 1, 3, 6, 7 and 10. Principles 1, 3 and 10 could all curtail UCD work,
and perhaps eliminate it (‘Early’, ‘shorter’, ‘work not done’). Principle 6 devalues
documentation, which UCD uses to evidence its scientific values (“what do you
mean by documentation?”, Chap. 6). Principle 7 potentially conflicts with Principle
1: ‘working’ could just mean ‘running’ and not ‘valuable’ ‘for the customer’s
competitive advantage’. Chapter 5 notes Agile’s focus on functional requirements
in relation to this.

A further problem arises if the only values considered in software development
are only ones interpreted to come from the Agile Manifesto or its principles.
Core UCD values and principles appear in neither. Agile values take precedence,
whether these are orthodox or imagined, and thus Chap. 4 (proactive use of
Scrum in a research and development setting) reports that the easiest and fastest
to implement features would get implemented first and then demonstrated without
prior user testing. Chapter 6 (imposition of Scrum on a university Participative
Design project) reports a project team’s dissatisfaction with the impact of Agile
on its user community, who were effectively replaced as the customer by the project
funder. Even so, integrating UCD with Agile is most challenging when UCD cannot
adjust to Agile values. For example, Chap. 4 reports difficulties of estimating the
time required for UCD work. Chapter 6 reports that developers could prototype
faster than UX specialists, who were slowed down by the volume of community
feedback. In fights between ‘faster’ and ‘better’, ‘faster’ won. The highest priority of
Agile is “to satisfy the customer through early and continuous delivery of valuable
software”, and therefore ‘better’ should win. Unfortunately, Agile in practice can
value speed more than value!

Comprehensive, effective and reliable integration will require relaxation of some
of both UCD and Agile values some of the time. Agile holds up a valuable mirror
to UCD, which must deal with valid issues that predate Agile (Chaps. 2, 4, 5, 6
and 7): UCD methods can lack transparency, be very time consuming, and result in
inconsistent outcomes. For example, users can ask for different things (Chap. 8),
which may be incompatible or irrelevant (Chap. 2), and UX specialists can be
wrong (Chap. 7). One strength of this book’s chapters is that authors recognize
the need to rethink some key UCD practices and are willing to adapt them to make

http://dx.doi.org/10.1007/978-3-319-32165-3_6
http://dx.doi.org/10.1007/978-3-319-32165-3_5
http://dx.doi.org/10.1007/978-3-319-32165-3_4
http://dx.doi.org/10.1007/978-3-319-32165-3_6
http://dx.doi.org/10.1007/978-3-319-32165-3_4
http://dx.doi.org/10.1007/978-3-319-32165-3_6
http://dx.doi.org/10.1007/978-3-319-32165-3_2
http://dx.doi.org/10.1007/978-3-319-32165-3_4
http://dx.doi.org/10.1007/978-3-319-32165-3_5
http://dx.doi.org/10.1007/978-3-319-32165-3_6
http://dx.doi.org/10.1007/978-3-319-32165-3_7
http://dx.doi.org/10.1007/978-3-319-32165-3_8
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their use possible in Agile settings. For example, in Chap. 3 (UX training courses
and materials for developers) data analysis requirements for Contextual Inquiry
are relaxed, and iterative development of training and developer support materials,
resulted in time spent on A/B testing being halved.

Agile can make UCD better, and vice versa. Kuusinen’s novel BoB framework
for Agile UCD (Chap. 9) relaxes both UCD and Agile values, as is clear in the
guidelines for using BoB (Table 9.3): designs need to be good and complete enough
to be tested; early user feedback is better than late perfection; user interfaces will
need to be refactored; and user expectations will need to be managed. Kuusinen’s
novel BoB framework also shows how UCD can make Agile better: ‘working
software’ can be a clickable prototype, a working user interface with no functional
back-end, a full working prototype, or a fielded version in use. UCD can thus hold
up a valuable mirror to Agile, and a spirit of compromise can make both faster and
better able to react effectively and wisely to change, build common understandings,
and increase communication. Similarly, Chap. 2 balances positive attitudes towards
UCD with the recognition that, even in companies with strong user-centred cultures,
UCD needs to change. UCD is not seen as curretly mature, because optimal
combination of methods is still not well understood. UCD is seen as addressing
real users’ needs and wants, but not necessarily with clarity on how users should
actually be involved and how that fits into established development processes. UCD
is positioned as an evolving normative ideological practice, with a primary focus on
users, which is similar to Agile’s focus on customers. Chapter 2’s authors view
process as a secondary concern in Agile and UCD, and Agile is seen to better
promote a culture of self-evaluation. However, UCD is not the sole source of user-
focused practices: good contributions can be made using management research on
innovation, as well as established brand evaluation practices such as Net Promoter
scores. There are thus important values and associated practices beyond UCD and
Agile.

1.2.1.2 Values Other than Agile and UCD

There is more to software development than UCD and software implementation.
Values from Agile and UCD are not the only ones encountered in this book.
Chapter 6 (imposition of Scrum on Participative Design project) rightly argues that
some tensions between Agile and UCD have to be resolved at organizational level,
where decisions have to be made between conflicting values. There are also values
of importance to specific application domains and markets that are supportive of
Agile UCD integration. For example, organizations in Chap. 3 (UX training for
agile developers) value:

• innovation from simple systematic consumer insights
• safety
• security

http://dx.doi.org/10.1007/978-3-319-32165-3_3
http://dx.doi.org/10.1007/978-3-319-32165-3_9
http://dx.doi.org/10.1007/978-3-319-32165-3_9
http://dx.doi.org/10.1007/978-3-319-32165-3_2
http://dx.doi.org/10.1007/978-3-319-32165-3_2
http://dx.doi.org/10.1007/978-3-319-32165-3_6
http://dx.doi.org/10.1007/978-3-319-32165-3_3
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Chapters 2, 4, 5 and 7 contain further examples of companies’ values including:

• experimentation (one SME had experience of both waterfall and PD practices)
• inclusive workplaces
• strongly phased hardware engineering practices, with early development of

wireframes and systematic testing
• close collaboration with customers and suppliers, supported by transparent

continuous communication
• high quality UX
• well-timed testing of feature groups (and not just what the last sprint delivered)
• democratic design driven by user-focus
• coherent synergetic product and service portfolios
• competitive advantage
• market intelligence, including price guidance

Interestingly, the Chap. 3 values of safety and security, as well as performance
and accessibility, can get foregrounded to gain approval for what are really UX fixes
(Chap. 10). Such ‘passing off’ is less common in organisations that develop safety
critical and consumer products, with their associated ‘testing’ and ‘insight’ cultures.
Every case study introduces domain values that favour some forms of integration
over others for UCD and Agile. Mass market companies in Chaps. 2 (SME use
of Agile) and 3 (UX training for developers) need high levels of confidence in
UX before they release new products to market (one has a usability laboratory).
Healthcare equipment in Chap. 3 is subject to usability and other requirements
from the U.S. Food and Drug Administration (hence use of A/B testing). Projects in
Chaps. 2 and 6 benefitted from Living Labs. Hardware produced in Chaps. 2, 3 and
7 organisations cannot be iterated or incremented as easily as pure software products
or services. Research and Development (R&D) contexts in Chaps. 4 (proactive
UX R&D use of Scrum) and 6 (imposed use of Scrum) allow more flexible
self organisation than many other settings. In Chap. 4, only an R&D prototype
was needed as a deliverable. Chapter 6’s educational setting enabled open source
practices, bonds of community, interns, student evaluations and other important
participative practices. However, the funder’s values introduced hierarchy and
formality that limited the extent and form of participation. The project management
team retained overall control and steered the direction of the project, appointing
“champions” for each of the eight apps developed. In Chap. 7, agile teams had value
expectations for enterprise software users that turned out to be incorrect: users’
values were not predominantly instrumental. In short, each development context
brought values that shaped both Agile and UCD practices.

The Smart Campus research project (Chap. 8) aimed to develop mobile apps to
support a student community. A pervasive PD approach was expected, supported
by multiple feedback channels. Before Scrum was introduced, activities completed
had included community engagement and workshops, focus groups, diary studies,
online ethnography, benchmarking university mobile apps, conceptual design,
service infrastructure, research on online student communities, personas, scenarios,
storyboards and sketches; in short, extensive upfront work preceded application
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development. However, the unanticipated introduction of Scrum obstructed further
PD practices. To understand the difficulties encountered, and how to overcome them,
two interview studies were planned and carried out by a researcher external to
the project. A literature review in conjunction with the interview studies revealed
how Agile can obstruct UCD work practices; the authors benefitted from two 2014
literature surveys that covered 76 [12] and 71 [1] papers, which highlight the
topicality of the chapters in this book.

These difficulties, which may obstruct integration of UCD and Agile when the
‘user’ is actually a community and is therefore not uniquely defined, contributed to
the project not being fully appreciated by university management, even though the
eight mobile apps were used and positively evaluated by the users: in fact, two of
these apps had been developed by the student community, and there were 2000C

posts in the online project forum.
The case study chapters are particularly valuable in providing examples of

organizational culture and values in context. In addition to the two sets of Agile
and UCD values, a third set of organisational values must underpin Agile and
UCD values to let them be acted on. Chapter 2’s SMEs’ practices do more than
simply combine Agile and UCD: much broader ranges of values are involved,
including those underlying business inputs to product and service development such
as innovation and marketing [13, 14]. Chap. 2 also describes how user support and
marketing contribute evaluation data and ideas for improvement. Similarly, success
for Chap. 3’s companies also involves more than Agile and UCD values, which may
have to be relaxed to enable success. Chapter 2 thus suggests that UCD may have to
relax on its scientific values in fast-paced market-driven environments.

Equally, organizational values may impede Agile. To adopt Agile, an organi-
zation has to value: trusting employees; self-organisation; continuous reflection
and learning and being able to adapt when necessary. Many organisations have
hierarchical cultures that are driven by top-down management. These cultures find
it hard to adopt Agile until they embrace agile culture beyond their IT function.

Chapters 4 and 5 (first uses of Scrum in UCD contexts) demonstrate how well-
motivated teams can resolve some tensions between Agile and UCD bottom up. As
well as Agile, UCD and organizational values, there are values of importance to
development team members, who are the source of a fourth relevant set of values.
Chapters 5 and 6 recognise the contributions of established SE work and associated
values [15–18]. Some of these values may be shared with employers, but others
are professional values specific to roles, or reflect personal goals related to current
achievements and aspirations. Examples include:

• meeting deadlines
• technical achievement
• internal software qualities such as maintainability, reliability, portability, effi-

ciency and security
• professional distinctiveness
• creative exploration through trial and error: knowingly playing a ‘game of

chance’
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http://dx.doi.org/10.1007/978-3-319-32165-3_3
http://dx.doi.org/10.1007/978-3-319-32165-3_2
http://dx.doi.org/10.1007/978-3-319-32165-3_4
http://dx.doi.org/10.1007/978-3-319-32165-3_5
http://dx.doi.org/10.1007/978-3-319-32165-3_5
http://dx.doi.org/10.1007/978-3-319-32165-3_6
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• aesthetics, both visual and technical (e.g., beautiful code [6]).
• confident and personally secure integration of UX tasks within development
• highly directive prescriptive methods
• open flexible methods that maximize use of personal expertise

Chapter 7 correlated development teams’ overall assessment of UX with their
ratings on particular UX dimensions for software that they had developed in Agile
UCD contexts. Significant correlations between their overall rating of UX and their
specific ratings for ‘good’, ‘desirable’, ‘innovative’ and ‘recommendable’ indicated
that development teams saw these attributes as major determinants of UX quality.
These attributes correspond to market oriented values that align developers with
their companies, valuing brand equity and competitive advantage. They are not
primarily UCD values.

An important developer value is seen in personal responsibility for the conse-
quences of design decisions. Chapters 3, 4, 5 and 6 all refer to Product Owners
or project managers either generously adding to user sourced requirements (as
advocated in Chap. 11), or more often overriding these. Not everything that
customers or users want is desirable or possible. As feedback channels mushroom, it
is simply not possible to take every customer or user suggestion on board, especially
when many conflict.

Designers are a fifth source of values for development projects. Their designerly
values are the sole focus of Chap. 11. Chapter 6 also advocates Design Thinking
[19, 20] and thus designers’ professional values (e.g. keeping up to date with
Android look and feel guidance). Interestingly Chap. 6 is the only one to celebrate
success, despite the funder having issues with the project: its Smart Campus apps
were popular with users. In contrast, Chap. 7 displays UCD’s ancestral distrust of
designers [21], and disapproves of “designers’ creativity and originality and : : :

ability to break design conventions” [22]. Breaches of “design conventions” are seen
as bad design decisions, when often conventions do need to be broken, as evidenced
in recent debates on ‘hamburger menus’ for apps [23]. Similarly, Chap. 9 argues
that “good UX should not be a game of chance, but it requires deliberate work,”
reflecting UCD’s initial engineering values.

Agile comes close to creative practices, and thus has less overt distrust of creative
designers than UCD. Chapter 11 presents a broad overview of creative design and
notes how Agile has embraced some creative practices, but remains constrained by
some engineering ideals. For example, although requirements can change, Scrum
requires them to be clear at the start of a sprint [24]. Even so, Agile has softened
up UCD to accept the creative design characteristic of problem-solution space co-
evolution when integration with Agile is achieved. Chapter 9 thus accepts that we
cannot know in advance what a system under development should be like and
how it should be implemented [25], motivating a fundamental Agile principle of
welcoming late change [11, 26].

Designers’ creative inspiration is never completely down to Chap. 9’s “game of
chance”, but creative designers expose themselves to influences in ways that cannot
be completely deliberate. Often these influences, inspirations and opportunities arise
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from their own work, which unexpectedly ‘talks back’ to them (Chap. 11). It is
important here to distinguish designers’ craft mastery from their creative inventive-
ness. The former is the material expression of ideas from the latter. Craft mastery
can be exercised at will as required, but ideas that are repressed or suppressed may
be lost forever. Historically, UCD has posed more of a threat to creative designers’
values than Agile has, although both embrace idealized engineering design values
that can repress or suppress creative practices. However, Kuusinen’s ‘design debt’
in Chap. 9 reasonably expects designers to relax the production values associated
with their craft mastery to allow rapid deployment and testing.

Chapters 4, 6 and 8 accept the uncertainties and generous opportunities of
creative design. Chapter 6 refers to [27], which describes a 1-day design studio
that was used to bridge between UCD and Agile. This was a sensible compromise
a decade ago, but has now been superseded by Google’s week long Design Sprints
[28], which can provide a firm foundation for Agile UCD at the point of project
inception or within upfront activities. As with all similar innovation approaches
(including Design Thinking [19, 20]), Design Sprints combine design, UCD,
technology and business perspectives in a single process where, with skill and will,
these can be balanced against each other. A similar mix of technical, art and design
perspectives was advocated in a position paper [6].

Customers are a sixth source of project values. Customers’ values in Chaps. 2, 3
and 5 drive the integration of UCD and Agile. In Chap. 5, an Agile UCD
methodology was co-designed between a software developer and a university.
Otherwise, customers are given limited detailed attention in the case studies, as are
users’ values. Chapter 8 reports concerns that were raised at the workshop about
UCD values being overlooked in the commissioning process.

Users are a seventh source of project values. If UCD goes to plan, users’ needs
and wants should always be understood and responded to. However, Agile contexts
are forcing UCD to reconsider the ideal that if users have a need, then software
must meet it. A focus on the user at all times must relax to consider other equally
important considerations from business and engineering. Also, the ability of UX
specialists to know users’ priorities, even when they have worked with them on a
project, is called into question in Chap. 7, where users were asked to rate overall
and specific UX dimensions for products developed by Agile teams. Associated
project teams were also asked to rate their product for overall and specific UX,
but from both their own and from their users’ perspective. Overall ranking of UX
dimensions was not possible (i.e., how users and teams valued some dimensions
more than others), since the products differed. However, comparisons between each
specific UX dimension and each product’s overall UX rating did reveal significant
correlations, but these differed for each comparison (users, teams’ own, teams’
predicted). These differences indicate that that users’ value systems are not what
Agile teams think they are. For enterprise software, instrumental dimensions should
logically better predict overall UX, but this was not so. Analysis by role indicated
that no team roles were particularly accurate, although POs and UX Specialists
(UXS) could better predict user ratings than developers. Commitment to UCD
values does thus not translate automatically into accurate user empathy.

http://dx.doi.org/10.1007/978-3-319-32165-3_11
http://dx.doi.org/10.1007/978-3-319-32165-3_9
http://dx.doi.org/10.1007/978-3-319-32165-3_4
http://dx.doi.org/10.1007/978-3-319-32165-3_6
http://dx.doi.org/10.1007/978-3-319-32165-3_8
http://dx.doi.org/10.1007/978-3-319-32165-3_6
http://dx.doi.org/10.1007/978-3-319-32165-3_2
http://dx.doi.org/10.1007/978-3-319-32165-3_3
http://dx.doi.org/10.1007/978-3-319-32165-3_5
http://dx.doi.org/10.1007/978-3-319-32165-3_5
http://dx.doi.org/10.1007/978-3-319-32165-3_8
http://dx.doi.org/10.1007/978-3-319-32165-3_7


16 G. Cockton et al.

At the workshop, a danger was noted that HCI knowledge can be seen as
‘common sense’ that everyone knows. HCI expertise needs to be appropriately
valued, otherwise customer or user preferences could take precedence over spe-
cialist HCI knowledge that indicates better design options. Users and customers
should not always be given what they want. Thus in Chap. 3, requests for fully
completed example templates were not acted on. It is important to bridge across
(and adjudicate between) the cultural values that rendezvous in digital product and
service development.

Agile and UCD values are thus not the only ones in play when integrating their
practices and associated cultures. Instead, integration always occurs in contexts
where five further sources of values are in place, i.e., organizational values, which
mediate across four specific role values for developers, creative designers, customers
and users. Cultures manifest lived values through material and social practices (e.g.,
documentation and meetings respectively). However, in Chap. 2, the individual
organizational cultures are not homogeneous. Different roles within organisations
bring different values with them, and in the largest SME “heated conversations can
happen”. If these are well managed, design quality will benefit.

While values may appear to be logically incompatible, cultures only actually
clash through incompatible material and social practices. Thus claims made for
irreconcilable differences between Agile and UCD cultures have to be evidenced
by practices and not values. Such practices are shaped by methodologies and their
associated team and task structures.

1.2.1.3 Cultures and Methodologies

Workplaces and projects are focal points for the convergence of scores of values
from at least seven distinct sources. Only two are methodologies, which Chap.
2 states are normative and ideological, i.e., they are primarily prescriptions sup-
ported by descriptions of required practices. Methodologies signal what matters
to practitioners, either directly through manifestos or indirectly via their practices.
Ideologies thus become inscribed in people, places and things, e.g., respectively
through Scrum’s roles, stand up meetings or Scrum Boards. Work practices,
environments and artefacts need to be compatible with a methodology’s values, but
methodologies in turn must be compatible with organizational and project roles’
values.

Cultures are complex. Simplistic shoot outs between Agile and UCD ignore other
sources of values, to which methodological ideologies are subordinate. Important
enablers and obstacles lie outside of Agile and UCD, within the organisations
that work on integrating Agile and UCD. Many current organizational enablers
increasingly favour Agile, hence its fashionability (Chap. 10). The maturity of
much IT has changed its role from a ‘service’ function to being the ‘driving’
function of business. New business ideas often only come into being when they
are realized through IT. Business and IT are thus merging, giving rise to challenges
for organisations that vary in magnitude. For some organisations, the challenges
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are substantial, and major difficulties with managing these challenges impede
successful adoption and integration of Agile and UCD. At the same time Agile has
been widely embraced because it addresses these challenge for business. In many
ways Agile isn’t just a methodology. Instead, many of its concepts are enablers for
organisational transformation through new ways of configuring ‘work’ in modern
businesses. Agile can be applied in many different settings. This book’s case studies
span organisations at different stages of maturity in terms of their readiness to
exploit Agile UCD.

Agile methodologies have undoubtedly become very dominant recently. As IT
has transformed from a ‘service’ function to the ‘driving’ function of business, IT
development has grown from ‘one off projects’ to continuously developed ‘online
products’. Agile approaches and concepts have helped IT departments to change
their approach in order to deliver what businesses need. However, as Agile is
adopted, it is not just specific practices that need to change, but the wider cultures
within which practices occur. Such changes can be difficult, especially in large
organisations.

The case study chapters provide a broad understanding of culture, with balanced
accounts of how organizational and professional cultures combine to support
integration of Agile and UCD. While not perfect, and thus potentially disappointing
to UCD and PD (Participative Design) ambitions, the quality of integration is at least
reasonable, and organisations are finding ways to make further progress, in contrast
to the workshop’s “challenges and obstacles” focus on culture.

Cultures are not deterministic, nor do value preferences bestow competences. For
example, a Chap. 2 SME valued home-based testing, but had no role in place with
responsibilities for engagement and liaison with test households. Nor had this SME
worked out how much contact developers should have with users. Values can only
be lived through material and social practices. Until these are in place, values will
remain frustrating aspirations.

The case studies are particularly valuable in demonstrating that a methodology’s
values cannot completely constrain software development. While values may be
clearly advocated in manifestos and seminal publications, their impact plays out
in complex dynamic contexts that can balance one set of values against another,
and Agile values do not always win (either orthodox or imagined). Scrum is
by far the most popular agile methodology currently [29]. However, all of the
‘Scrumish’ practices in this book’s case studies breach key Scrum rules. There is
extensive up front activity, breaches of the closed window rule [4], tasks running
across sprints, involvement in sprint planning beyond the core development team
(PO, Scrum Master, developers), many roles that do not exist in Scrum, stand up
meetings involving roles outside of the core development team, and missing sprint
reviews and retrospectives. For example, despite Scrum’s preference for face to
face meetings, extensive electronic documentation and project records are common
(Chaps. 2, 4, 5 and 6). Electronic documentation in a software tool can be rapidly
accessed and updated, reducing some drawbacks of documentation assumed by the
Agile manifesto.
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Much of the dogma associated with Scrum has been neutralized in this book’s
case studies. This corroborates Meyer’s view that development teams have to
interpret and adapt Agile, and that they sensibly do so in ways that avoids dogmatic
damage [4]. For example, until fairly recently, Scrum distinguished the ‘committed
pigs’ in the core development team from ‘involved chickens’ of customers, users
and other outsiders, but this has now been relaxed [30]. In Chaps. 2, 4, 5, 6 and 9,
decision making is shared by the core team (PO, Scrum Master, team members) of
developers with other roles, avoiding the restrictions of Scrum dogma.

The ability to adapt agile methodology can be attributed to pervasive values
of agile culture such as self-organisation, continuous reflection and learning, and
methodology adaptation. All the case studies contain examples of how agile teams
have adapted their approach to achieve their aims, exemplifying the strengths of
agile culture that may indicate why Agile has become so popular and fashionable.

The following positions on culture and Agile UCD thus emerge from the
workshop and the chapters:

• UCD and Agile’s values are largely disjoint but not inherently incompatible.
Dogmatic rules from either side are more likely to be a source of tensions. Truly
flexible and collaborative responses however can minimize tensions.

• Systems development takes place in a large soup of values. Agile and UCD
only contribute some of the values in play. Most come from other organizational
and professional sources (e.g., marketing, creative designers, customer support,
security and safety experts). These may be disjoint sources of either conflict
or synergies. In principle, UCD should consider user values, and Agile should
consider customer values. Even so, specific values from each cannot guide UCD
or Agile work until they are understood and acted on (as above, value preferences
do not bestow competences). User and customer values are best understood by
giving them their own place in the ‘soup of values’, not by being represented
indirectly by UCD or Agile.

• Conflicts and synergies are manifested in teams and tasks in work contexts, where
the ideologies of methodologies meet the realities of software development
work.

Methods require knowledge, orientations and expertise for effective application.
Development teams must collectively have appropriate values, knowledge and
expertise. In practice, methodologies shape development work indirectly via:

• Divisions of labour as required roles and their associated responsibilities within
development teams

• Development tasks, via prescribed and proscribed practices.

These two further themes, teams and tasks, are next discussed. What makes teams
and tasks ‘good’ relates to values associated with Agile UCD in specific contexts.
Teams on tasks deliver on values, hence the workshop focus on fitting together
the big picture of agile theory and methods with lower levels detail of day-to-day
practices.
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1.2.2 Software Development Teams

Team work requires a division of labour and some form of leadership. Both are
usually supported by named roles with specified responsibilities. Role names may
not fully reflect or even match responsibilities. Responsibilities may arise that
existing team members are poorly equipped to deal with. This may be due to
disciplinary or professional background, or to relative inexperience. To thrive,
all organisations must learn, and thus teams have dynamic aspects that must be
considered alongside static organistional structures. Key themes in the workshop
and chapters related to teams that will now be discussed are:

• Roles and responsibilities
• Team boundaries and communication practices
• Cross functional capabilities of teams and individuals

1.2.2.1 Roles and Responsibilities

The third largest group of post-its at the workshop was “Roles and people”
(Chap. 8). A people focus was seen as key to addressing integration challenges for
Agile UCD. The most popular agile method [29], Scrum, allows only three roles:
Product Owner (PO), Scrum Master and multiple team members [4]. There must
be no differentiation of rank or expertise within team members. They should all be
capable of carrying out all development tasks. Such simple teams never appear in
any chapter. For example, Chap. 2 has multiple roles across its three studies:

Sole/multiple differentiated POs, social media manager, support team, developer, customer
lab, independent tester, functional tester, design and verification and testing, quality
management, user contact, feedback categorizer, feedback manager, user, market analyst,
coordinator & project manager, creative director, senior art director, customer.

Chapter 2 thus reveals the diversity of successful Agile UCD practices, with each
SME exploiting a range of roles and practices, especially in relation to customer
and user feedback. One SME had a dedicated social media management group, evi-
dencing their strong commitment to user and customer feedback. Although all used
‘Scrum like’ methodologies, these were significantly extended and complemented
with additional roles and externally facing activities. One organization collaborated
with third party suppliers, extending product development teams beyond, for
example, Scrum’s preferred roles of developers, Scrum Master and Product Owner
(PO). All three SMEs had mass market orientations that create strong user-focused
cultures.

The ‘Scrumish’ nature of most agile development (Chap. 10, i.e., not fully
compliant orthodox Scrum) is clearly indicated by an order of magnitude difference
in role count across case studies. Chaps. 3, 4, 5, 6, 7, 8, 9 and 10 add to Chap. 2
roles, e.g.:

mechanical engineer, proxy product owner, senior researcher, graphic designer, customer
committee member, student, intern, architect, user experience specialist (UXS).
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The existence of further roles such as junior researcher and hardware engineer
can be inferred. Interestingly, while Scrum has only three roles, the DSDM
agile methodology, has a dozen [31]. However, only four appear above (some in
specialized forms).

In several case studies, the PO role was filled by either an existing role (e.g.,
UXS, project manager), a pair of roles, or a group (Chap. 5’s customer committee
comprises a PO, a development team member and two customer representatives,
ideally one user and one business representative). Role complexity partially reflects
the size and maturity of the organization, but as roles increase, teams become more
clearly cross-functional. As team size increases, the need to split into subteams with
leaders increases. Role complexity also reflects skill specialization.

Agile methodologies rarely distinguish users from customers, but every case
study does. Chapter 6’s Participative Design (PD) context required the student
community to be the customer, but the university as project funder effectively took
this role. Customer-user distinctions vary between software vendors (who develop
then sell) and software development services (who are paid to develop). For the
latter, customers may limit or prevent access to their users. Also, stakeholder roles
beyond users and customers come into consideration for specific projects (Chap. 4
thus writes not of UCD but HCD – Human-Centred Design).

Clear effective positions, policies and practices are needed with regard to roles,
responsibilities and relationships of customers and users in Agile UCD. The issues
associated with roles are largely to do with their adequacy, which in turn depends on
the responsibilities for each role, and how they can communicate with each other.
In the case studies, if a role was needed, it had usually been created.

UCD values are relevant to UXS, PO, Scrum Master, developer, customer and
user roles, but other sets of values take precedence for other roles. The range of roles
associated with software development reflects the spread of values within the organi-
zation. The appropriate division of labour across roles is contextual. There can be no
universal optimum, nor will Agile or UCD values always dominate. Chapter 2 thus
argues against fixed roles. Instead, a full set of roles needs to be considered holisti-
cally on case by case basis for each organization and/or project. Holistic considera-
tions of the division of labour are also important to ensure that someone is responsi-
ble for UX overall (Chap. 10). This is clearly important in relation to UCD values.

The existence and names of roles impacts less on development work than do
actual responsibilities and the ability to discharge them, and power and a lack
of responsibility. Responsibilities can be sources of tensions and controversy.
Professionals may not have only one role on only one project, but several across
several projects. This is especially so for UXSs in a central team, as opposed to a
dedicated UXS per project. Similarly, Chap. 4 argues that Scrum cannot work well
with part-time staff who are not fully allocated to a single project. Scrum Masters
found it difficult to ensure that projects were appropriately resourced as staff were
(partially) reallocated to other projects. Part-time team members are not always on
site and available for stand up and other meetings. Chapter 6 also noted a similar
problem: differences in shift work meant that some interns and students could not
attend regular face to face meetings.
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In Chaps. 5 and 9, people are allocated to both tasks and roles. Tasks may be
shared, especially by a pair of a developer and a UXS. Figure 9.4 in Chap. 9 proposes
sharing of responsibilities across four roles, with all roles being responsible for
product vision and understanding the user. This requires developers to be involved
in UCD/UX tasks, and preferably to have some contact and interaction with users.
Chapter 9’s BoB Framework supports its flexible division of labour with guidelines
for people (e.g., co-operate, respect others) and tasks (e.g., task allocation should
respect professional expertise). There is clear recognition here of the diversity of
values in play for software development, and the need to support the right values at
the right times.

Some degree of collective responsibility is preferable. The resulting management
challenges should be worth it. In Chaps. 4 and 5, teams decided to proactively
apply Agile and took a bottom-up collaborative approach to Agile UCD. Within
their emergent processes, role specific responsibilities were added to those for
pairs and teams. For example, POs added to requirements when they saw gaps in
elicited user and customer needs and preferences. In Chaps. 2 and 6 (as part of
the customer committee), POs had to exercise judgement, and took responsibility
for avoiding neglect and resolving conflict in the face of incomplete and conflicting
user requirements. Avoiding neglect is an example of the creative design principle of
generosity (Chap. 11), with customers and users receiving more than they envisage.
Rigid UCD that restricts software capabilities and qualities to what customers and
users ask for can obstruct high quality design work.

POs thus shared responsibilities with customers (as Agile requires) and users.
This is an example of a more common phenomenon, where the scope of the PO’s
role expands and contracts on a case by case basis as a result of internal and external
consultation. Cumulatively, this can make it almost impossible for POs to live up to
their responsibilities, especially within the constraints of Scrum. Chapter 2 presents
examples of breaking these constraints, with positive outcomes, through multiple
POs and through customer involvements in thematic focus groups, where they fed
back on quality in use and internal software quality. Similarly, Chap. 5 describes the
responsibilities of a customer committee that includes the PO.

In Scrum, the PO should represent the customer. However, customers work
directly as project team members in some case studies: customers as funders were
directly involved in top down decision making in Chaps. 2 and 6, which constrained
the autonomy of the PO and the development team. In Chap. 2, customers organized
beta testing and also carried out user testing independently of the development team
(Chap. 10 also refers to user testing by customers). The design, verification and
testing role for a SME in Chap. 2 organized the user panel and user testing, and also
filtered problem reports in the Bugzilla tool.

Developers’ responsibilities were in focus at the workshop. Agile empowers
developers. UCD’s longstanding distrust of designers and developers [21, 32] was
sometimes in evidence at the workshop. For example, bias was a concern when
developers are responsible for evaluating the quality of their UX work. At the same
time, measures to improve developers’ UX capabilities attracted much interest, with
20 post-its for the ‘developers doing UCD’ affinity group being the largest group
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within ‘interesting points’. In Chap. 3, ‘developers doing UCD’ is supported by a
training role, with responsibility for deep learning, maintaining the requirement for
learning by doing, and rejecting requests for detailed examples that could undermine
this.

Developers need training and support to take on UCD work. Chapter 6’s PD
context created a high volume of user feedback. Project management initially
reviewed and prioritized user feedback, but left it to the development team after the
move to Agile. Developers would proactively review postings on the project forum,
and later the Github tool, when they needed to, but did not feel responsible for letting
users know whether and how their feedback was being acted on. Developers did
not have time for this. However, users wanted more transparency through feedback
about their suggestions. PD advocates felt unease about not taking needs from the
student community fully into account.

Training can also determine how roles are allocated. The Scrum Master role in
Chap. 6 was filled by the project’s Chief Technology Officer (CTO), who read up on
Scrum and introduced it to the development team through a sample Scrum planning
meeting.

Managing user feedback is a common issue across this book’s chapters. Chapter
2 presented the very wide range of channels that are now possible for user feedback,
and the challenges in creating and allocating associated roles. For example, there
were uncertainties over the need for, and nature of, a new household testing role in
Chap. 2. Chapter 6 draws on the PD literature to contrast informative, consultative
and participative forms of user involvement. The PD focus in Chap. 6 led to conflict
here, with researchers and educators wanting their technically skilled computing
students to be participants, but developers and management wanting them to be
mostly informative. Student users themselves were mostly informative, with only
27 % of forum comments suggesting improvements rather than simply reporting
problems (67 %). Students thus mostly became app testers, rather than sources of
requirements for apps.

A lack of responsibility or power is the main challenge for UCD roles, especially
when other roles cannot or do not pick up uncovered UX responsibilities. Gaps here
are often reflected in team boundaries and communication practices.

1.2.2.2 Team Boundaries and Communication Practices

Team work requires co-ordination and collaboration, and both require commu-
nication. The second largest post-it group at the workshop was “Teams and
Co-ordination”, indicating its importance. Communication is an important focus in
Chaps. 2 and 6.

Roles who can fully meet their responsibilities on their own are not part of a
team. Teams who can fully meet their responsibilities on their own are working for
themselves. Communication, collaboration and co-ordination are thus required for
effective software work, since team work requires collaboration and co-ordination
and customers require communication. Developing software for customers requires
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interactions with stakeholders who may not be part of the project team, which may
correspond to the development team, or extend beyond them. Some roles can feel
excluded, especially UXS roles who cannot participate in routine development team
meetings such as daily standups (Chap. 10). At the workshop, it was remarked that
UXS roles can be seen solely as a service team for research (before development
starts) and analysis or evaluation (after an iteration). This may not involve UXSs
enough, as it excludes them from interaction design and may also limit their access
to the PO (as noted at the workshop, Chap. 8). Furthermore, it restricts UXS support
for problem-solution co-evolution, a key characteristic of creative design (Chap.
11), since UX expertise is excluded from framing problems and solutions within
sprint planning, progression and retrospectives. Pair designing can avoid this, with
a UXS working closely with a developer during a sprint (recommended in Chap. 9,
and practiced effectively in Chaps. 6 and 10 projects).

Teams may nest like Russian dolls, i.e., an agile development team within a
project team within a virtual organization of stakeholders. Team membership can
vary. For example, in Chap. 2, a social media manager and UXSs from a ‘customer
lab.’ would be invited as needed to sprint meetings (adding to the responsibilities of
the PO or Scrum Master). Also in Chap. 2, one PO decides on a case by case basis
how to involve external partners who are part of an extended development team. The
resulting virtual organization requires upfront design and subsequent co-ordination.

Chapter 9 argues that the whole team should be involved in user communications,
which requires feedback channels to be in place. While this could mean a broad
project team or a development team within it, the intention is that developers are
involved. Chapter 10 observes that developers can be ‘protected’ from customers,
which becomes difficult when developers access communication tools that let
customers and users contribute comments. In Chap. 6, some developers chose to
ignore some “kinds of users” based on their online behaviors. Even so, the online
forum for Smart Campus did host some good discussions and created a mature
sense of ownership. Some workshop participants felt that disagreements that are
managed openly and inclusively can result in better design decisions and more
effective team working (Chaps. 2 and 8). An alternative approach, also in Chap.
2, frames open fora as ‘users helping users’, lowering expectations for the SME to
make active contributions (while still being able to monitor comments). However,
this is specific to a single user feedback channel, and would not generalize to all
project communication.

The extent and nature of developer contact with customers remained unresolved
in one of the Chap. 2 case studies, where hearing opinions and problems was thought
to be useful for forming understandings of users, but has “to be channelled in some
way”, which is likely to require some form of tool.

Agile’s preference for face to face communication is not met in most of the case
studies. While the Scrum Islands in Chap. 5 are so continuously face to face that
they remove the need for daily stand ups and sprint reviews, multiple asynchronous
online communication channels were nevertheless in use for this case study. For
example, the PO used the Redmine tool to formalise backlogs, classify issues and
assign them to development team members. In Chap. 6, remote workers made use of
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dropbox for sharing documents, and Google Hangouts for design discussions. Chap.
2 (Table 2.3) lists dozens of communication channels and associated media (e.g.,
face to face, documents, online). The quality of communication channels, and of
access to them, can either enable or obstruct roles in meeting their responsibilities.
In Chap. 6, only the Scrum Master, who was the Chief Technology Officer (CTO),
could write into the developer wiki, thereby creating a hierarchy that goes against
Scrum principles. Also, it was noted in the workshop (Chap. 8) that customers may
not be used to online communication but send feedback through ‘snail mail’.

Although Chap. 4 concludes that Agile requires full time team members, they
developed an innovative two sided Scrum Board, with inventive use of coloured
post-its of different sizes, to involve and acknowledge part-time team members. A
planning whiteboard and display space on two walls further communicated the big
picture, supporting synchronisation and making visible the work of non-Scrum roles
such as UXS and Architect. However, such uses of physical space require routine
co-location (as do Chap. 5’s Scrum Islands and Chap. 9’s BoB framework).

Chapter 3 advocates training developers to give them a common language as
a foundation for aligning design and development within sprints, but adequate
tool support is needed to support communication across all stakeholders. Chapter
6 reports problems with communication within a PD project, where the lack of
notifications in its online forum reduced developer feedback to users. Along with
users’ initial inability to track problem tickets, this lowered expectations that did not
improve once the use of GitHub did make problem tickets visible. Also, developers
could not easily search GitHub.

Online tools for communication with users and customers are becoming vital
to effective development of digital products and services. A quality infrastructure
needs to be in place before any development sprint releases a version to customers.
This is not an area where difficulties can simply be refactored out in a later
sprint. Once created, low expectations are hard to undo. Poor PD infrastructure
in Chap. 6 also made the volume of content from the multiple feedback channels
difficult to manage, slowing down design work and making it very difficult for
designers to work one sprint ahead of developers. Formal, semi-formal and informal
communication approaches were experimented with, but none proved to be fully
satisfactory for integrating design and development.

The range of communication tools and media across the case studies indicates
the impact of Web 2.0 and its social media on Agile UCD. Workshop attendees
were struck by the range of media and the purposes that tools were used for. Such
tools and media can bring companies much closer to their customers and users, but
exploiting opportunities here is not straightforward. At the workshop, integration
and consolidation of different needs and desires was identified as a challenge. The
volume of content can become a torrent. Current tools do not always provide good
support for searching, filtering or responding. A SME in Chap. 2 has developed its
own review aggregation tool. It is important to frame expectations for users and
customers to avoid disappointment or frustration. As tools become more capable,
users can expect more from them.

http://dx.doi.org/10.1007/978-3-319-32165-3_2
http://dx.doi.org/10.1007/978-3-319-32165-3_2
http://dx.doi.org/10.1007/978-3-319-32165-3_6
http://dx.doi.org/10.1007/978-3-319-32165-3_8
http://dx.doi.org/10.1007/978-3-319-32165-3_4
http://dx.doi.org/10.1007/978-3-319-32165-3_5
http://dx.doi.org/10.1007/978-3-319-32165-3_9
http://dx.doi.org/10.1007/978-3-319-32165-3_3
http://dx.doi.org/10.1007/978-3-319-32165-3_6
http://dx.doi.org/10.1007/978-3-319-32165-3_6
http://dx.doi.org/10.1007/978-3-319-32165-3_2


1 Integrating User-Centred Design in Agile Development 25

Online tools are also used across the case studies within development teams,
despite the Agile preference for face to face meetings. One can wonder what a new
Agile Manifesto for 2016 would look like, 15 years after the original [11]. Many
teams are not co-located and cannot be, due to part-time or shift working on projects,
or essential cross-site development, sometimes global and 24/7.

Agile UCD thus depends on adequate access to a broad range of well managed
inclusive communication channels across different media. Agile’s preferred face
to face meetings are thus extensively complemented by persistent physical and
asynchronous online media. However, a team needs a shared language to use these
effectively, especially as teams become more cross functional. The training in Chap.
3 aims to develop this, for teams with 4–5 years’ experience of Scrum. Similarly,
a SME in Chap. 2 “encourages everybody working on a project to constantly take
a step back and actively try to view the product through the eyes of a customer as
well as a user”. The Art Director for this SME had a strong UCD orientation. This
leads into the observation that the social practices associated with roles and team
boundaries, and the material and social practices associated with communication,
depend on specific individual capabilities, which are next briefly considered.

1.2.2.3 Cross Functional Capabilities of Teams and Individuals

One of Agile’s strengths is its focus on learning, e.g., through Scrum’s Sprint
Retrospectives. Chaps. 4, 5 and 6 present clear evidence of experiment and invention
(including independent adoption of Scrum by UXSs), although the unplanned
imposition of Scrum in Chap. 6 (apart from the CTO attending a Scrum Master
course) made it hard to fully resolve issues of user involvement, documentation and
communication. The case study in Chap. 5 benefitted from the company’s existing
initiatives on Learning Organisation and Experience Factory Models, which had
already established favourable support for learning before adopting Agile.

The workshop (Chap. 8) noted the importance of team building and support
and facilitation for key design practices. This cannot be achieved by specialised
roles alone. Instead T-Shaped People [19] are required, for example developers with
design literacy or designers with coding literacy (workshop discussion of position
papers for Chaps. 6 and 9). Chapter 9 notes a need for UXSs to understand large
scale software development. POs must be as T-Shaped as possible (Chap. 2), but not
impossibly so!

Team capabilities for Agile UCD need to be sustainable and scalable (Chap.
8). Continuous education and development, where people learn from each other,
needs to be part of Agile UCD practices, resulting in a virtuous circle of learning
(Chap. 9). The Scrum backlog concept could be extended to training here, with a
training backlog running across projects.

The position papers for Chaps. 3 and 7 drew considerable comment at the
workshop, with 16 % of “interesting issues” post-its focused on “Developers doing
UCD”, which was generally seen as “a very good idea” that attracted “great
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interest”, although one attendee wondered if there is “enough time for developers to
also do UCD duty” and another felt that this form of Agile UCD integration would
depend on company type. Although Agile has no overt focus on users, the case
studies reported that developers were, or became, willing to carry out UCD work,
but are initially held back by a lack of competence and thus confidence. Chapter 3
thus reports on the development of formal UCD training for developers that avoided
‘observe and learn’ education in favour of independent hands-on project specific
cases within 3 months of the training. The pair development advocated and reported
in Chaps. 6, 9 and 10 is an informal approach to building UX skills in developers.
Both formal and informal approaches address the UX as bottleneck problem by
providing additional UCD resource through developers.

In summary, Agile UCD needs adequate teams. Roles and communication
practices matter, but the foundations for success lie in individuals’ attitudes and
capabilities.

1.2.3 Software Development Tasks

Much of the focus during the workshop was on fitting the big picture of agile
theory and methods together with the lower level detail of day-to-day practices. This
book’s chapters present innovative practices that can make progress on remaining
challenges for Agile UCD. While there is a fine line between how a development
team is structured and how work is assigned and completed within the team, the
lower level detail of day-to-day practices is primarily focused on development tasks,
albeit within the context of organizational structures. Chapter 2 argues that issues
concerning Agile UCD are more practical than conceptual and celebrates Agile’s
focus on learning. Sect. 1.2.1 above supports Chap. 2’s position: there are few value
conflicts and conceptual mismatches between Agile and UCD. There are gaps in
each methodology, but as Chap. 5 argues, this lets Agile and UCD complement each
other. The challenges lie in creating practices that integrate both methodologies, for
example through the training regime in Chap. 3 or the BoB framework in Chap. 9.

Issues and ideas in chapters in this book related to tasks are discussed below at
the levels of processes, iterations (e.g., sprints) and low level activities.

1.2.3.1 Process Level Issues and Ideas

In the most minimally extreme form of Scrum, there would only be sprints that
implement user stories. While Scrum appears to be such a form, there are always
activities prior to the first development sprint. The key questions for Agile UCD are
what these upfront activities should be and how much time and resources should be
allocated to them. Agile values favour minimal upfront activities [11], whereas UCD
ones require comprehensive planning. Chapter 10 argues for a big picture being
established from the outset through a thorough pre-study. However, UCD is not an
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obvious part of Agile and can be deprioritized and passed over. At the same time,
agile practices are flexible, with the case studies in this book providing extensive
evidence that UCD can be integrated into Agile. Where there are difficulties, this
can be due to UCD. For example, UCD costs and/or timescales can be difficult to
estimate, which can make it difficult to systematically integrate UCD into Agile
(Chap. 4). However, a lack of supporting documentation from initial contextual
studies will compound this problem (Chap. 8).

The more specific process challenges for Agile UCD thus concern: upfront
activities; transitions between sprints; types of sprints and their synchronization;
and constraints on the overall process.

Upfront activities prior to the first development sprint are sometimes referred to
as Sprint 0 [33, 34], but Chap. 5 also has an Inception stage prior to this. UCD
tends to overlook Inception, where project sponsors develop an initial brief and
vision. Much can already be in place as regards software and hardware platforms,
key features, design purpose and target market at this point, but UCD is typically
envisaged as starting with a clean sheet. UCD’s ‘no designing before users and
tasks are thoroughly understood’ rule [21] displays a remarkable ignorance of how
business decisions on new products and services are made [35]. Both Agile and
UCD have to situate themselves in the wider contexts of customers, designers,
developers and organizational sponsors. Chapter 5 is unusual in acknowledging
the Inception phase. Agile and UCD both need a good awareness of how and
where projects really start, which is usually before any project team meets for the
first time. Some agile approaches however do take these factors into consideration.
DSDM [36] has a Pre-project phase (for the development of a proposal in line with
strategic goals), a Feasibility phase (which looks at project viability and a high-level
investigation of potential solutions, costs and timeframes) and a Foundations phase
(to develop a high level view of how the project will meet business needs and who
will be involved). RUP [37] has an Inception phase similar to DSDM’s Foundations,
during which the business case and high-level requirements are developed as well
identifying people who will be involved.

Good initial plans for product development are important when responding to
user feedback. In Chap. 2, an extra feature was regularly requested by users, but
was not implemented because it “would make other, quite specific, long-term plans
for the software impossible on a technical level.”

Sprint 0 can take many forms, but it is seen as vital for establishing a baseline
understanding of users and their needs. Chapter 9 also advocates design activities,
with a clickable prototype as a final outcome of an early product definition
workshop, with the product/service vision and the most critical user stories also
established as an initial backlog. Agile UCD can build on DSDM’s Workshop
Facilitator role here [31, 36] to combine business, design and UCD perspectives. In
Chap. 5, Sprint n.0 lasted 40 days (20 % of the elapsed budget at the time of writing).
Chapter 9 advocates minimizing the time spent on upfront activities. However, what
is minimal will depend on what is needed.

Insights developed during Sprint 0, and decisions made there and during
inception, need to be preserved during the transition to the first development sprint,
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and in all subsequent transitions between sprints. Chapter 9 notes that sprints can
stop developers from thinking ahead, which carrying a common vision forward can
support. The big picture from a common vision can support other activities such as
chunking features within sprints to support UCD activities, or planning two or more
sprints ahead (Chaps. 4 and 5). Both example activities here rely on being able to
decompose the big picture into manageable chunks of work, an issue flagged at the
workshop [6].

Transitions between iterations such as Scrum sprints also depend on the types of
sprint in a development process. When completely focused on development, Agile
typically has regular feature development and refactoring iterations, which address
internal software quality [2] and add no new features. However, ‘design refactoring’
can address external software quality (Chap. 9). Also, the most common approach
for Agile UCD is one sprint ahead [38, 39], which can add design and testing
sprints alongside development ones (Chap. 9). This can result in synchronisation
challenges, but there were only 5 (out of 145) post-its related to synchronization at
the workshop (and a further 13 related to more general time issues). Also, the Chaps.
4 and 5 case studies worked (at least) one sprint ahead and reported no issues, but
both were using Scrum for the first time in a mature UCD setting (as at Autodesk,
where one sprint ahead originated [20, 21]).

Synchronisation challenges can be eased in two ways. Chapter 4 allowed
bottomless sprints, which need the capability to look a few sprints ahead. Case
studies in Chaps. 2 and 4 also let some UCD activities cut across sprints. User testing
can be a source of difficulties here, as user tests may not fit easily within a sprint, and
when they do, it can be hard to respond to test feedback before the end of the sprint.
Even so, Chap. 10 notes that usability techniques can be fitted into Scrum [40]. In
Chap. 3, Contextual Inquiry interviews were carried out one at a time, and thus there
was no need for time consuming data consolidation. However, some challenges
are not so easily overcome, for example, working across time zones (Chap. 4) or
torrents of user feedback (Chap. 6): “one of the most disruptive elements in effective
synchronization.”

Process level issues are above the iteration level. Managing them well makes
it possible to get the best out of each iteration. Exact planning is not possible in
creative work (Chap. 11), so Agile must be flexible enough to accommodate this.
Ad hoc interventions in Chap. 2 were noted at the workshop. Chapters 4 and 9
advocate chunking groups of tasks. Chapter 4 reports difficulties in accessing users
for UCD work within the constraints of sprints. In response, a longer time frame
was adopted, with a calendar showing availability of team members over the next
3 months. This made it possible to look ahead when planning future sprints.

1.2.3.2 Iteration Structure Issues and Ideas

Agile iterations such as Scrum’s sprints are timeboxed development tasks for
specific goals. The most straightforward way to integrate UCD and Agile is to
incorporate the former into the day to day work of the latter, i.e., into the iteration

http://dx.doi.org/10.1007/978-3-319-32165-3_9
http://dx.doi.org/10.1007/978-3-319-32165-3_4
http://dx.doi.org/10.1007/978-3-319-32165-3_5
http://dx.doi.org/10.1007/978-3-319-32165-3_9
http://dx.doi.org/10.1007/978-3-319-32165-3_9
http://dx.doi.org/10.1007/978-3-319-32165-3_4
http://dx.doi.org/10.1007/978-3-319-32165-3_5
http://dx.doi.org/10.1007/978-3-319-32165-3_4
http://dx.doi.org/10.1007/978-3-319-32165-3_2
http://dx.doi.org/10.1007/978-3-319-32165-3_4
http://dx.doi.org/10.1007/978-3-319-32165-3_10
http://dx.doi.org/10.1007/978-3-319-32165-3_3
http://dx.doi.org/10.1007/978-3-319-32165-3_4
http://dx.doi.org/10.1007/978-3-319-32165-3_6
http://dx.doi.org/10.1007/978-3-319-32165-3_11
http://dx.doi.org/10.1007/978-3-319-32165-3_2
http://dx.doi.org/10.1007/978-3-319-32165-3_4
http://dx.doi.org/10.1007/978-3-319-32165-3_9
http://dx.doi.org/10.1007/978-3-319-32165-3_4


1 Integrating User-Centred Design in Agile Development 29

structure of an agile methodology. UCD difficulties with Scrum are often attributed
to the length of sprints, but this book’s Scrum case studies used a range of flexible
sprint lengths, and ran some activities in parallel for more than one sprint ahead. It
makes sense to fit as much as possible within the main sprint structure and backlog.
In principle, all forms of development activity can have their own backlog (Chap.
11), or be combined into a single one (Chap. 9). The sketch wall in Chap. 4 could
be regarded as an extension of the Scrum Board.

Chapter 8 refers to Agile’s design/develop conundrum, i.e., an intricate difficult
problem that has only a conjectural answer, in this case the question as to when to
design and when to develop. Pair working (Chaps. 5, 6 and 9) can achieve day to day
integration of both design and development. As well as reducing synchronization
problems, it lets sprints vary their balance between designing and developing.
For example, UCD activities can run one or more sprints ahead alongside code
refactoring, or new feature implementation could pause to allow design refactoring
in response to user or customer feedback. Both ‘technical debt’ and ‘design debt’
must be accepted (Chap. 9), i.e., leaving a feature or its UX at a (very) basic initial
standard to allow more rapid deployment and customer/user feedback.

Chapter 5 reports a simplified sprint structure that required no end of sprint
review or retrospective. This was made possible by a customer committee and
Scrum Islands, with the latter providing continuous feedback and the former being
able to continuously plan ahead. This should reduce concerns about rigid sprint
structures as obstacles to UCD. Chapter 4 reports interesting restrictions on actions
arising from sprint retrospectives that allowed manageable changes to be made to
sprint practices within the overall process. The case study here was particularly
innovative. Methods that did not work, such as Agile’s Planning Poker were
replaced with a simpler resource: different sized post-its on the scrum board.

Some work will not fit into a standard iteration, although every effort should
be made to make this possible when needed, and to deliver working designs as
part of this (Chap. 9). Where this is not possible, then developers may be forced to
work ahead of supporting UCD work (Chap. 6). However, the lengths of iterations
can vary, which can be to the benefit of UCD work. Case studies report ad hoc
interventions that breach required Agile practice, e.g., relaxing the closed window
rule for essential iterative development (e.g., Chap. 4, which also let developers
work ahead of the current sprint), although the closed window rule is reported as a
problem in Chap. 10.

Iterations can be planned more than one ahead. Chapter 4 planned 5 sprint
milestones ahead (initially for 1 week sprints), which allowed UX work in advance,
bringing UX and feature implementation as close as possible, but not absolutely in
parallel. Availability of part-time team members had to be factored into planning.

1.2.3.3 Low Level Activity Level Issues and Ideas

While processes can span months and even years, and iterations weeks and some-
times months, activities within sprints may last only days or hours. It is at this level
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of design, implementation and evaluation tasks that Agile UCD is actually delivered.
Process and iteration structure may potentially enable or obstruct, but the enablers
and blockers here only become real in the context of actual development work.

Tasks or activities are supported by resources, which may be grouped into
approaches and named as re-usable methods [41]. Approaches are incomplete, and
resources can be too. Approaches become methods through development work,
which adds, completes and adapts resources. Both UCD and Agile methods and
practices may have to be adapted for Agile UCD. Chapter 3 thus adapted three
UCD methods through two to six iterations of training materials to fit its industrial
development contexts. For example, contextual interview notes can be indexed using
sequence models (contextual interviews and sequence models are resources for
Rapid Contextual Design [42]), fusing analysis and data collection activities for
quicker work.

The workshop and chapters contain some very good examples of appropriation
and adaptation. The largest group of post-its at the workshop (91 or 37 %) was
“Methods and Practices” (“Artefacts and Tools” comprised 16 of these). This
identifies activity level resourcing as a key focus for Agile UCD. Roles and
responsibilities are enabled or obstructed by the quality of their access to resources.
However, expectations or preferences can result in ineffective use of resources. The
desirability of formal prescriptive methods was discussed at the workshop, despite
the common understanding (e.g., Chap. 10) that informal methods work best for
agile [40]. Even formal methods cannot be ‘followed’ to the letter [41].

New resources are becoming available for Agile use. Chapter 2 provides evidence
of the Internet of Things providing new resources in support of UCD activities, with
SMEs tracking data from their software and hardware products. This complements
web-originated customer and user information. However, Chap. 2 notes that good
ideas remain hard to come by, so judgement in design management remains
irreplaceable. A PO in one of the chapter’s case studies makes use of simple
heuristics based on frequency. A single suggestion or report of a problem is not
enough, but 2–3 may be, but it may be that he: “stay[s] with [his] opinion”. The
extent of digital data and information here is still often filtered by a “feeling for”, as
well as by the road map for products and services.

Interaction Design support and tools are becoming more capable. Support is
needed for keeping up to date with platform style guidance (Chap. 6) and rapid
prototyping tools. The production quality and functional capabilities of these tools is
increasing, and they can deliver code for development (e.g., HTML, CSS – Chap. 9).
This makes it possible for UX work to ‘keep up’ with the pace of an agile project.
High fidelity ‘just in time’ prototypes are now possible, and quicker to create than
by drawing. Chap. 9 recommends progression from a clickable prototype, via a shell
application with a partially functioning or no back end, to a fully functioning version
released and in use: “it is : : : actual usage that really validates the viability of the
system.”

User research and evaluation are the core contributions of UCD to software
development. UX evaluation is often regarded as poor value for the time and
resources expended. Agile can change this, and is doing so, by early release of
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software for evaluation in use. This may be initially a restricted release [10], for
example to living labs in Chaps. 2 and 6, or for release approval by a customer
committee (Chap. 5). Once in full use, evaluation of digital products and services
can draw on user support teams and marketing and business resources such as Net
Promoter Scores (Chap. 2).

In summary, all development tasks are completed within or alongside iterations,
which in turn form parts of an overall software development process. Support for
tasks depends on resources, including the scheduling resources associated with
sprints and processes. Ultimately, an extensive effective integration of Agile and
UCD depends on the resources and approaches needed to support it. There are
many examples of effective innovations here in this book’s chapters, and many
opportunities for further work, which are discussed in Sect. 1.3.

1.2.4 Research Methodologies

The topics listed in the call for participation for the NordiCHI workshop from
which this book originates included theories and methods relevant to research on
Agile and UCD. There was limited discussion of research methods at the workshop,
where only three post-its related to research (within a larger group of’ “research and
problems”, Chap. 8). However, collectively, this book’s chapters make use of a wide
range of research methods, which include:

• Literature surveys
• Theoretical analyses
• Surveys
• Interviews
• Observation, including participant observation
• Material culture studies (e.g., collection and analysis of Agile UCD arefacts such

as user stories or bug/usability reports)
• Autobiographical reflection
• Grounded Theory, Meaning Consolidation, and other qualitative analyses
• Principal Components Analysis.
• Building mid-range theories, constructs and propositions from case studies
• Case studies
• Collaborative reflection
• Action Research (and Research through Design as a specific form of this)

Some of the above research methods, particularly case studies, are appropriate for
early exploration of human practices that are still not well understood. Case studies
can involve multiple methods: method mixes have been applied across multi-stage
research projects and programmes lasting from 2 to 4 years in case study chapters.

There is no immediate clear pattern of groups across these methods. However,
just as Kuusninen’s distinction between teams and tasks (Chap. 9) provided
a structure for the two previous sections, we can draw on a framework from
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design research to support analysis of research approaches in this book’s chapters.
Although, the research methods above are largely associated by chapter authors with
human science and action research practices, they way that they have been applied
and combined is almost identical to well established design research practices.

Over 20 years ago, Frayling transferred a distinction between education into
art and education through art to art and design research [43]. The former is the
study of art, learning about its history and contemporary institutions. The latter
is learning through the practice of art. Frayling thus contrasted research into art
and design, with its historical and contemporary studies using humanities and
human science methodologies, with research through art and design, with creative
practices as the backbone of research methodology. Frayling also added a third
mode of research in art and design, research for art and design. This mode developed
knowledge and practices for use in art and design, e.g., knowledge of materials and
design methods. Frayling also distinguished between ‘Research’ and ‘research’, i.e.
original and significant academic Research in contrast to routine research within
a professional practice (e.g., traffic surveys, epidemiology, food testing, market
research). Focusing on art, Frayling found it difficult to come up with examples
of Research for art, but found ready examples of artists’ preparatory studies. He
nevertheless referred to examples of Research for design (knowledge of materials
and design methods), but failed to recognise these as original and significant
academic research that could support future design practice and research.

The chapters in this book can be contrasted on the basis of Frayling’s three modes
of art and design research:

• into: studies of the agile development practices of others
• through: case studies based on researchers’ own agile development practices
• for: research that results in guidance and practices for future design practice and

research, e.g., in the form of knowledge, procedures, practices, principles or tools

In a study of design research PhDs, Yee concluded that Frayling’s research modes
are not mutually exclusive, but typically combine [44]. For example, chapters in the
book could be classified as:

• research into design for design: studies of the agile development practices of
others from which guidance and practices for future design practice and research
are derived (e.g., Chap. 2)

• research for design into and through design: case studies based on secondary
literature and researchers’ own agile development practices from which guidance
and practices for future design practice and research are proposed (e.g., Chap. 4)

• research into design through design for design: case studies based on researchers’
own agile development practices and secondary literature from which guidance
and practices for future design practice and research are derived from data and
materials collected during a case study (e.g., Chap. 5)

Chapter 2’s approach is research into design for design, i.e., existing SME prac-
tices are studied as a basis for offering suggestions for better integration of UCD and
Agile. Stickel and colleagues positioned UCD as an evolving normative ideological
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practice, with a primary focus on users, similar to Agile’s focus on customers. How-
ever, their studies of Agile UCD ‘in the wild’, focused on what does happen rather
than what should happen. Disparities between theory and practice in the literature
make it important to study actual practice. They thus prefer a realist position over
a normative one, and so draw on extensive qualitative research expertise to apply
well established methodologies from design research to software contexts. The
predominant research into design research mode here is essential for well-grounded
understandings of when UCD and Agile can or cannot be successfully integrated.
Differences exposed via research into design can explain disparities in the literature.
For example, the two smaller SMEs studied in Chap. 2 are effectively part of larger
virtual organisations in integrated value chains. Analysis here must consider the
culture of the SME in focus, the cultures of their customers and partners, and the
emergent dynamic culture of the embracing virtual organization.

Chapter 3’s approach is research for design through design, i.e., it is research
with the aim of developing support for design practice through iterative development
of training materials and courses. New forms of support for Agile UCD were
developed through practice-led iterations of curriculum and template design, with
assessment through pre- and post-tests (after training, after independent use).
Overall, Øvad and Larsen report the results of sustained critical sensitive informed
and imaginative responses to developers’ training experiences. The authors sensibly
see their training suite as only one form of intervention in support of Agile UCD.
Even so, it offers a highly effective strategy for addressing some outstanding
challenges for Agile UCD.

Chapter 4’s approach is research for design through and into design, where
prototype development (‘through design’) is used to gain experience in Agile UCD,
supplemented by a study (‘into design’) of agile practices in other teams in the
same company, where team colleagues often worked on more than one project.
This let the authors investigate the agile UCD practices of three other teams:
two were working on the prototype development and other projects; the other
was a UX team servicing several projects. Chapter 4 illustrates the advantages
of experimental creative research through design practices. Sprint lengths were
varied, ‘invisible’ UCD activities spanning sprints were actively supported, and
Scrum Board configurations were iterated to adapt a well-established Agile resource
to communicate the project’s ‘big picture’ (in combination with two walls of a
project space). These experimental creative research through design practices were
more agile than Agile, in that they could change the rules in Scrum rather then
be constrained by them. The results of these experiments were combined with the
studies of three other teams to support research for design i.e., the researchers used
the experience of their and other teams to offer guidance on running Scrum for
future UCD focused projects, e.g.:

• conduct initial field studies in the first sprint, and develop infrastructure in the
second sprint alongside user evaluations of lo-fi prototypes

• run UCD work one sprint ahead from Sprint 1 onwards, combining further field
studies, lo-fi prototyping and user evaluations
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• adopt ‘design chunking’ of closely related product features for implementation
together in one sprint to let design and development activities manage depen-
dencies. Design chunking addresses a known major issue with Scrum when
dependencies between features are poorly managed. Costly refactoring of code
can be required to correctly manage feature interactions

• do not have part-time staff on projects

Chapter 5 combined research into and through design for design. The initial
research into design used secondary sources for co-designing an Agile HCD
methodology that was suitable for the case study company and project. Positive
experiences and best practices reported in this literature meant that Agile was not
wholly negatively framed as obstructing HCD. An action research methodology
supported the research through design in two ways. Firstly, the design of the web
portal advanced the action research (above: creative practices as the backbone of
research methodology). Secondly, the co-designed Agile HCD methodology also
structured the action research process. In short, both the product and process of
design were the means through which action research was carried out.

Chapter 6’s approach is research into design for design, i.e., Smart Campus
practices provided experiences that were studied retrospectively (into) to advocate
improving an organisation’s Agile UCD capabilities through PD and Design
Thinking approaches (for). To understand the difficulties encountered in preserving
PD practices, and how to overcome them, two interview studies were planned: the
first occurred several months after the adoption of Scrum, the second one after over
one year.

The imposition of Agile at a specific point in the project prevented early planning
for integration (as was achieved by co-design in Chap. 5), which would have allowed
a research through design methodology. Instead, the authors began with research
into design, where they complemented their own project experience with interviews,
which supported collaborative reflection to reduce bias, along with a researcher
external to the project conducting the interviews, which were then transcribed and
analysed, controlling for coding bias. A literature review in conjunction with the
interview studies revealed how UCD work practices had failed following changes
in the work situation; the authors benefitted from two 2014 literature surveys that
covered 76 [12] and 71 [1] papers, which highlight the topicality of the chapters in
this book.

Chapter 6 thus combines case study analyses, a literature survey, and col-
laborative reflection with software professionals. Grounding, analysis, modelling
and guideline derivation were meticulous and reflect the strong empirical basis
of almost all chapters in this book. The difference between design research and
practice is evidenced by a project retrospective that was more rigorous, detached
and systematic than any routine agile sprint or project retrospective could be.

In each case study for Chaps. 4, 5 and 6, Scrum-like processes were being used
for the first time. In Chap. 4, Muñoz and colleagues decided to experiment, as a UCD
focused team, with a Scrum process. In Chap. 5, Ardito and colleagues co-designed
a Scrum inspired process and then applied it in an action research project. In
contrast in Chap. 6, Bordin and De Angeli found Scrum imposed on their research
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project. We thus see differences in autonomy in these three practice-based case
studies. Chapters 4 and 5 case studies were largely under the researchers’ control.
Chapter 2 presented three SME case studies without action research interventions.
Chapter 3 reported on the progress and outcomes of training interventions with agile
developers.

Chapter 7 also addresses the capabilities of agile developers by assessing the
potential for developers taking on more UCD work, as in Chap. 3. This research
into design study focused on the capabilities of specific roles in a project team,
rather than on the broad context of agile development, as in Chap. 2’s qualitative
study, but Chap. 7 uses a quantitative method, principal component analysis of
data from UX rating scales. This straightforward research into design for design
investigates opportunities for using UX ratings in Agile UCD. It does not lead to
clear guidance, since the results are somewhat surprising and the sample of specialist
roles is very small in comparison to developers and users. Although UXS and PO
roles were better than developers at predicting users’ ratings of product UX for
case studies, they were not good enough to recommend using professional’s ratings
(even when taking the users’ perspective) as a substitute for empirical evaluation
involving end-users. However, the study is valuable for two reasons. Firstly, it calls
the empathy of UXS and PO roles into question. UXS are meant to be the users’
advocate, and POs are meant to be the customer’s advocate, but the small sample do
not appear to be well enough equipped for this role (moreover, perfect empathy may
well be impossible for anyone). Secondly, it suggests that users’ UX ratings could
provide useful support for iteration (sprint) planning. Further research is required
to: establish whether the reported results will change with a larger sample of UXS
and PO roles; and explore the value of users’ UX ratings in Agile UCD.

Chapter 8 reports a short collaborative research into design workshop that
provides a future research agenda for a range of mixes of research into, through
and for design.

Chapter 9 uses a co-ordinated sequence of research into design studies to
develop a research for design output: the BoB framework, ending with collaborative
reflection to reduce bias. The BoB framework is based on four mixed method
studies spanning 4 years and involving over 300 respondents from 9 companies in
10 countries (7 in Europe and 3 in Asia), working across IT services, engineering,
middleware, mobile enterprise applications, and industrial systems (including safety
critical).

Chapter 10 takes a similar research into design to suggest some novel tactics
for improving the diffusion of UCD. Chapters 9 and 10 have both passed through
the first stage of the research programme methodology proposed in [41]: detailed,
well-structured case studies of usability work. They both reach the second stage:
metareviews of case studies of usability work. Chapter 9 has reached the third stage:
modeling the interaction design process across a complete project life cycle, based
on the results of a meta-review. The stages of the proposed research programme
structure in [41] are designed to support each other, with the aim of reaching a
fourth stage where well-grounded and theorized conjectures about the impact of
resources and approaches can be formulated and tested. The BoB framework makes

http://dx.doi.org/10.1007/978-3-319-32165-3_4
http://dx.doi.org/10.1007/978-3-319-32165-3_5
http://dx.doi.org/10.1007/978-3-319-32165-3_2
http://dx.doi.org/10.1007/978-3-319-32165-3_3
http://dx.doi.org/10.1007/978-3-319-32165-3_7
http://dx.doi.org/10.1007/978-3-319-32165-3_3
http://dx.doi.org/10.1007/978-3-319-32165-3_2
http://dx.doi.org/10.1007/978-3-319-32165-3_7
http://dx.doi.org/10.1007/978-3-319-32165-3_8
http://dx.doi.org/10.1007/978-3-319-32165-3_9
http://dx.doi.org/10.1007/978-3-319-32165-3_10
http://dx.doi.org/10.1007/978-3-319-32165-3_9
http://dx.doi.org/10.1007/978-3-319-32165-3_10
http://dx.doi.org/10.1007/978-3-319-32165-3_9


36 G. Cockton et al.

formulation and testing of such conjectures possible. Its supporting guidelines
(Chap. 9 Table 9.3) can be read as a first outline of a coherent set of related
conjectures.

Chapter 11 is a research into design study using secondary sources that moves to
research for design by outlining how Agile UCD can expand its current scope via
BIG (Balanced, Integrated and Generous) design [45]. Collectively, the case studies
span much of the scope of BIG design, but no single case study explicitly set out to
span this scope, nor did any cover the full scope in isolation.

Action research practices in case studies (research through design [43]) have
proved effective and have created a range of resources that can be adopted and
adapted for Agile UCD. These include training materials, workplace layouts,
process structures, and sprint practices (research for design [43]). Development
and assessment of new approaches in practice is a research methodology that is
suitable for applied projects in universities and industry, where it can benefit from
collaborative reflection (e.g., Chaps. 2 and 9). Frayling’s modes of art and design
research thus provide a useful framework for contrasting the high level research
strategies taken in each of the book’s chapters, which significantly improve on
the workshop position papers in their coverage of theories and methods relevant
to research on Agile and UCD. The framework provides a structure that can make
sense of the diverse range of research methods applied in each chapter. Frayling’s
research modes also provide a basis for identifying future methodological work for
Agile UCD, as well as framing best practice. For example, future action research
methodologies for Agile UCD could combine the planning of Chap. 5 with the
systematic iteration of resources in Chap. 3.

1.3 The Future of Agile UCD Practices and Research

There has been successful Agile UCD work for over a decade, which chapters in
this book augment with new successes from ambitious resourceful and innovative
software development teams. Nevertheless, the previous section has identified
continuing challenges. Many challenges can be addressed via a combination of
professional innovation and applied academic research. Some challenges however
require more focused fundamental research, which could further develop method-
ologies at the leading edge of Agile, UCD and creative design research.

Two topics are addressed in this section: the continuing challenges for Agile
UCD; and future trends for research on UCD and Agile.

1.3.1 Continuing Challenges for Agile UCD

Novel approaches and resources developed in this book’s case studies will not
transfer to all development contexts. Some will not scale to larger teams who are
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not co-located, so the current solutions are not viable in all agile contexts. Chapter
6 also raises issues of transfer to Open Source contexts, which remain a challenge
for Agile.

Domain values give rise to specific needs [46]. Some application domains are
not addressed in this book, or example, no chapter addresses games. Challenges
for Agile here include the need to completely implement a game’s narrative for
adequate gameplay. Similarly, at least a few game levels need to be in place for the
first release of a game. This need for comprehensive capabilities at first release may
reduce the benefits of following Agile in games and perhaps other domains such as
healthcare, once systems significantly exceed the complexity of focused specialist
products (such as those developed by a Chap. 3 SME).

There are thus continuing challenges of extending Agile UCD to further appli-
cation domains, application complexity, team sizes and open source contexts. The
case studies also indicate a need to develop better tool support to improve Agile
UCD work. When widely available tools (as in Chaps. 2, 4, 5, 6 and 9) are used for
new Agile UCD activities (‘appropriation’), this will improve diffusion, as will use
of (improved) open source tools.

Some continuing challenges are specific to organizational settings. A workshop
post-it in response to Chap. 5’s position paper: can an action-research-based
approach be used to alter the ‘call for tenders’? What is interesting here is the
reframing of a longstanding UCD issue as an action research problem. However,
experimental interventions here would be limited to IT service companies and their
customers. For mass market product and services, this is a question for project
inception. Either way, action research here must involve suppliers and customers.

Some continuing challenges are specific to UCD. Chapter 9 suggests using
personas [47] to develop shared user empathy. These could be co-created by
designers and developers, building on Chap. 3’s preference for independent hands-
on creation of project resources over observe and learn. Support for estimation
beyond feature implementation is also required. In Chap. 4, the existing agile
practice of Planning Poker did not transfer successfully to an experimental Agile
UCD context. Similarly, iteration (sprint) planning must expand beyond a feature
focus to reduce constraints on creativity and flexibility (Chap. 6), but this is a joint
challenge for Agile and UCD. Such multi-functional iteration (sprint) planning will
better align design and development, by improving support for novel approaches to
sprint management, as in Chaps. 4, 5 and 9.

Some continuing challenges are more general and are all linked to Agile becom-
ing more mature and mainstream. Scaling and sustainability are still concerns. A
single methodological or process success on a small project that is intended for
general use must translate into sustainable success on larger projects. Also, the
whole development process needs to be covered. Chapter 5 shows awareness of life
before upfront development activities (i.e., project inception), pointing to a need
to research process planning from cradle to grave, and not just from kick-off to
product launch. Strategic visions exist in some form before kick-off workshops, but
these are not well integrated into either UCD or popular agile approaches. Chapter
9’s BoB framework has an early product definition workshop, and Chap. 5 outlines
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its lengthy Sprint n.0. Research needs to provide details and examples to better
support Agile UCD from project inception onwards. For example, User Stories [48,
49] need to be linked to a holistic big picture that puts them in a strategic context.
A big picture can also support Chap. 4’s chunking of feature groups to support of
UX quality [33, 34]. Similarly, an overall project vision and roadmap is vital for
strategic filtering of user and customer feedback (Chap. 2), since a major problem
for UCD is that users’ needs aren’t all the same, even for a largely coherent subgroup
represented by a persona archetype [47]. Upfront activities are thus vital to creating
and documenting this big picture, e.g., as a vision or roadmap.

Merging, interpreting and filtering user feedback was a challenge that was in
focus in Chaps. 2 and 6. Given that customers want user feedback (and suppliers
want customer feedback), users and customers must be motivated to provide
feedback, and to keep doing so, especially in Participative Design contexts (PD:
Chap. 6). Feedback on feedback is thus another Agile UCD practice that requires
further applied research in practitioner and research contexts. To be able to provide
feedback on feedback, feedback needs to be effectively collected and efficiently
analysed, which is becoming a major challenge with the development of a wide
range of crowdsourcing channels (e.g., web, social media, instrumentation, user
support, living labs) alongside formal evaluation activities (which may be out-
sourced). An initial research agenda here includes investigating appropriate balances
of quantitative and qualitative data, making use of existing CSCW and Mobile HCI
research (e.g., [50, 51]) and associated tools (e.g., the open source Shake tool from
Chap. 2’s authors and colleagues: http://github.com/UniSiegenCSCW/Shake).

In summary, challenges remain with Agile UCD for some application domains:

• larger project teams;
• open source contexts;
• tendering;
• estimation;
• multi-functional iteration (sprint) planning;
• whole process planning;
• creating and maintaining a project vision and keeping development activities

focused on it, and efficiently and effectively managing increasingly complex user
feedback.

These continuing challenges can be largely addressed by action research within
Agile UCD, with or without the support of academic researchers, using hybrid
practice-based design research methodologies that combine Frayling’s modes [43],
as in this book’s case studies. Chaps. 3, 4 and 5 provide inspiring examples of inven-
tion and reflection that can be emulated in further practice-based research on process
planning and management, on multi-channel evaluation data, and on documentation.
Future research in these areas needs to report: tactics (e.g., developer training);
example novel and adapted resources and approaches (e.g., extranet Scrum Boards,
triangulation of customer/user feedback, kick-off workshops, design sprints [28],
pair working); and systematic research reports on Agile UCD experience.
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Careful record keeping and critical collaborative reflection are needed to ensure
high research quality. Rigorous reflective experience reports need to be able to
identify the separate contributions of team composition and work structure, and
how these combine in practice. Support and impedance from organizational cultures
needs to be identified, along with the role of Agile, UCD, developer, designer,
customer and user values. It is important to contextualize experience reports so that
readers can assess how they match their own development contexts. Alongside this,
following Chap. 3, experimental studies also need to aim to develop agile research
for agile practice (and following Chaps. 4, 6 and 11, to develop creative research for
creative practice).

1.3.2 Future Trends for Research on Agile and UCD

Some challenges for Agile and UCD, both integrated and in isolation, require
sustained research interventions across multiple projects with the involvement of
academic researchers, professional communities and key customers. Successful
research here will require research methodologies with sophistication beyond those
used in this book’s chapters. The case study methodologies in this book do not lack
sophistication, but the research challenges for some future work are substantial.

Practices are always changing and developing, so continued empirical research is
essential: good ideas can come from academics and practitioners working together.
Variety in research methods gives different insights, academic rigour is helpful, and
academics are prepared to look at failures as well as successes (both are limitations
of the many experience reports in the agile literature). Theoretical views also
help to move understanding forward, and reframe discussions. However, pragmatic
outputs such as models, templates, process descriptions and techniques are helpful
for practitioners. Most importantly, researchers need to get better at getting their
findings and insights back out to the practitioner community so that they can learn
from and use them. The latter applies to all of the recommendations on future
research below, which are not exhaustive. There is no ‘definition of DONE’ for
Agile UCD research. There will always be new challenges and new issues to
explore, but maybe one of the most important challenges is to maintain collaboration
between researchers and practitioners. With these pervasive challenges in mind,
more challenging research areas include:

1. the focus and quality of surveys on Agile, and their ability to accurately represent
trends and actual practices

2. length of experience with Agile and openness to integrating UCD and other
practices such as creative design and innovation processes

3. longitudinal studies of customer value and UX from Agile UCD
4. managing a broad range of non-functional requirements beyond UX
5. adapting Agile UCD to novel technologies and application domains

The ‘Scrumish’ nature of practices across all the case studies suggest that the
results of key surveys such as VersionOne’s [29] must be interpreted in the context
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of what is most probably very loose self-reporting. Two respondents reporting
themselves as Scrum users may well have very different agile work practices.
Knowing what is actually happening at an appropriate level of detail will not
be revealed by large quantitative surveys. Qualitative literature surveys [1, 12]
are currently better at revealing the detail and nuances of Agile UCD practices.
However, follow up interviews with an appropriate sample of respondents to large
online questionnaires could well improve on current literature surveys that are likely
to be a few years behind current practices.

Balancing quantitative surveys with qualitative interviews can better answer
question about what is actually happening in Agile, beyond self-reporting of
methodology names. A question raised by one position paper [7] was: is Scrum
going out of fashion and being replaced by Lean methodologies such as Kanban?
This is not an easy question to answer. However, what is happening is that
organisations are creating their own Agile mixes, which may lower barriers to
UCD. The case studies all use local Agile mixes rather than one specific exclusive
‘branded’ methodology. However, there is a sense for some researchers currently
that elements of Lean or Kanban are making inroads into Scrum practices, but
respondents to large surveys may still report that they are just using Scrum. If Lean
or Kanban are becoming more common, in whole or in part, then future research
needs to focus on integrating UCD here as well as with Scrum.

As Sect. 1.2.1.2 above (Values other than Agile and UCD) has noted, under-
standing ‘what is happening in Agile UCD’ involves more than just understanding
contemporary Agile and UCD. What appears in this book’s case studies is not
simply openness to Agile or UCD, in fact it is much simpler, i.e., simply openness.
There is evidence of openness to approaches from creative design, innovation,
business and SE (software engineering), with examples of each integrated into agile
practice.

A further drawback on annual quantitative surveys is that they only provide
a snapshot in time, as do qualitative case studies. However, given that method
mixes constantly evolve, a question follows as to whether there are points in an
organisation’s experience with Agile or UCD that are more favourable to integrating
other practices. In the case studies in this book, novice use of one approach is
supported by experienced use of another. Thus experienced UCD teams’ first use
of Scrum with UCD, with local adaptations, was generally successful in the Chaps.
4, 5 and 6 case studies (although Chap. 6 reports frustrations related to Participative
Design). Conversely, in Chaps. 2, 3, 7 and 9, organisations with years of Agile
experience successfully integrated UCD practices. There is thus no broad evidence
that commitments to Agile completely obstruct UCD practices. UX roles are not
in charge, and may feel excluded from sprint and similar meetings, but the issue
here is one of degree, i.e., how, when and to what extent ideal UCD practices are
not possible. The question of maturity and readiness is thus not straightforward,
and asking it may currently be premature. Instead, exploratory longitudinal studies
are required to track the evolution of method mixes in organisations that initially
primarily use Agile or UCD, and those that start with both or neither at similar
stages of development.
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Organisations need to combine perspectives and approaches from SE, UCD and
business to deliver the customer value that Agile aims at. Research is needed to
establish how UX and customer value do or do not develop post release. This also
requires sophisticated longitudinal research methodologies. At organizational level,
consumer market SMEs in Chap. 2 already have practices to track this. For example,
one PO shares his phone number with experts in their user community. However,
research needs to look for patterns across larger samples of organisations.

SE has always been challenged by non-functional requirements [2] such as UX
and customer value. A research question on the development of UX and customer
value can be extended to more non-functional requirements, e.g., security, sustain-
ability, maintainability, privacy and other ethical concerns. Chapter 5 described how
non-functional requirements for internal software quality were monitored in its case
study. Chapter 10 reports how external software qualities [2] such as security and
accessibility are used as ‘trojan horses’ to sneak in usability requirements. UCD has
often taken a moral position, but Chap. 10 shows that this is not as fashionable as
Agile’s values.

As smart, transmediated and pervasive technologies support workplace users and
become a key to efficient organisations, ethical issues such as work-life balance
become more important. Emerging digital technologies and the complex landscape
of the many application domains where they can be used make UX work more
complex, and increase the challenges of conducting high quality research in these
areas. Chaps. 2, 3, 6 and 9 cover extensions of Agile UCD to mobile technologies
and hardware based (‘embedded’) systems. In technical terms, Agile has extended
into new application domains using novel technologies, but UCD may not be
keeping up. The training regime in Chap. 3 can help companies catch up here, but
new approaches are needed for non-functional requirements in contexts for new
applications of novel technologies.

This concludes discussion of elements of a future collaborative practice-based
research agenda. Other research needs to be more academic in nature, as it relates
to one workshop call focus: theories and methods relevant to research on Agile and
UCD. This section closes with a discussion of each.

One of the current limitations of the Agile literature is that much of it consists
of ‘experience reports’ where rigour is typically weak. There is also a tendency
only to publish ‘success stories’ rather than failures. Research approaches such as
single and multiple case studies, action research, and ethnography should improve
rigour, especially when these are integrated through adoption and adaptation of
methodologies from research through design (also known as constructive design
research [52]).

Documentation is key to rigorous research through design, which offers an
experimental setting that can be used to develop practices that can be transferred to
practitioner contexts. Documentation, preferably created, maintained and accessed
via shared extranet tools, underpins the underdeveloped areas of Agile UCD,
i.e., process planning, aligning design and development, feedback management,
and communication within project teams. Experimental research needs to develop
tactics, resources and approaches. Mixed media documentation practices (Chaps. 4
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and 6) are required that can curate code, sketches, architectures, prototypes, text,
data, and images.

Future methodological directions for foundational Agile UCD research can thus
benefit from developments in design research that combine appropriate documenta-
tion, critical reflection and creative practice for rigour in open ended experimental
studies. This is primarily an area for academic research until methodological issues
are resolved, particularly in relation to appropriate documentation and critical
reflection.

Explicitly framing of Agile UCD research projects as hybrid forms of design
research will guide researchers to draw on relevant theories, results and method-
ologies from design research. For example, a range of research through design
methodologies is covered in [52], and HCI and design research conferences
regularly update this with new work on practice-based methodologies.

Existing UCD research can also contribute to improving Agile UCD research.
Chapter 2 describes how one PO used a heuristic similar to any two agreement [53],
but this is known to risk missing severe problems [54]. Similarly, Chap. 2 argues
that crowdsourcing approaches to evaluation can exploit “concepts from HCI and
CSCW, such as comprehensive situated user feedback and engagement mechanisms
right inside of products, or leveraging modern mobile devices to facilitate relatively
lean, event-contingent qualitative and quantitative data collection”.

Another advantage of academic research in this area is that we can use theory
to help to understand and hence improve practice. Theories relevant to research
on Agile UCD in the chapters are largely drawn from the business and innovation
literature. Chaps. 6 and 11 draw on Design Thinking (as did [6]). Chapter 10
draws on Management Fashionability and Diffusion of Innovation. Chapter 11
draws on design research, which underpins much innovation work [13, 19, 20, 22,
27, 45]. These are not mainstream theories in HCI or SE. They evidence a shift
from seeing software development as solely a concern for Agile and UCD, and
extend the scope of challenges to a broader range of disciplinary practices. Theories
from Organisational Science, Psychology, Sociology and Communications Science
are also likely to be relevant to improving our understanding of Agile UCD in
its broader organizational, professional and business contexts. Also, theories from
design research are relevant.

A simple question has been asked since the dawn of UCD, and was asked at the
workshop in relation to a position paper [7]: “What is good and bad in different
methods?” This question is simple to ask, but very difficult to answer. Even harder
to address is a need expressed at the workshop following the position paper for
Chap. 3: a method for validating UCD methods, including their adapted forms.
Given that the methods communicated in the training materials were revised for
each iteration, this in some ways was a surprising question. The position paper
celebrated agile research for agile practice, and a requirement for rigorous validation
would significantly reduce agility here. Even so, the pre- and post-tests methodology
applied in Chap. 3 did show improvements with each iteration of each method, but
this was largely in terms of developers’ perceptions and not whether each version of
each method delivered ‘correct’ results when it was applied.
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A need to validate and evaluate methods reflects engineering and human science
values. However, there is a fundamental error in regarding methods as independent
variables that have fixed effects in highly variable contexts. Less demanding
assessments of method innovation and adaptation in Agile UCD can however be on
the research agenda. Chaps. 2, 3 and 6 use qualitative research methods that reveal
practices, but without attempting to assess their validity for every development
context. There is scope for methodological improvement here, but an important
body of theory in design research [41, 45] strongly advises against any attempt to
‘prove’ that ‘methods’ are valid. This is because ‘methods’ are an inappropriate unit
of analysis for design and evaluation work. It is possible to establish reliable impacts
for resources, at a lower level of analysis, and project level factors at a higher level.
However, methods are too underspecified for there to be reliable ‘method effects’.
Methods are the result of development work, and not inputs to them [41]. The nature
of creative work is such that methods cannot be systematically followed. Chapter 11
presents the underlying theory here.

Future research on Agile UCD can apply a framework from design research [45]
to research into design studies such as Chap. 2’s case studies. The framework in
[45] replaces the resource types in [41] with resource functions that can identify
work done at specific points in activities. For example, a resource can be informative
or inquisitive, or it may direct work (e.g., Chap. 3’s templates). Resource function
analysis was used in [55] to identify the reasons for the success of an unplanned
evaluation approach, Creative Sprints. The hybrid design research approach here
was thus research into design for design. It identified organisational requirements
for effective application of Creative Sprints.

Resource function analysis can also be used to support collaborative reflection.
Chaps. 6 and 9 benefitted methodologically from collaborative reflection, and
resource function analysis guided collaborative reflection in [55]. The results of
resource analyses such as [41] can inform training approaches (as in Chap. 3) to
improve evaluation performance in Agile UCD via relevant research.

There are thus many opportunities for improving the methodological and theo-
retical support for Agile UCD research.

1.4 Conclusions

The chapters developed after the NordiCHI 2014 workshop make substantial
contributions in relation to all topics in the workshop’s call for participation:

• Case studies and work in progress related to UX and Agile.
• Success stories and best practices from integrating UCD and Agile.
• Challenges from working with UCD in Agile systems development
• Values and perspectives underpinning UCD and Agile in theory.
• Integration of UCD and Agile in different domains such as games and healthcare.
• Theories and methods relevant to research on Agile and UCD.
• Discussion of future trends for UCD and Agile research.
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In conclusion, some key observations can be offered. Firstly, Agile UCD requires
give and take. Both Agile and UCD can learn from each other, and from other
approaches from design, engineering and business. Chapter 2 argues that Agile
provides better support for work-based learning than UCD does. UCD’s origins in
the human sciences tend to favour library-based learning.

Secondly, UCD can be difficult, but so can SE in agile and other guises. Agile
UCD by extension is even more difficult. In such circumstances, the good natured
collaboration between UCD and SE professionals in most of the case studies (most
of the time) is at least as important to research success as methodological rigour.

Thirdly, Agile UCD is going to get even more difficult as it becomes better
interfaced with design thinking and business strategy. The big picture will get bigger.
Progress on tactics will always be needed, but strategic capability will become
the dominant goal. Interactive systems are no longer just supporting workers on
tasks. They now underpin enterprises and services. In some senses, IT systems are
becoming the business, rather than just supporting it. Narrow foci will not be sus-
tainable, whether these foci are on UX or internal software quality: both respectively
represent legitimate UCD and SE concerns that have to co-exist with, and take their
direction and goals from, the wider enterprise contexts within which contemporary
IT systems are developed. Both Agile and UCD will have to face both inward and
outward: inward towards their professional and disciplinary concerns, and outward
to the value and experiences that they aim to deliver. Agile UCD is only one step
in a larger process of integrating software development and business functions in
support of the digital economy and digital social and cultural innovation.
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Chapter 2
User Integration in Agile Software Development
Processes: Practices and Challenges in Small
and Medium Sized Enterprises

Oliver Stickel, Corinna Ogonowski, Timo Jakobi, Gunnar Stevens,
Volkmar Pipek, and Volker Wulf

Abstract HCI and CSCW research as well as practice has strongly indicated the
value of integrating (end) users in software development processes. Such integration
can help address actual needs and wants, to avoid undesirable developments and
to strengthen the User Experience of a product. A user-focused approach to soft-
ware development has some conceptual overlap with agile software development
practices, such as quick and iterative (user) testing. However, out in the wild, organ-
isations seem to have difficulties actually mapping user-centered development with
agile processes for a variety of reasons ranging from organisational or hierarchical
aspects up to financial issues. This problem seems specially prevalent in Small and
Medium sized Enterprises (SMEs) where such constraints can be even tighter than
in larger organisations. To help understand those problems and to identify possible
solutions, we turned to three quite different German software SMEs, varying in size,
market focus and organisational structure. By way of qualitative field studies, we
were able to identify key roles and tools as well as methodological, organisational
and analytical practices and challenges in integrating (end) users into agile software
development.
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2.1 Introduction

Software has become an invaluable part of private and professional life all over
the world. This has led to Usability and User Experience1 becoming increasingly
important factors for the success or failure of ICT systems. While this obviously
holds true for all sort of systems allowing user interaction, for the purpose of this
contribution, we will focus on software systems. For the software world, we have
solid research [13] as well as norms such as the DIN EN ISO 9241 suggesting that
integration of (end) users in all phases of a development project is one of the most
central factors for positive UUX.

Looking at the economically important sector of Small and Medium Sized
Enterprises (SMEs) however, we frequently find deficits in the incorporation of
UUX methods into software development. Hering et al. [14] indicate factors
such as financial, logistical, hierarchical or methodological issues that hold the
SME sector back with regards to the systematic integration of users and user
feedback in development processes. Furthermore, norms and process models such
as the aforementioned ISO 9241 or user-centered design (UCD) often lack clarity
regarding the actual implementation of user integration and how to fit this into
established process models in organisations.

Our contribution addresses this research/practice gap by helping to identify rel-
evant issues for SMEs when dealing with user integration and presenting solutions
as well as best practices evolved in these organisations. We grounded our work
in a practice-based, socio-technical understanding of Human Computer Interaction
(HCI) and Computer Supported Collaborative Work (CSCW) [33]. Consistent with
this base, we chose qualitative case studies in three contrasting German software
SMEs as our main research instrument:

Foo2 is one of the largest German SMEs in the software business focusing on end
users with quite nuanced processes for the integration of user-centered methods
and agile development processes.

Bar is a relatively large SME (if decidedly smaller than Foo) producing software
and hardware for end users. Bar’s focus on UUX has a briefer history and smaller
extent than Foo’s.

Qux is a very small, design-driven software company which mainly fulfills orders,
i.e. with no direct end user market.

Based on our fieldwork in all three organisations, we were able to identify Roles,
Channels and Media as well as Interpretation and Filtering of user feedback as the
three main themes moderating (and moderated by) the success or failure of user
integration in agile development processes. In the following sections, we first give

1From here on, we will abbreviate “Usability and User Experience” as UUX. For the purpose of
this chapter, we do not need the distinction between more task-focused and more ludic aspects.
2All organisation names as well as all personal names in this contribution are anonymised for
privacy reasons.
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an overview of the relevant state of the art before reporting our results and discussing
them with a focus on these three themes.

2.2 Related Work

In this section, we present an overview of the relevant scientific background and
literature, starting with a very brief primer on agile software development, leading
up to the relevance of user integration for positive UUX and finally the synthesis of
both aspects.

2.2.1 Agile Software Development

Agile software development [2] refers to relatively new paradigms for structuring
ICT projects such as Scrum [25] or Kanban [1]. Agile methods differ from classical
process models such as the “waterfall” in rejecting the notion of a “heavy”, largely
predefined and pre-planned project which is then processed step by step. Instead,
agile methods take into account changes occuring during software projects and pro-
pose to prepare for and embrace them [31]. This results in four central values as cod-
ified in the Agile Manifesto [2]: (1) Individuals and interactions over processes and
tools (2) Working software over comprehensive documentation (3) Customer collab-
oration over contract negotiation (4) Responding to change over following a plan.

2.2.2 User Integration for a Better UUX

Existing literature provides several reasons for integrating users and customers into
the design process including improved UUX as well as political, economical and
ethical considerations [34]. For example, Participatory Design (PD), arguably the
earliest systematical approach for active user involvement in software development,
originates in workplace democracy movements [4, 9], supported by trade unions.
However, commercial software companies also discovered and implemented PD,
valuing methods such as collaborative storyboarding or group elicitation approaches
[11]. Active user participation was deemed to be effective since actual users of a
product were understood to know their own perspectives and needs best [22]. While
most “original” – political – PD approaches do not necessarily consider positive
UUX as a core focus, various understandings of PD have evolved with different
accentuations. For example, the American school of PD dropped the political
framework and rather pursued the development of more efficient products [15], thus
taking user integration in a more UUX-focused direction.

Later approaches to user integration in ICT development projects include
Integrated Organisation and Technology Development (OTD) [32] as well as STEPS
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[12]. Both approaches are normative software development models that involve
close collaboration of users and developers. Both are also more focused on their
application in organisations. However, as they are designed for a very close and
rather intricate collaboration of developers and customers, they are not easily usable
for the development of mass-market off-the shelf software – especially not for
SMEs, considering their often limited resources [13]. Looking at the earlier stages
of ICT projects, we should also mention von Hippel [30], who has long focused on
User Driven Innovation and its benefits. However, the focus on early phases also
limits this approach.

Current trends include Design Case Studies which involve significant user
integration [33] as well as Infrastructuring as a more holistic perspective on
how to understand the development of socio-technical systems [23]. Managing
user integration in ICT projects also increasingly relates to user-centered design
(UCD). UCD, as codified in ISO 9241-210 can be seen as a normative design and
development model that argues for user integration in all phases of a development
process. Consequently, the UCD ideology specifically views the user as an asset
of the product development process. Furthermore, unlike older models, it explicitly
focuses on generating a positive UUX as well. Within a UCD process, users should
be included in early phases (ideation) and user research should be conducted. This
covers everything that helps to understand who the users are, what their system
of values and requirements are and so on. Further on in the process, users can
participate in mock-up generation or evaluation and similar activities before finally
being consulted in the evaluation of releases. Since UCD was developed to be
adaptable to existing software engineering approaches, its specification leaves room
for tailoring to a local context which in turn needs interpretation and negotiation in
the form of interaction between users, designers, engineers and other stakeholders.

2.2.3 Synthesis and Research Gap

Agile methods favour ‘customer’-focus [2] while UCD and UUX obviously address
‘users’. Especially in corporate settings, the customer does not usually coincide with
the end user. However, both ways of thinking highlight stakeholders and their needs
instead of favouring a process-focused view. In this regard both approaches share
quite relevant characteristics [6]. It is, however, much less clear how to integrate
them on a practical than a conceptual level:

There are multiple positive reports on adaption and integration attempts of
UCD and UUX. Isomursu [16], for example, presents a single case study on a
multinational corporation and its shift to agile methods. Also, Sy [29] reports on
beneficial effects on a product’s UUX in the case of a big corporation through the
combination of two measures: firstly, the development process was restructured in
favour of a more agile procedure, and secondly, the reporting of usability testing
activities were modified to match the agile cycles. However, it has also been noted
quite frequently [10, 19, 21] that the actual implementation of UCD – and more



2 User Integration and Agile Development: Practices and Challenges in SMEs 53

generally, the optimal combination and positioning of different UUX methods –
is not yet well understood in practice. Hence, there have been different scientific
workshops and tutorials, e.g. [18] as well as suggestions for procedural models
or frameworks to facilitate integration. Silva et al. [26], for example, base their
framework on an Interaction Design Lifecycle and specifically include design
cycles into the agile process. Beyer [3] focuses on UUX professionals and how
to integrate them in agile environments, not least by facilitating understanding for
UUX development strategies. Scrum roles themselves are also regarded as relevant
for the successful integration of UUX and Agile. Singh [27] identifies the Product
Owner (PO) as the most crucial role for such attempts and states that POs are
often overwhelmed since they have to coordinate many stakeholders, artifacts and
ceremonies and are not necessarily qualified in UUX. This leads the authors to
propose the appointment of two POs, one of which focuses on more traditional
responsibilities in the Scrum model while the other one’s responsibilities lean
towards UUX [27].

Overall, literature suggests manifold thematic relations between UCD/UUX
methods and agile software development. There have also been investigations
and practical attempts to integrate both approaches, leading to some beneficial
results in practice as well as some more theoretical concepts. However, prior work
strongly indicates that the understanding of UCD/UUX and agile still leaves many
gaps, especially regarding the systematic understanding of the actual practices and
challenges faced by organisations in the wild [8, 10]. This contribution is an attempt
at helping to fill this gap by way of three comparative case studies with a focus on
the domain of SMEs.

2.3 Cases

In the following sections, we will first describe our three cases in more detail before
summarizing them in a tabular form.

2.3.1 Foo: A Very Large SME with Established UUX Practices

Foo is a large SME with about 500 employees and a strong corporate focus towards
UUX and user integration. Actively pushed by the company’s management, this
culture has evolved over many years. During those years, Foo has experimented with
different approaches towards development and/or user integration, ranging from
traditional waterfall models to Participatory Design projects (explicitly framed as
such). Foo’s product portfolio is centered on software systems for end users with an
emphasis on personal and organizational finance administration and management
tools. We mainly worked with one project team within Foo which is responsible for
iFin, a tool for personal finance management. iFin is a mass-market product, cross-
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platform (mobile and desktop, multiple operating systems) and is developed in an
agile fashion, utilizing Scrum. iFin has settled on 4-week sprint cycles and the agile
team consists of developers and designers. Some other roles we will be referring to
later are not part of the Scrum team – they are asked to work with the Scrum team
as needed. Hence those roles do not have to work in fixed sprint lengths but – given
the need to collaborate with the ‘core’ Scrum team – they are aware of the sprints
and their work is moderated by those cycles and other agile practices developed by
the Scrum team.

2.3.2 Bar: A Big SME with Emerging UUX Practices

Bar is a large SME with about 200 employees. Until recently, Bar focused on
customer home electronic components. Especially in the area of home network
components, Bar has developed nuanced processes and competences. However,
more recently, the company decided to develop a line of Smart Home components
which were about to be launched on the market at the time of our study. This
led Bar to focus more strongly on software development in general and interface
design in particular. Due to the increased amount of user interaction with smart
home devices in comparison to more passive network electronics, UUX was explic-
itly addressed, too. Originally a hardware-developing and engineering company,
Bar is used to managing projects with a strongly phase-oriented process model.
However, at micro level, at least the software team reportedly self-organizes using
Scrum. Studying the case of iHome development, we found several more ways
in which Bar departed from the phase-oriented path and tended towards more
agile methods. The complexity of a Smart Home system, the multitude of (also
external) parties involved and the stronger emphasis on interaction components led
to a mixture of milestones and agile ways of completing them. Integrating end
users into the evaluation of iHome prior to market launch was deemed especially
important by Bar. Our work with Bar focused on the smart home team, their
emerging agile development processes as well as their in-house user test sample
for working with and evaluating prototypes, both in terms of functionality and
UUX.

2.3.3 Qux: A Small, Design-Driven Software Company

Qux is a growing but still quite small software developing company of just
11 employees. They offer development and consultancy services and design of
innovative software and mobile apps as well as digital products in areas such
as the Internet of Things, smart home, energy and e-mobility. Being a service
company, Qux’s focus is less on selling to end users directly but rather on projects
for their customers, who provide the products and services to end users. The
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company has successfully established a flat team hierarchy. It is only divided in two
units: design and development, which are supplemented by the functions of both
CEOs (Scrum Master/Project Manager and Creative Director) and Social Media
Marketing. One of the CEOs, who is responsible for project management, also
manages the commercial tasks of the company and hence does not carry the title of
Product Owner. Related to the company’s hierarchy, Qux has a corporate culture and
image with a strong focus on communication and exchange between all employees;
design-driven development; UUX and decision making. Their agility is reflected
in the management of their projects. Projects were conducted using 2- to 4-week
sprints, depending on the project’s size. Customers play an active role in the design
and development process. In regular sprint reviews they have to provide additional
feedback about the design process and results with respect to current developments
of the market or internal strategical decisions in order to keep project progression
flexible and close to market trends. Transparency and continuous communication
with customers is a key issue for Qux too.

2.3.4 Comparative Overview of Three Cases

For a comparative overview of the three cases and their characteristics. Table 2.1
provides details and summarizes data with respect to size, study focus, agility and
peculiarities of the SMEs.

2.4 Method

In this section, we will explain our methodology and our analytical process.
Subsequently, we will provide an overview of our data and coding scheme.

2.4.1 Study Design and Data Collection

How does [Foo | Bar | Qux] integrate user input and feedback into their agile
software development process and how does this relate to UCD?

This was the basic research question motivating our study. It is important to note
that we did not approach the field with a focus on up-front theory but rather based
our approach on open, field-driven research, inspired by Grounded Theory (GT)
[28]. Therefore in each case, we went quickly into the field where we iteratively
developed our understanding of the company’s practices as well as our research
strategy according to our findings. We deemed a (field-)data-driven approach to
be important given the disparities between theory and practice and the ambiguities
described in the state of the art.
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Table 2.1 Case summaries

Foo Bar Qux

Size About 500 employees About 200 employees 11 employees

Product
portfolio

Wide variety of
software products for
mobile and desktop,
focused on finance
administration on the
personal level as well
as for the SME and
nonprofit sectors

Variety of products
concerned with home
networks. More recently
soft- and hardware for
the smart home
including heavy
coordination with third
parties

Software solutions
focusing on mobile
applications, front and
back end applications for
the domains of energy,
smart home, renewable
energies, e-mobility and
the Internet of things

Study
focus

iFin, a cross-platform
personal finance
management tool

iHome, a soft- and
hardware ecosystem for
smart homes

No specific project, lateral
study through the
company

Agility Scrum team utilizing
4- week sprints. Core
Scrum team (mostly
developers) is
supported by other
teams such as e.g. an
inhouse usability lab
who do not work in
formal sprints –
however, the Scrum
team sets the overall
pace

Complexity led away
from sprints to
milestone- oriented
development.
Requirements
engineering upfront, but
highly iterative within
three main phases: proof
of tech-concept in the
wild, proof of
combination of HW and
UI concept, beta testing

Scrum-oriented project
management with 2- to
4-week sprints based on
project size. Company’s
philosophy follows
principles of
user-centered design.
Active integration of
customers in design and
development by regular
sprint reviews

Peculiarities Long company history
and company culture
of user-centricity
(established over
years). Three product
owners instead of one
for iFin

Established their own
in-house testbed,
semiprofessionalised.
Project manager with
sole direct contact to
users, defines usability
concepts

Mainly business to
business but target is often
mass-market. Project
manager is not framed as
project owner. High
transparency to customers

In total, we conducted 15 interviews. Seven of them were at Foo and four at Bar
and Qux respectively. Within the iFin team at Foo, we conducted interviews with
a Product Owner (PO), Social Media Management (a one-person team), the head
of the support team3 for all products (not just iFin), a member of the support team
specialised in iFin and a developer as well as two members of the in-house usability
lab. We also conducted participant observations during usability tests in the in-house
lab (3h) as well as during a Scrum planning meeting (4h). At Bar, we conducted
interviews with the heads of the development team, the Design and Verification and
Testing (DVT) team, the product marketing team as well as the responsible PO. At

3To be clear: Foo’s support team is the user support department, i.e. the staff responsible for helping
customers with issues. The name ‘support team’ is actually an in-vivo code from the fieldwork at
Foo.
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Table 2.2 Data index

ID Description ID Description

I-F-01 Product owner I-B-01 Product manager

I-F-02 Social media officer I-B-02 Head of development

I-F-03 Chief of support I-B-03 Head of design, verification and testing

I-F-04 Customer lab I-B-04 Head of marketing

I-F-05 First level support I-Q-01 CEO 01: scrum master & head of project
management

I-F-06 Software developer I-Q-02 CEO 02: creative director

I-F-07 PO other project I-Q-03 Senior art director UI/UX

O-F-01 Scrum sprint planning meet-
ing

I-Q-04 Mobile developer

O-F-02 Two usability tests

Qux, we conducted interviews with two of the three CEOs who also acted as Scrum
Master/Head of Project Management (PM) and Creative Director (CD) respectively.
Similar interviews were conducted with a Senior Art Director UI/UX and a Mobile
Developer.

In Table 2.2, we have indexed all interviews and observations. For clarity: I-F-
04 was an interview with two participants (the full staff of Foo’s in-house usability
lab); I-F-07 was an interview with a PO for a different product team than iFin since
this PO was referred to us as one of the central experts in regards to agile software
development and UCD in the company4; and in cases such as I-B-03 and I-Q-01,
one person fills multiple roles.

The interviews lasted between 60 and 120 min and were recorded as well as
transcribed pragmatically, i.e. full verbatim transcriptions utilising only markers for
salient events such as laughter, peculiar facial expressions or breaks. However, we
did not include micro-expressions, precise break times, detailed pitch analyses, etc.
since we did not deem such data necessary for our research interest in practices
and challenges. All interviews utilised a guideline which evolved in the field, led
by the field. The interview language was German in all cases, the quotations in
this contribution are translated. Transcripts were supplemented by handwritten field
notes and memos (about 25 pages). Furthermore, we gathered artifacts such as user
stories, bug reports or usability reports, mainly at Foo because of its bigger size
and the availability of many such artifacts as well as the fact that Foo was our first
case study and the data helped us to open up the field. Finally, we supplemented our
interviews by multiple further inquiries to the interview partners via Skype, phone
and email during the analytical process whenever relevant questions arose. Brief
descriptions of the data sources can be found in Sects. 2.3.1, 2.3.2, 2.3.3 and an
index in Table 2.2.

4At this point in the analytical process, it had already become clear that the intersection of those
two topics would be central to our study.
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2.4.2 Data Analysis

All data and artifacts were subsequently coded axially and selectively using a GT
approach [28]. However, we do not claim to have established a ‘Theory of UCD and
Agile’ – we feel that such an encompassing theory would necessitate multinational
and even more contrasting cases as well as a longer period of time. Rather, our
analytical process followed GT methodology and can serve as one of many pieces
in a more comprehensive puzzle towards a theory. To clarify even more: we oriented
ourselves on Thematic Analysis [5] which, essentially, is GT without the overhead
of extensive theory building but with the option to add that on top iteratively. The
coding process started immediately after the first interview and was continued and
evolved throughout the research activities. During the field research phases, we held
weekly discussion and mirroring meetings regarding the coding activities in our
research group. This also included researchers who were not active in the field,
some not even in our research project at all. These researchers helped by asking
questions those working in the field did not think of, forcing the latter to explain a
significant amount of tacit information. The coding structure continued to change
up to the point when the gathered data no longer added significant new insights
(saturation). This also helps to explain the different contents of data collected in the
three cases – with the evolution of a denser coding scheme, (transferable) insights
led to saturation points more quickly as per the intention of GT-inspired approaches.

Table 2.3 provides an overview of the theme structure as well as examples of
sub-codes for each case. The three central themes boil down to “Roles”, “Channels
and Media” and “Filtering and Interpretation”. Our report on results which follows
in the next section is also oriented on this structure.

2.5 Results

In this section, we will report on the three most important themes as listed in
Table 2.3 as well as their interrelations, starting with the Roles, leading up to
Channels and Tools and finally, aspects of Filtering and Interpretation.

2.5.1 Roles

2.5.1.1 Foo

With Foo, we found multiple roles to be in contact with users. The support team
obviously has most points of contact since they are confronted with a wide variety
of user issues on a daily basis. However, they are not only trained to solve those
issues but also to try and understand where they come from and ask for more
feedback than strictly necessary to solve the issue in order to provide input for
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Table 2.3 Examples of analysed sub-codes

Themes Foo Bar Qux

Roles PO, multiple POs,
Social media
management, support
team, developer, role
empowerment,
differentiation of POs’
skills, in-house
usability lab

PO, DVT, development,
user contact,
categorising feedback,
managing feedback,
market analysis, in
charge of usability,
functional tester,
coordinator

Project manager,
creative director, senior
art director, social media
manager, developer,
quality management,
testing by noninvolved
employees

Channels &
tools

Email, chats, phone,
letter, forums,
facebook, twitter,
TFS, bug tracker, daily
stand-up, Scrum,
sprint, user story,
facebook, daily
stand-up, sprints, open
and honest
communication,
channels towards the
user, channels from
the user, app stores,
blogs, grapevine,
coffee corner

Bug-tracking, office
grapevine, technical
proof of concept, PO as
field tester, friendly user
testing, product
specification tool,
employee participation,
missing standard tools,
wireframing,
outsourcing user
studies, gap user value –
integration, iterative
development,
milestones, chat, phone,
virtual seminars

Bug-tracking, test cases,
user story, daily
stand-up, coffee corner,
friendly user testing, app
stores, market research
customer sprint review,
third-party services,
email, phone facebook,
missing standard tools,
(non) filtered feedback,
integration in
management software,
taking a step back as
designer

Filtering &
interpretation

XYZ (long-planned
feature preventing
certain feature
requests from being
implemented), what
does the customer
actually want?
Company culture,
grapevine,
discussions, database,
lead users, conflicts,
mood

Prioritisation via
frequency,
ticket-system,
expenditure processing
feedback to make it
useful, log files,
text-data, pictures,
video-data, limits of
outsourcing feedback,
sharing feedback with
third parties in the
project

Frequency, missing
metadata, feedback
requests, sorting &
editing, communication
with customers,
ticket-system, testers’
aptitude, reliability in
third party services, lab
tests as stress situation,
environment control

product development. To this end, Foo has kept their support team in-house, located
near the development, management and other teams. They are also actively trying
to foster a culture of deep and long-term engagement with, as well as knowledge
about, Foo’s products. To let a first level support employee speak for himself:

I’ve been working for Foo for about ten years now. I can use the software blindfolded. I can
find problems and difficulties while standing on my head. I-F-05

Foo also has an in-house ‘customer lab’, which is a traditional usability lab,
staffed by two UUX-experts. They carry out structured user testing at the request
of the iFin team and report to the Product Owner. However, the customer lab is
not part of any team as such – in essence, they offer a service to all of Foo’s
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development teams. Furthermore, Foo also has a defined role for Social Media
management (SMM). The SMM tries to engage with users by way of providing
them with information, monitoring discussions, trying to mediate if necessary and
very consciously tries to get a “feeling for the mood” (I-F-02) on Social Media in
regards to Foo’s own products as well as the competition. Like the support team,
the SMM is not part of the Scrum team as such and also has some other duties
in the company (such as maintaining blogs not connected to iFin). However, the
SMM’s main focus is iFin and by far the majority of her work time is spent on this
project.

As in established Scrum doctrine, we found the role of the PO to be the central
hub within the different approaches of user integration and user contact in Foo.
There are two notable observations in regards to Foo’s PO structure for iFin: First,
there are actually three POs. One manages daily affairs such as codifying user
stories; the second one focuses on the epics and the third has a background in
design. The PO-team’s skills compliment each other; however, they also consult
with internal experts (such as the SMM) on a case-by-case basis. Second, while
it is certainly in the Scrum-spirit for the PO to represent end-users (and hence, to
engage with them as well), some of iFin’s long-term users even have the PO’s phone
numbers and call them occasionally, especially when something in the product
changes in a way they do not like. Software developers themselves do not usually
have user contacts in Foo.

2.5.1.2 Bar

Bar has a product-oriented organisational structure based on Business Units. The
company’s software development teams are familiar with Scrum methods and use
sprints when working with their core product line of home networking systems.
However, the general process of developing a product is not iterative:

The usual procedure here is the so-called phase model. We divide this into five parts:
Evaluation, conception, planning, and prototyping [and finalisation] phase - that’s where
you can see we have a background in hardware. [..] Within the development division we
principally organise ourselves using Scrum. Not textbook-style, but tailored a little to Bar’s
needs. We do daily stand-ups, though, and plan our sprints with items. (I-B-02)

The specific requirements and the heavy software focus of iHome, however, have
influenced the general project management and development process of Bar towards
a more agile and iterative development, which is reflected by the emerging roles,
tools used and integration of user feedback. The latter is generally rarely surveyed
or integrated into Bar’s development cycles, as user interaction with its products,
especially via software, is only an optional feature. Therefore, with the decision
to develop iHome, Bar enters new territory. For a better understanding of existing
feedback practices, it is worth noting that our interviews focused on the development
process of iHome before market launch. At this point, Bar had no experience in
handling customer feedback after rollout but had only begun to specify strategies.
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Direct user contact with a friendly user group is limited and structured in clear
channels through a fixed sample of users as well as internal testing (more on this
below). During development, Bar’s ‘Design, Verification and Testing’ division was
the central role responsible for testing and validating new software releases with
regards to bugs and completeness compared to the requirements:

Since the DVT is our last line of defense, they have to check somehow what has been
developed . . . Meaning they always compare the requirements with the result [result = a
release] (I-B-01)

At the time of writing, Bar has also established a support team structure intended
to work closely with users with the explicit goal of feeding back to product develop-
ment. Like Foo, Bar also utilises Social Media as well – however, with Bar, Social
Media work is co-located within the marketing division, whereas Foo has a separate,
explicit organisational role for Social Media management. Bar also planned to
hold web based seminars to explain possible usage scenarios to customers and
has included a direct chat feedback mechanism in their software. Furthermore, the
software also features classic support options via mail and phone. Bar’s development
team is more distributed than Foo’s, including more external partners, with the in-
house development team focusing on coordination and conception. As with Foo,
Bar’s central role for UUX is the business unit’s PO. He handles all reports and user
feedback and makes all decisions in regards to UUX. During the user testing phase,
he mainly drew feedback from the office grapevine and the bug tracking system
used by test households:

[. . . ] Then, they [user feedback and feature requests, consolidated by the DVT] came to me.
[. . . ] and I had to go back to the wireframe or make clear how this and that is intended [. . . ].
(I-B-01)

The PO consults with external companies on a case-by-case basis. He has direct
user contact, mainly for concrete, deeper enquiries and user problems within the
test sample. This approach, however, is rather unstructured and is either prompted
by a specific problem description via the bug tracking system or by friendly
users directly approaching the PO. In addition to the PO with his quite direct
channel, DVT sometimes has contact with friendly users, but less frequently and
only when clarification is needed on a bug reported. While these structures have
proven successful for the beta test, up to this point, Bar has not yet decided which
department should take responsibility for handling feedback from real customers
after the launch, nor how to manage underspecified feedback.

2.5.1.3 Qux

Qux has a very flat hierarchy which splits up into a Design- & Development unit,
Social Media Marketing as well as the roles of both CEOs who act as Scrum Master
& Head of Project Management (PM) and Creative Director (CD), respectively. The
PM is responsible for internal quality control of concepts and releases while the CD
and the Senior Art Director UI/UX (AD), located within the Design & Development
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unit, manages all UUX aspects. Hence Qux has formed a structure where the PM
takes on what might be called the more managerial aspects and the AD the user-
focused ones, in comparison to Foo and Bar who subsume both aspects under the
role of their respective POs.

In contrast to the typical role of a PO, in Qux the PM takes the responsibility
not only for these tasks but also for additional functions of the company. Besides
the project management of all projects realised by the company, he manages
commercial tasks which is why they framed his role as PM. Based on the number
of employees, there is still no need for several Product Owners, who are responsible
for single projects or markets. This might change if the company grows further.

A central distinction of Qux as a software company in comparison to Foo and
Bar is that their customers are generally not their end users. Hence, we find roles
such as support teams and product-specific social media engagement not within Qux
but rather within their portfolio of customer organisations. Wider user tests (and
hence roles with user contact) are also outsourced to third parties or the respective
customer organisation takes charge of those activities itself. Qux also actively asks
the customer organisations for feedback after each sprint.

Furthermore, this structure brings with it a certain fluidity of roles. On a case-
by-case basis, Qux leverages all of its staff as well as friends and family for ad-hoc
testing and feedback. This culture is illustrated quite well by the actual Senior Art
Director UI/UX:

[. . . ] my father, who has no affinity for such things [ICT]. . . I really like to just hand him
stuff [beta versions] – just to see what he does. (I-Q-03).

The dynamic feedback loops between roles and units all converge on the PM.
This approach of internal testing is based on a quite explicit corporate culture
focused on user-centered design which encourages everybody working on a project
to constantly take a step back and actively try to view the product through the eyes
of a customer as well as a user:

I think we are quite good in putting ourselves into those roles [users] [. . . ] When somebody
is working on a project, we also try to put him together with a colleague working on a
different project [. . . ], to get a different view. I think that’s really important. (I-Q-02)

2.5.2 Channels and Tools

2.5.2.1 Foo

Central to Foo’s agile Process is Microsoft’s TFS which is used as a code repository
as well as for handling and prioritising the backlog and supplementary data
such as technical logs and feature requests as well as usability test reports. The
developer especially, in addition to the POs, utilise TFS to manage and track iFin’s
development.

The support team utilises email, phone, fax, letters and chat as well as product-
specific web-forums to engage with users directly, although the forums are focused
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on a “customers help customers” (I-F-03) approach. User feedback is taken from
the support-specific ticket system and is put into the TFS if deemed valuable (more
on this distinction in Sect. 2.5.3).

The Social Media manager mainly utilises Facebook and Twitter and, to a lesser
extent, Blogs as channels to interact with and include users. Notably, she does
not use any special Social Media management tool. She tries to contextualise user
feedback as much as possible by utilising the rich data provided by Social Media.
Subsequently, she directly engages with the POs in about feedback via email or
face-to-face conversations. It is notable that she does not use the TFS even though
she has access to it. Furthermore, regular surveys utilising the Net Promoter Score
[17, 24] are carried out. When problems occur such as server outages, known bugs
or similar issues, the Social media management informs customers via available
channels and, more importantly, keeps them up to date. An example from I-F-02 was
a bug occurring after an update which crashed the app immediately after starting it.
A bug-fix was implemented and submitted to the app store very quickly but due
to the approval process in the store concerned, the update needed time to be made
available to the customers. The SMO kept the customers informed every step of the
way which received positive feedback.

The customer lab’s main channels and tools are traditional user tests with
Thinking Aloud and sometimes Heuristic Evaluations and Cognitive Walkthroughs,
although they also use methods such as Contextual Inquiry-inspired approaches,
even in users’ homes. The CL usually utilises series of tests with 5–20 participants
and frames the results as comprehensive reports in a structured format. These are
subsequently put into the TFS for the POs. Notably, it is also possible for everybody
in the development team to tune into live video feeds from the usability testing
sessions, although it has been expressed in I-F-04 and I-F-06 that developers do not
usually do this, stating that the “reports are enough” (I-F-06). Tests in the CL are
only carried out by request of the POs, the management or other decision making
roles.

Apart from the TFS, the POs also have product-specific email accounts for free-
form feedback which can be reached by the users from within iFin. Furthermore,
the POs actively monitor as many app stores and similar places on the Web where
users leave feedback of some sort. Foo even developed an in-house tool, specifically
for the purpose of aggregating such reviews and making them manageable. As
mentioned before, lead users sometimes contact the POs in person, utilising phones
as well as email. Foo’s POs also receive a certain amount of automated use tracking
data. However, this is reserved for very specific and heavily debated cases due to
privacy concerns. In line with Scrum practice, one of the most central tools for Foo’s
POs are User Stories which are built, maintained and utilised without any company-
or project-specific peculiarities.

Central channels and media in Foo also include sprint review and planning
meetings, meetings and discussions among the POs as well as daily stand-ups.
As already indicated, only the Scrum team itself is included in those activities by
default. Other roles such as the customer lab or the SMM can and will be asked
to join specific meetings on request. However, a significant amount of coordination,
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discussion and other (meta-)work is also done without any formal media or channel:
All interviewees in Foo talked about the importance of “Flurfunk” (I-F-01) (literally
“corridor radio”– the office grapevine), coffee corners and informal meetings for
coordination, sharing and discussing user feedback and user perspectives.

2.5.2.2 Bar

Within the unit we worked with, software development was initially structured in
sprints, whereas the overall project plan featured three main phases: technological
proof of concept, bringing UI and hardware together and, finally, beta testing with
friendly households and bugfixing. Due to the complexity of both the system and
the project itself, Bar switched to a rather milestone-driven development cycle,
in which iteration was promoted. In particular, Bar decided to test its system in
the wild during its hardware development, rather than relying on lab testing only.
To our understanding, this was already a major difference compared to the usual
development processes, which can be perceived as one example of acknowledging
the need to involve users in earlier stages of development. Regarding the product
specification, Bar utilises a custom in-house database system geared towards
product management in which all requirements and properties of the product are
held and maintained. Generally, the main features and style of the product were
defined up front in this database which is used for all Bar products. Wireframes of
the final system were developed quite early in the development process of iHome
and can be understood to be similar to traditional target specifications for internal
purposes as well as coordinating artifacts with external contractors. While usually
static for Bar’s other products, it turned out that the requirements specification of
iHome called for much more flexible handling compared to typical products in the
system, where there are fewer user interfaces. Central documents like wireframes
were therefore included in the specification system, but were frequently updated
throughout the whole project.

[. . . ] Meaning they [the DVT] always compare the requirements with the result [a release]
and can refer to the wireframe [. . . ] [interviewer asks how the wireframes changed during
the development process] Well, they stayed relatively stable in scope [. . . ] here and there,
there were adaptions [. . . ] (I-B-01)

While testing the technical proof of concept was limited to members of the
software development division, systematic user testing regarding the UI is only
applied when all desired features, as specified by the wireframes, have already
been implemented. The focus in this phase is not on finding innovative new
features or investigating end-user appropriation but rather to purposefully shape
UI-components and interaction flows. To this end, Bar has joined forces with an
external partner in order to establish a Living Lab [20] infrastructure as a test bed:
About 30 households are given the product a few months before rollout in order to
test it in their homes. These tests take place without instruction or rules apart from
a commitment to actively use the system and test specific features after updates.
Bugzilla has been implemented as a channel where users can input tickets. This
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is supplemented by occasional informal exchanges face-to-face. During the Living
Lab phase, Bar also recognised that users did not always seem to log all their
problems into Bugzilla, especially when the problems in question did not relate
to hard and evident bugs:

[. . . ] If somebody had an issue beyond hard problems, they did not necessarily put it in
[into Bugzilla]. There are many kinds of problems [. . . ] like nice-to-haves, problems with
understanding things or other issues like that. (I-B-01)

Additionally, comprehensive automated logging of use data is conducted in the
background with the goal of making issues reproducible. After commercial rollout,
Bar’s plans are to have the support as well as the marketing divisions report directly
to the PO on user feedback.

2.5.2.3 Qux

Qux uses Jira and Confluence as basic infrastructure in order to scaffold agility in
their development process. These tools are utilised for internal coordination, espe-
cially for the PM. Furthermore, Qux’s intention is also to establish customer-facing
transparency. Hence, customers can also issue tickets and feedback (depending on
the project structure agreed upon with the customer).

As regards active user feedback and participation, Qux employs different meth-
ods. In some cases, customer organisations carry out their own beta testing and
feedback acquisition, select and aggregate it and send it to Qux. In other cases, all
data from such tests is handed over to Qux without aggregation. Another option
is to rely on direct user feedback via email generated from feedback-buttons and
similar options integrated into applications, without the involvement of customer
organisations. Qux’s employees are aware of a wide variety of tools and systems to
facilitate user feedback such as TestFlight or crowdsourcing systems, but on various
occasions throughout the interviews, it becomes clear that they are still searching
for an optimal system, especially one that meshes with agile development and more
easily supports the handling of user feedback:

[. . . ] In each release in Scrum, there is one functional area, which gets completed and
released, so to speak [. . . ] there’s always this wish, we are looking for a suitable platform
[. . . ] so we can say: ‘you don’t have to send me an email, you don’t have to write down
anything, you don’t have to call me [. . . ] then they could just hit a button, rate it [the specific
result of a sprint/release], write a short text, Twitter-style at most [. . . ] which would then
just be sent to us so we could look at it. (I-B-01)

Apart from users, the customer organisations themselves are also actively queried
as sources for feedback. Qux’s PM puts it like this:

[. . . ] obviously, we also collect feedback from our customers. When we present something
[. . . ], we ask them quite in a quite focused way: ‘[. . . ] please look at this’. We have them
take responsibility, which is a good thing, since basically it is their project. . . Which is why
I expect them to care and not just complain in the end, after a release [. . . ] They have to
give feedback frequently. (I-Q-01)
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Furthermore, Qux frequently employs app store reviews and ratings as feedback
channels, similarly to Foo. For more qualitative evaluations regarding UUX and UI,
Qux has no formal tools or channels in place. Here, they rely on a user-focused and
agile company culture as described above as well as ad-hoc feedback in meetings
with customers and beta testers. Internally, user/customer and/or peer feedback is
not only shared via Jira but also via daily stand-ups which are emphasised as an
important tool:

[. . . ] we meet at 9:00 and everybody explains what he did the day before and what he plans
to do today [. . . ] you don’t put things off[. . . ] (I-Q-03)

This ritualistic form of informal exchange is supplemented by the grapevine,
as it is at Foo. Like Foo, Qux then utilises User Stories and Bugs according to
Scrum to codify and work with user feedback. Both artifacts are primarily input and
maintained by the PM. To be clear, the PM is not the only source of such data, as
explained above, but he maintains it.

2.5.3 Filtering and Interpretation

In the previous sections, we reported how and with the participation of which roles
customer feedback is gathered and passed along through Foo, Bar and Qux. There
is, however, one step missing – what emerged as filtering and interpretation.5 This
is the process of analysing and assessing user feedback as well as matching it
with other feedback and/or internal goals. It also encompasses the challenge of
identifying what the user really means or needs.

2.5.3.1 Foo

Foo has a long history of experimenting with the incorporation of user feedback
in their development cycles and within this history, there have been failures, too.
One example from the interviews (I-F-01, I-F-03, I-F-05) is a former experimental
project grounded in Participatory Design in which the development of a software
product relied heavily on a selected group’s input and co-design. The members of
this group were considered lead users in their domain. However, as it transpired, the
product became much too specialised and thus did not appeal to many potential
customers. Experiences like this reinforced Foo’s focus on filtering as well as
diversifying user feedback structures – as outlined in the previous sections, customer
feedback is sampled through a wide range of channels, representing an attempt to
level the playing field and keep specialisation appropriate to the product. What this
means is that in the example of iFin, which has a very widespread and heterogeneous

5This is actually an in-vivo code. A PO at Foo used those exact words.
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user base, specialisation has to be kept at a much broader and shallower level than
for some of Foo’s other products, e.g. those targeted at landlords and this much
smaller and more focused group’s specific needs.

The most important decision makers in relation to the filtering process are the
POs. They consciously try to match their vision of the product with the customer
input, adapt, prioritise and, if deemed necessary, modify or reject specific feedback.
These decisions are grounded in the work performed by the roles described
above. The customer lab does not engage in filtering per se but rather reports
comprehensively, based on proven methods. The Social Media manager engages
in partial filtering – she tries to match every piece of incoming input with previous
decisions made by the POs. If the input is identical or very similar, she “informs the
customer accordingly” (I-F-02), meaning notifications such as “request denied”,
“request in development” and so on. In such cases, she does not alert the POs.
Should she hand a specific piece of new user feedback to the POs, she usually
annotates it and states her opinion about it, i.e. actively enriches the user feedback
based on her long-term experience with iFin. Notably, the support team filters
actively. Customer feedback is gathered and discussed by the leader of the support
team for the respective product and the chief of support, and filtered. Thus some
feedback may never even reach the POs:

If a person wants a new feature, the support employee checks the database weather the
feature has already been requested by someone else. If so, the customer’s ID is added to the
incident. If not, the request is inserted in the database, which triggers a message to the team
leader who assesses it. If he decides that the request is useful, the entry is set to ‘visible’ for
the PO and the development team. (I-F-03)

Throughout all interviews with Foo, the exact operationalisation of the filtering
processes remains somewhat vague but can be categorised broadly into two classes:
Qualitative and Quantitative filtering. Quantitative filtering concerns the frequency
and intensity of a specific type of feedback. The support team seems to utilise
quantitative filtering which is also easy to do for them since the customer feedback
from each ‘call’6 is recorded in their database. Quantitative aspects are, however, no
guarantee for the feedback to get implemented – an often cited example (I01, I02,
I03, I04, I05) from our interviews is that of a feature requested by a significant
number of customers. However, this feature would make other, quite specific,
long-term plans for the software impossible on a technical level. Hence, it is not
implemented. The opposite constellation, i.e. individual or occasional cases of
feedback seem more straightforward: (very) specific features which get requested
by very few people usually get filtered out.

Qualitative filtering is a ‘softer’ aspect and seems primarily associated with
experience, and a certain ‘artfulness’ rather than just hard data. It was next to
impossible for all interviewees to really describe techniques and methods for
qualitative filtering. Instead, in nearly every interview, it was stated explicitly or

6Terminology taken from the interviews – a ‘call’ should be understood as any kind of communi-
cation with users, not just telephone calls.
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implicitly that a lot of knowledge about and a “feeling for” (I-F-01, similarly
phrased also in I-F-03 and I-F-05) the product has to be developed over time in
order to ‘get it right’. A need to actually be a user of the product oneself has also
been mentioned. All in all, Foo’s Social Media management is the role with the
deepest engagement in qualitative filtering procedures.

Qualitative and quantitative filtering mechanisms are reported to compliment
each other well, e.g. within I-F-01 and I-F-04 and none of both aspects is viewed as
sufficient by itself.

2.5.3.2 Bar

Like Foo, Bar’s PO has a key function in the process of filtering and interpreting
user feedback. He exclusively classifies and judges incoming information and notes
from a range of roles through different channels. He has to decide and to match the
pieces of information with the long-term goals for the product. On a quantitative,
heuristic level, Bar judges feedback as relevant if it comes in 2–3 times in similar
form:

I give the thing [iHome] to 10 people and get 10 different opinions when I ask a specific
question. That’s rather difficult. At the moment, my strategy is that I look deeper into things
after I hear issues 2–3 times. [. . . ] Well, I always look at all the things [feedback], but when
A says A, B says B and C says C, I stay with my opinion. (I-B-01)

While, so far this has proven effective, Bar’s PO is also aware of the pitfalls of
such an approach:

But usually, you feel a bit like, well, the father of such a system. That makes each [. . . ]
feedback which is not exactly the same as your view of the system a critique and you have
a certain defensive position. It is difficult to be neutral. (I-B-01)

Filtering and categorising feedback coming in from Bugzilla is managed by
the DVT. They decide when and if something gets bumped up to the PO for
decision making or directly to the development team for implementation. Our
interview partners at Bar stated that informal, ad hoc (coffee corner-)talks between
DVT, developers and the PO are central instruments in discussing, judging and
triangulating feedback. Hence, we can also categorise filtering and interpretation
mechanisms in Bar in quantitative and qualitative aspects. However, the structures
are less complex and less differentiated than in Foo’s case.

It is notable that Bar has yet to establish formal structures for who actually takes
responsibility for the liaison and engagement with their test households, leading
to difficulties in regards to filtering and interpreting feedback coming from those
households:

[. . . ] there is the question if the developer should have frequent contact? I just don’t know.
Partially, sure, so he can hear opinions face-to-face and hear users’ problems – just to
understand. [. . . ] [the users] all have their opinions. That has to be channeled in some way.
Can you categorise such things? (I-B-02)
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Lastly, Bar’s PO is unsure if the test users might not become blind to certain
issues due to routine and debates weather the user sample should be regularly
changed, at least partially:

[. . . ] you just breeze over certain issues [after engaging with the product becomes routine]
[. . . ] if the beta-tester is at the point [where an issue arises] for the second time, he just skips
it [referring to ignoring issues or finding workarounds]. (I-B-01)

In this regard, the PO consideres the potential limitations of outsourcing feedback
collection and management to a service provider. While generally managing
feedback is a burden, having an external mediator between users and decision
makers within Bar was also deemed problematic. The close contact with the user
and the PO’s more or less direct and uncomplicated channels for approaching them
for specification and further questions were valued very much, which led to the
installation of the friendly user test set.

2.5.3.3 Qux

The situation for Qux is quite different from that of the other two SMEs with regards
to filtering and interpretation of feedback. Based on their role as a service provider,
they face the dichotomy of having to engage and negotiate with their customers as
well as having to discuss and judge user and customer feedback internally. Qux’s
open communication between the CEOs and the units is helpful in providing a
lean and agile structure to quickly engage with such feedback. The strings of such
decision making processes all converge on the PM but subsequently have to be
debated with the customer who makes the final decisions, sometimes forcing Qux
into less than optimal decisions:

For the most part, it is not very good if the customer selects [test] users itself but it’s just
the way it is; we don’t have the target audience on board. It’s a shame but it’s the way it is.
(I-Q-03)

Yet, Qux’s employees voice rather unequivocal support for user-centered design,
UUX and customer integration and – as mentioned before – reflect on those topics
frequently. The Creative Director puts this in simple, decisive words:

[Question about what would speak against a strong UCD-motivated process] “Just igno-
rance. If you do UCD, you put the user or the user group in your focus [. . . ] which is
logical. We don’t build things for animals or for little grey men but for people.” (I-Q-02)

Given their company structure, current practice in Qux’s development process
is to utilise as many automated use tracking, bug-tracking and data gathering tools
as possible since those can be integrated easily and quickly (and cheaply) into their
products. Data can thus be gathered in the background without disturbing users. This
quantitative feedback is then triangulated with qualitative information which mainly
comes in through email, either directly from users or aggregated from customers.
This practice meshes well with Qux’s agile process, in so far, as it can be considered
during the task planning of further sprints. Quantitative heuristics similar to Bar’s
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case are employed to speed the process up but Qux’s sentiment is that qualitative
information gathered by direct exchange and engagement with users would be more
valuable. However, limited staff resources as well as Qux’s customer relationship
make it hard to implement and also limit the possibility for Qux’s staff to pose
questions to users if they arise about qualitative data aggregated by Qux’s customers.
Trust in the validity of such data is critical but Qux has no first-hand way of ensuring
this. In addition to that, handling qualitative user feedback is currently done based on
the number of similar issues are reported. If things are mentioned more than twice,
feedback is worth discussing further internally discussion as well as with customers.

2.6 Discussion

Based on the three contrasting case studies, we see a growing awareness of the
need to integrate users into soft- and hardware development. Even a classically non-
iteratively operating company such as Bar either plans user integration from the
beginning or learns about the value of iterative development and feedback during the
process of developing products which rely heavily on user interaction and thus on a
positive UUX. Our studies also show that the number of users a company can engage
with as well as the differentiation of channels and tools can scale alongside the
company’s size. This is problematic since small companies like Qux who perceive
the need to engage more with users simply cannot do so adequately. It is certainly
possible to utilise internal testing, using ad-hoc methods such as convincing friends
to give feedback or put a mental emphasis on a user perspective. However, it seems
that the more people actually try to do this, the more they realise that such methods
are inadequate and have pitfalls such as too much introspection or blindness to
certain aspects. Such concerns become especially obvious when a second web of
entanglements, i.e. external customers, becomes part of the process. A possible
solution to such problems might be working with external, specialised partners for
certain aspects of user engagement, such as Crowd-Testing platforms or testing as
a service.7 Through economies of scale, such services can be offered more cheaply
than building complex infrastructures for user engagement and feedback internally
and might be an entry point for more in-depth work with users, as witnessed in Bar’s
case.

The differentiation of roles is a highly interesting factor. It, too, can – and maybe
even has to – scale alongside the size of the company itself. With Foo, we have an
exceptional example where, over the course of many years, a very intricate web of
different roles has emerged. Those roles and their different perspectives compliment
each other well and eliminate many of the insecurities and problems we saw in the
other cases, such as Bar’s issues with responsibilities for certain aspects of working
with users or Qux’s problems with data validity.

7An example might be Living Labs as a service, see e.g. [20].
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However, different roles do not just magically compliment each other – they
also clash and Foo shows how to facilitate this in a purposeful manner. Company
culture is the keyword here. Foo’s Social Media management might, for example,
disagree very strongly with a PO’s vision for something since she actively tries
to take on a qualitatively grounded user perspective. Heated discussions can
happen – and, according to Foo, they should. All roles need to be empowered
enough not to fear personal or other negative consequences yet still be able to
get behind the overall product vision. Agile development can help here because it
facilitates constant, quick engagement within teams and provides structures in which
things can be explored and tested without great risk or cost (and hence, usually
personal consequences). UCD can help as well because a common denominator
in developing products for users, not ‘for oneself’ can put things into perspective,
especially in regards to company culture. In Qux’s case, we see that even a small
company can form a very strong user focus in its culture. We also see that this has
significant impact on the products (if not as much as a combination with a strong
base in resources and differentiated roles, tools and channels).

With regards to channels and media, careful diversification also seems advisable.
Again, Foo serves as the example of a large SME but it is much less the diversity
of their tools and channels but rather their project-specific usage and focus which
make them successful. For example, Foo’s internet forums do not require much
maintenance because they are framed as ‘users help users’. Foo knows that their
chat option enabling users to talk to the support team is not used all that much and
could be cut without too much damage should the need ever arise; but they also
know that they should probably not change PO’s phone numbers lest they lose the
engagement with their long-term expert users who freely offer them very valuable
feedback. Certainly, smaller SMEs might not reach Foo’s level of diversification but
they can and should put careful, product- and user-specific thinking into which tools
and channels they actually use, how they frame them and what they do with them.

Looking at more Scrum-related channels and media, it should be noted that
diversification also seems relevant here: For example at Foo, roles such as Social
Media manager or the support team do not participate by default in Scrum activities
such as sprint planning meetings or daily stand-ups. At Bar, we found that only
software development organises itself in a Scrum fashion. On the one hand, this
leaves some room for different paces (customer support, for example, simply cannot
happen in sprint cycles due to its mostly reactive nature) and ‘outside’ perspectives.8

On the other hand, such diversification also induces friction and can make it hard
for teams or even individuals to relate to each others’ work practices such as pace,
focus, long-term view, technical vs. social aspects and so on. This can be moderated
by establishing and fostering informal exchanges and including non-members of the
Scrum team into Scrum events, tools and channels on a case-by-case basis. However,
we have our doubts that there can be a one-size-fits-all template on how to do this.
It is an individual, highly context-specific process that needs time, intelligent and

8As in outside of sprints and their – by definition – extreme focus.
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emphatic people as well as studying examples and constantly evaluating your own
approaches as well as being willing to change them. In our opinion, this is actually
one of the central advantages of agile processes with regards to UCD and UUX:
they cultivate a culture steeped in constant self-evaluation, iterative changes and –
crucially – the fact that rollbacks can be necessary and completely acceptable.

There seems to be one central point which can make or break user-centered agile
software development in a Scrum project and that is the PO. There is a very great
deal of power about the agile process itself as well as about UCD/UUX aspects
centralised in one single person. The demands on such a person are very high and,
depending on the project, may even be too high. Hedging one’s bets in the sense
of utilising more than one PO might, consequently, make sense as has already
been indicated in literature [27]. We see this in all our cases. It is most visible in
Foo’s case with three POs, but Bar and Qux also distribute some aspects of what
might be construed in strict Scrum doctrine (if there is such a thing) as the PO’s
responsibilities. Hence, codifying strict roles might not always be advisable and
a certain leeway might make sense. For example, appointing a senior member of
a UX-design team to a part-time PO assisting a continuous PO might be worth
considering if actually employing two full-time POs with complimenting skill-sets
is not viable due to project or financial constraints. However, not all agile processes
are Scrum and most development processes – in practice – are not textbook Scrum or
any other process model but are rather oriented on guidelines and otherwise adapted.
Yet, based on our results and our experiences as well as other published research
such as [27], we would think it likely that the importance of the PO is generalisable
to an extent for processes involving a role similar to a PO.

Concerning the crucial aspect of filtering and interpreting user feedback, we also
would like to point to the differentiation of roles, tools and channels as well as
to a solid company culture as the main factors for success. Furthermore, making
conscious decisions about including qualitative as well as quantitative types of data
in the development process seems highly advisable as well as economic. Regarding
the operationalisation of filtering and interpretative techniques; quantitative filtering
seems to be the more straightforward one: given thorough documentation in
database form, user feedback can be quantified and analysed rather easily. This
data can supply very valuable intelligence into trends. However, it seems extremely
important to supplement the quantitative view qualitatively: a good idea is not
necessarily the same as an often requested one. This makes qualitative filtering a
necessity. To use an analogy, in our interviews, we found certain similarities between
this kind of filtering and qualitative sciences like ethnography: deep immersion into
a product’s user base and using the product oneself – getting a feel for it and forming
experience – has been stated as very important and again, different perspectives and
their intersections are considered valuable (one could compare this to the concept of
inter-coder reliability in qualitative data analysis). Furthermore, a certain distance
from possible moderating factors (like budget aspects or other business influences)
seems associated with successful qualitative filtering in a manner not unlike the
(artificial) naive approach utilised by ethnomethodologists. All in all, both views
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compliment each other and if possible, neither should be viewed on its own when
engaging in filtering and interpretative action.

Thinking into the future, HCI and CSCW might provide help on the intersection
of agile development and UCD in certain areas: As indicated by Qux’s wishes for
lean, almost Twitter-style feedback tools, Bar’s utilisation of a partly externalised
user testing infrastructure or Foo’s quick and easy in-house tool to work with app
store reviews, properly (co-)designed tools to support agile and user-centered pro-
cesses are lacking. There are concepts from HCI and CSCW, such as comprehensive
situated user feedback and engagement mechanisms right inside of products, see
e.g. [34] or leveraging modern mobile devices to facilitate relatively lean, event-
contingent qualitative and quantitative data collection [7]. However, even if we as
researchers might not necessarily like it, those concepts can sometimes be unwieldy
and are not necessarily suitable for market-driven environments, necessitating
collaboration between researchers and professionals.9

2.7 Conclusion

We believe that there is no one-size-fits-all template for UCD/UUX and agile
software development. The integration of user centered and agile principles is
an artful business which necessitates many case-by-case decisions. However, we
also believe that case studies such as the ones described in this contribution can
help navigate at least parts of this difficulty – which, incidentally, is also why we
decided to keep our discussion on a relatively high level. Furthermore, we think that
some principles might be abstracted and generalised. We would like to close this
contribution with a presentation of those principles by way of a concise section on
suggestions.10

2.7.1 Suggestions for Integrating UCD and Agile
Software Development

UCD is important for good UUX (and market success): This is the most obvi-
ous point and well-established in the scientific community but given the fact that
multiple SMEs do not yet focus on UCD, it needs to be re-iterated.

9An attempt at an explicitly simple and lean user feedback system similar to what Qux wished for is
currently being developed open source led by our research group. It is called ‘Shake’ and interested
parties are welcome to try it out and/or contribute on http://github.com/UniSiegenCSCW/Shake.
10However, please keep in mind that those suggestions are grounded in literature and three
essentially qualitative case studies. They can make no claim to completeness or applicability in
all but we believe they are helpful in many.

http://github.com/UniSiegenCSCW/Shake
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Agile culture: Agile principles such as quick and iterative work (as well as
scrapping things if need be) are well suited to be interwoven with UCD methods
and user integration. However, there are still open questions (see below) and each
case is individual.

Company culture: Multiple people with multiple perspectives need to have voices
in the process and should to be able to challenge decision-making processes
without retribution. Space and opportunity for informal exchanges and the
grapevine are vital.

Differentiate roles, channels and tools: A differentiated, yet holistically consid-
ered organisational structure is a necessary base for UCD and agile development
and should be constantly iterated upon. User integration at (too) isolated points
might even be counter-productive. Triangulation is necessary.

Filtering and interpretation are necessary: Not everything that a customer wants
can be done or is actually a good idea and vice versa. Good ideas can be hard to
come by. Qualitative and quantitative filtering mechanisms should be employed.

Filtering is not trivial: Staff need to be educated, to actually use the product and
to develop an appropriate frame of mind. Supportive ICT systems can be useful
but are not necessarily available.

The PO is the critical point: A PO needs to make a significant amount of highly
relevant decisions, which is why the person filling such a role needs a grounded
(multi-stage) base for those decisions and a quite comprehensive skill-set.

Consider more than one PO: It may be sensible to employ more than one PO or
at least to treat the role more fluidly. If this is done, it is vital to establish and
communicate the different responsibilities of the POs so not to impact the agile
process negatively.
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Chapter 3
Templates: A Key to Success When Training
Developers to Perform UX Tasks

Tina Øvad and Lars Bo Larsen

Abstract Working with usability and UX design in an agile development context
such as Scrum has been found challenging. Not all companies have the need or
resources for a team of dedicated UX specialists. In other cases the UX team is
perceived as a bottleneck. We therefore set out to investigate; how companies can
perform UX tasks, when no or little UX expertise exists in the organization; if
it is possible to perform this work in line with the Scrum sprints and how such
work should be facilitated. To do this and since the Scrum framework states that
every team member should be able to perform every work task, we trained software
developers in three different companies to perform certain selected UX methods.
The training was done as 1-day training sessions. The developers were provided
with materials describing UX methods modified to be used in an agile, industrial
environment. These consisted of guidelines, templates and cheat sheets. These
materials were refined throughout the training sessions based on observations and
feedback from the developers. We found that especially the templates were highly
valued by the developers. The templates provided a quick overview of the method,
guided them in the work and gave them security and confidence in conducting this
type of work independently of the researchers. The templates described in the paper
have been made publicly available and may be used freely.
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3.1 Introduction

Even though a company realizes a need to increase the usability and user friendliness
of their products, it might be unable to invest in the resources needed to achieve this
[1]. This could be to set up a specialized UX team or assign UX specialists to their
product development teams. Furthermore, studies have shown that companies with
UX specialists often experience UX work as a bottleneck [2].

In this paper, we address these problems by investigating how a company can
perform UX tasks, when no or little UX expertise exists in the organization. We
investigate if it is possible to perform this work in line with the Scrum sprints and
how such work should be facilitated.

Our approach to alleviate these problems is to leverage already existing resources
in the organization – by enabling software developers to perform certain UX tasks.
We do not make any claims towards this approach being the best or indeed the only
solution – in fact; we believe it should be combined with other initiatives. However,
we do make the claim it is a viable solution and in the following sections we will
demonstrate how this can be achieved through a number of empirical studies.

Industry has largely adopted agile approaches. In particular, Scrum has become
popular [2, 3]. This paradigm states that every team member should be able to
perform every work task. Therefore, it seems quite rational to train developers to
conduct certain usability and UX tasks. This will utilise the developers’ already
present domain knowledge [4, 5] and could potentially facilitate a better downstream
utility and a shared language within the development team. Thus, to enable
developers to conduct UX tasks seems to be a potential solution to the challenge
of increasing the presence of UX activities in the development process. This is
elaborated and argued further in Sect. 3.2 on related work.

Working with usability and UX design in an agile development context such
as Scrum has been found challenging [6–8]. The contrast between the workload
of usability work and the simplicity, speed [3], iterative nature, and focus on
sprint completion [9] in Scrum is a challenge. One recommendation is to integrate
usability work into day-to-day development tasks [10]. A specific suggestion is to
investigate how usability work can be conducted on a small scale so the activities
can be integrated into each sprint [3]. Informal and lightweight approaches are
already commonly followed in industry [11]. Bruun and Stage [12] show how basic
usability evaluation training is a fast and cheap approach to provide developers with
minimum skills. For example, basic training can provide developers with a better
understanding of user perspectives, while not replacing usability practitioners [13].
Instead basic training can strengthen the collaboration between non-technical and
technical roles [14].

As stated above, we suggest addressing this problem by using software develop-
ers as a UX work resource. To facilitate this, we have selected and modified three
widely used UX methods to be tailored to an agile, industrial environment [15–18].
This is described in Sect. 3.3. We will make the case that this approach will facilitate
a shared language in the development team while at the same time reduce a potential
bottleneck in the organization.
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Our approach is empirical: We do in-situ training sessions with software
developers from three different companies. We record their attitudes towards UX
tasks before and after the training sessions, and monitor their performance, when
they apply the acquired knowledge and carry out the tasks independently. During
the process, we provide written materials, such as guidelines, templates and “cheat-
sheets”. We developed and refined these supporting materials in an iterative manner
throughout the process, reinforced by observations and developer feedback. This
is described in detail in Sect. 3.5, where focus is on the templates, which proved
to be the most popular and usable tool. Furthermore, we show examples of the
evolution of the templates. The materials developed in this work and described in
the following sections have been made available as a freely accessible resource via
the Open Publication Licence and can be downloaded from [19].

3.2 Related Work

This section reviews a number of empirical studies concerning developers receiving
training to conduct certain UX tasks.

Bruun and Stage [12] introduced eight software developers from a small
company (20C employees) to a 2-day basic training course in a traditional user
based usability test with video analysis. As a part of the training, the developers
were to analyse five video clips from a previous conducted usability test. After this,
five of the developers were asked to conduct a user test on one of their own products
and analyse this for usability issues. Two HCI specialists likewise analysed the
data. Results showed that the developers were able to identify 48 % of all usability
problems compared to a team of HCI specialists, who identified 62 %. A second
study focusing on the IDA usability testing method showed comparable results
between developers and specialists. A follow up study later revealed that developers
had fixed approximately 60 % of the found issues, thereby accepting the usability
corrections as a task in their development project [12].

Karat and Dayton [20] reported on two different training programs for education
developers in user research and usability methods. The first training program was
conducted at an IBM software development lab as a 6-day on-site training session.
The training session’s purpose was to establish a corps of usability advocates among
the developers, by introducing them to contextual inquiry, customer interviews, and
design constraints and standards, which they could use in their daily work. The
training resulted in the practitioners conducting numerous of user inquiries and
establishing effective communication between different parts of the organization.
Both the practitioners and the management expressed satisfaction with the training
and its outcome, which had increased the general awareness of usability among the
employees. The consulting company Bellcore provided the second training program
as a service to their customers. The training consisted of a 3-day workshop where
the developers were seated in small groups of 6–7 people, with minimum one real
end-user among these. The workshop introduced a participatory design framework
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and focused on task analysis and paper mock-ups. The workshop was split into 10 %
formal lecture and the remaining 90 % of the time was focused on the developers
applying the methods on their own products. Because the learning environment of
the workshop was very similar to a real software development environment, they
argue that the participants would have an easy job explaining their methods to other
co-workers, and likewise easily be able to apply the methods from the workshop
in their real project. However, they did not present any evidence for these positive
benefits of the workshop’s outcome [20].

Nielsen et al. [21] presents a series of five workshops training all-in-all 27
developers in designing GUIs. Each workshop was designed as a 1-day event and
focused on design principles and guidelines for GUIs, and paper mock-ups. The
participating developers worked together as a team and used the learned methods for
their own GUI designs. Afterwards usability specialists using a heuristic inspection
method evaluated each GUI design. Afterwards the results of the inspections were
discussed with the participants in order to provide constructive feedback to the
developers’ design and learning. Seven months after the training, they made a
follow-up evaluation on one of the participating teams. They had made a complete
GUI prototype for one of their products. The prototype was inspected using heuristic
evaluation. The inspection revealed several usability problems but also showed that
the developers had been able to apply the leaned methods and design a cohesive
GUI [21].

Based on these experiences, as well as requirements made by the participating
companies, we decided to apply a number of constraints to the approach:

• The training should be conducted in-situ, both for convenience and for easy
access to resources, such as test participants, prototypes and other equipment.

• The cases provided in the training sessions should be real-life and taken from the
company’s on-going product development process.

• A training session should have a duration of 1 day and include a large proportion
of hands-on exercises.

• Training materials such as templates and other documents should be prepared
prior to the training and provided at the training session.

• After the training session, the participants should carry out the tasks indepen-
dently of the researchers, preferably within a 3-month window.

3.3 Method Selection

The constraints mentioned above narrowed down the number of suitable methods,
together with the demand that the methods should be suitable to be used in an agile,
industrial setting and applied by software developers.

We did not include more explorative user research methods (e.g. ethnographical
studies) primarily applied prior to the product development process. Nor did we
include the very formal quantitative usability evaluations sometimes performed by
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the end of the development process. However, Contextual Inquiry was listed, since
this approach can be used throughout the development process in order to gain
information regarding the use situation and the end-user.

These decisions were based on the fact that software developers are typically
not involved at these phases of the product development process. Furthermore, the
methods typically require trained specialists. In addition to this, the methods must
be applicable within a single sprint. These constraints have been applied to a range
of widely used UX methods.

Not surprisingly, we only identified a limited number of suitable candidates.
Furthermore, during the initial steps we observed that developers had difficulties
with analysing the collected data. This finding limited the list even further [18]:

1. A modified focus group technique [22]. This is denoted Focused Workshop
[17, 23].

2. Comparative usability testing, modified by [16]. This is denoted AB-testing
[16, 23].

3. Contextual Inquiry as described by [24, 25] and modified and referred to as
Contextual Interview [23].

4. Cognitive Walkthrough as first described by [26] and modified by [27, 28].
5. Instant Data Analysis (IDA) as described by [29].

This short list contains five methods, which cover the desired development
phases. Furthermore, these methods were judged to be ideal as a starting point for
the work, due to its level of complexity and time constraints. Since the time frame
for the project was restricted, only three of the methods were included (Focused
Workshop, AB-test and Contextual Interview). A more thorough description of the
modified methods can be found in Sect. 3.5 and in [19, 23].

3.4 Research Method

The software developers at three companies (presented below) were trained in using
the methods over a period of 2 years. The training approach and corresponding
materials were updated and refined based on the experiences gathered in each
iteration. Here we focus on the templates provided to the developers to design and
plan the studies and report the results.

To introduce each of the methods, the developers participated in a 1-day hands-
on teaching course for each method, for more details concerning the training see
[16, 23]. The training session was based on principles and designs used by earlier
studies, following a “presentations and exercises” approach [9, 12–14].

The notion of using guidelines and templates together with 1-day hands-on
training sessions is the result of the experiences of previous studies reported in
the literature coupled with the requests from the participating companies. Together
these enable a quick, simple and efficient solution, which suits the pace of agile
development.
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During our initial observations at Radiometer (see description below), we found
that the use of different artefacts in the development process was widely adopted.
Particularly, the use of templates for documentation is widely used to efficiently
track the progress and the validation process of the different products. It was
therefore decided to develop guidelines and templates to guide the developers in
how to plan, conduct, analyse and apply the different methods. In order to document
the process and the findings, templates were developed as well. This approach
is supported by Nielsen et al. [21], who point out that novice practitioners need
structure, especially if conducting this type of work is not a main task.

During our work, it became apparent that templates acted as the pivotal instru-
ment. Initially we hypothesized it would be the guidelines, but this was proved
wrong. The templates were found to be the most useful instrument to steer the
execution and documentation of the UX tasks. Therefore, the issue addressed in
the remainder of the paper is how such templates should be designed to achieve the
optimal acceptance and usefulness for the developers.

3.4.1 Study Sites

The empirical studies were carried out within the software development teams at
three distinct companies: Radiometer Medical and TC Electronic in Denmark, and
SenDx Medical in the US. All companies used the agile framework Scrum.

Radiometer Medical ApS is a global provider of solutions for acute care testing
and develops medical devices. The company is headquartered in Denmark and has
about 2400 employees worldwide with 250 in R&D. The company has used Scrum
for 5 years as the primary development framework with 3-week sprints. Radiometer
has focused on UX design for a number of years and due to increasingly strict
regulatory demands from the U.S. Food and Drug Administration (FDA), to be
in compliance with usability standards e.g. [30]. Consequently, Radiometer has a
dedicated UX team in place, but intends the software developers to perform minor
UX tasks on their own, thus minimizing potential UX bottlenecks and developing a
shared language between the UX and development teams [31].

TC Electronic is a global company with headquarter and main R&D facility in
Denmark. TC Electronic produces audio equipment primarily for the music industry,
e.g. guitar and bass amplifiers, guitar pedals, sound and picture production systems,
and broadcast systems. Worldwide TC Electronic has about 300 employees, with
30 in the R&D department. The company has 4 years of Scrum experience as the
primary development framework using 3 weeks sprints. Each of three development
teams has a mix of software, hardware, and mechanical engineers with a joint focus.
TC Electronic has no dedicated UX team or employees and has no current plans in
this direction, but expects the R&D teams to carry out UX tasks. [32]
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SenDx Medical is an American based company located in California. SenDx is a
subsidiary to Radiometer and develops medical devices. SenDx is under the same
regulatory demands as Radiometer concerning the usability standards put forward
by FDA. SenDx uses Scrum as the development framework and has 3-week sprints.
The company has people working with usability, but relies on Radiometer’s UX
team for major UX tasks. By upgrading the developers’ skills at SenDx they can
perform minor usability and UX tasks on site instead of having to rely on the
Radiometer UX team [33].

3.4.2 Research Approach

To record the effects of the training and the developers’ attitudes towards the tasks,
we carried out semi-structured interviews with the developers at three points: before
and after the training, and a final interview after they had applied the methods on
their own. For each interview, an interview guide was developed. Furthermore,
observations and video recordings were performed throughout the sessions and
transcribed and analysed together with the interviews.

The interviews and notes were transcribed and analysed by performing a meaning
condensation of the data as described by Patton [34], followed by performing
five steps in a cyclic manner: compiling, disassembling, reassembling, interpreting
and concluding, as described by Yin [35]. This iterative process resulted in the
identification of some overall themes, which led to further modification of the
different usability and UX methods and corresponding materials. The themes related
to the templates are described in Sect. 3.5.

3.4.3 Study Organization

In the final selection, three of the methods mentioned in Sect. 3.3, “Focused
Workshop”, “Contextual Inquiry” (later adapted to Contextual Interview) and “AB-
testing” were chosen. These were applied at the three companies according to the
overview shown below in Table 3.1. In the following, a study refers to training and
evaluation of one usability/UX method within a company. This paper consists of six
studies – three carried out at Radiometer, two carried out at SenDx and one carried
out at TC Electronic.

As indicated in Table 3.1, not all methods were applied at all sites due to practical
and logistical constraints. However, substantial empirical material was collected
from the studies. This is presented in Sect. 3.5, where the iterative development
of the templates also is described.
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Table 3.1 Overview of the training and evaluation iterations

– TC Electronic Radiometer SenDx

Focused workshop – Summer 2014 –
Summer 2014

AB-testing – Fall 2014 Spring 2015
Winter 2015 Summer 2015

Contextual Interview Fall 2013 Spring 2015 Summer 2015
Winter 2014 Fall 2015 Summer 2015

3.5 Results of the Studies

This section presents the studies described in Table 3.1 above. The focus is on
the development of the templates and materials, but the training approach is also
discussed, however a more in-depth description of the training can be found in
[17, 23]. The studies are described in chronological order, and each study may
contain up to four iterations of the materials. The results quite broadly describe the
initial studies and iterations to save space, but become more detailed as a detailed
format emerges.

3.5.1 Contextual Inquiry at TC Electronic

We initiated the study cycles by training developers at TC Electronic. The method
in this study was Rapid Contextual Inquiry (CI) including the tailored qualitative
data analysis methods, as described in [24, 25] within the framework of Contextual
Design (CD). The choice of introducing the CI method was based on a wish from TC
Electronic to acquire a systematic and simple method for gathering insights of user
behaviour. These insights would be used to support TC Electronic in determining
the key features and the context of use of new product from an initial phase.
It was further a request that the method should fit into their agile development
process. The participants were introduced to the CI and the data analysis methods
through a 1-day workshop (7 h) at the company facilities. At this point the training
materials largely consisted of the materials described in [25] including samples of
affinity diagrams, artefact models, etc., associated with CI. The training was well
received and approximately 2 months later, the development team at TC Electronic
planned and conducted out a CI. This was also successful, but at this point, we
observed problems during the CI analysis phase and were called upon to assist.
Interviews with developers confirmed that the teaching approach was well received,
but revealed that the subsequent analysis was felt to be too hard and required
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external expertise. Additionally, it was experienced as too time consuming. Overall,
the method was considered useful and a representative from the company later stated
that several months had been cut from the product development time, as the CI
demonstrated that many anticipated features would be superfluous and were omitted
early in the process.

This study clearly showed that the structured approach imposed by the CI was a
gain. However, we found that the analysis phase of CI seemingly required a stronger
background within UX than we anticipated and the method needed to be adapted
further. This was taken into account in the next iteration of the Contextual Inquiry
method (see Sects. 3.5.8 and 3.5.9).

3.5.2 Focused Workshop at Radiometer

Radiometer requested a method that could facilitate a closer relationship between
the developers and their end users. Therefore it was decided to go with a focus group
approach, but customized to the agile, industrial setting. Pre-training interviews
with Radiometer developers and the experiences from the training at TC Electronic
including post-training interviews with TC Electronic developers formed the basis
of the approach. The aim was to make the analysis part less prominent and we
wanted to create some additional structure to this often less structured method. The
resulting adaption is denoted a Focused Workshop. We developed a structured and
rigorous guideline to support the developers, together with two templates – one for
planning the session and one for reporting the findings. [17]

Instead of assigning a whole day to training, we decided to have two developers
observe one of the authors conducting a Focused Workshop as trainees and
act as note takers. From interviews with the developers it was clear that this
approach resulted in high confidence about the results the method could provide
as well as their ability to conduct a Focused Workshop session on their own.
One of the developers subsequently planned, facilitated and analysed a Focused
Workshop. Interviews made it clear that the practical training and the structure of the
guideline were accepted. But when the developer facilitated a Focused Workshop
independently, he did not use the templates at all and when going through his report,
a number of important items and findings were left out. Such matters would had
been emphasized in a more structured training session. [17, 23]

From this, it became clear that a strict “observe and learn” approach is not
sufficient, even though it was well received and imparted the developers with a
high level of confidence. A more directed and organized training supporting the
information in the guideline and the templates was needed, and the templates must
be easier to adopt.
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Fig. 3.1 Initial version of the first page of the planning template for AB-testing

3.5.3 AB-Testing at Radiometer

AB-testing is a usability test, where the goal is to compare user performance and
preferences for different design proposals and to help the decision process. In our
approach, a variable can be anything from the colour of a button to the whole GUI
design [16, 23].

We decided to use a structured training approach together with a guideline and
two sets of templates (planning and reporting). An excerpt from the templates is
shown in Fig. 3.1.

3.5.4 First Iteration of AB-Test at Radiometer

The training was conducted as a 1-day (7 h) training session with five developers.
The training involved the participants planning, performing and analysing an AB-
test for a real-life test case, taken from a current project. For more details concerning
the actual training session, see [16, 23].

After the training, all felt confident about conducting an AB-test. The most
important reason given was that they could rely on a structured and established
process in combination with the provided materials. One participant pointed out:
“Just to know what making such a test involves, and what challenges there are – I
think that is healthy” [16].
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The developers were very positive towards the materials. One stated: “I think they
(the guideline and templates) were very professional and thorough – and I liked the
greyed out guiding texts”.

However, it was clear that the templates were the central item, as one of the
developers pointed out: “We are not like the university; we have these tools because
we are going to solve a specific problem. Therefore, I would turn it upside down. In
my world the tool is the template.” The templates were used very closely: “We used
it [the template] a lot – step-by-step, and almost answered it.” This was supported
by: “They were really good. They were really, really good. We used them a lot. I
think it would have taken us more than the double amount of time than it took us to
do the task without them.”

From our observations during the training and the interviews, the importance
of the guidelines and especially the templates were evident, as also noted above.
However, some issues with the templates for scoping and reporting the findings
were pointed out: “It is just that the test script looks quite intimidating because
there are so many entries, but you just need to understand that some of them are not
applicable”. And another participant had an idea of how he would like them to be:
“I think the report should just be a one-pager, where you have five lines to describe
the purpose and some check boxes to check concerning if it is a within or between
subject design, etc. It has to be as easy as possible”.

Based on these findings, the templates were modified and made even more
accessible and lightweight, and they were merged into one single template, thus
including both a planning, and a report part, see Fig. 3.2.

Fig. 3.2 The first page of the planning and report template for AB-testing after first iteration
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3.5.5 Second Iteration of AB-Test at Radiometer

In the second iteration, four of the developers planned, implemented and analysed
an AB-test on their own. We observed them during this work and interviewed them
afterwards [16].

From the observations and the post-test interviews, it was clear that the par-
ticipants were very appreciative of the templates. One said: “We did not use
the guideline when we organized the test – we only used the template”, and he
continued: “When there is a template, we here at Radiometer are encouraged to
follow it : : : if there is a template we will follow it.” This is supported by: “We
followed it [the template] quite strictly – maybe we took out a little bit, because one
part was not relevant” and: “We followed it [the template] very strictly, we tried to
fill in as much as possible.” While these statements show a strong preference for
the provided template they also show that any errors in these are likely to propagate
directly into the studies. Thus, care must be taken when developing templates and a
validation process must be in place.

An in-house UX specialist validated the developers’ results from the AB-tests
and found the obtained results valid.

3.5.6 Third Iteration of AB-Test at SenDx

To validate the results obtained at Radiometer a further training session was carried
out at SenDx. Four developers participated. As previously, the template were well
received and adopted. This was confirmed by statements like: “We did not rely on
the guideline, we followed the template”, “Lovely. It was like – okay, and then I have
to go here and do this. It guided us quite well. All you have to do is sit and do the
work and then you’re done.” and “I liked it cause it kind of summarized everything
pretty well. It gave an entire overview of the entire process, that’s why I liked it.”
However, some of the appeal is probably due to convenience.

One participant suggested to: “Have a real world example we can go through
and just replace the text”. We considered this idea, but discarded it, as our previous
studies indicated it would be too risky. Participants would be tempted to follow
templates too literally. Including a real world example in place of the instruction
texts (see Figs. 3.1 and 3.2), would lead developers to adopt it directly without
considering necessary adaptions.

3.5.7 Fourth Iteration of AB-Test at SenDx

Four developers subsequently planned, executed and analysed an AB-test on their
own. We observed them and interviewed them afterwards. The same trends as found
at Radiometer were found at SenDx. This is supported by statements like: “Yeah, it



3 Templates: A Key to Success When Training Developers to Perform UX Tasks 89

[the template] helped us prepare the whole test, it helped us organize material – it
makes everything a lot easier.” and: “We basically followed the template directly.
We followed it similar to how we did last time. So basically we answered all the
questions presented there and ended up with a document.” Further: “The document
[template] is flexible enough that you basically fill in the blanks with as much detail
as you can provide. So I think it works out fine that way.”

We conclude from this study that we have reached a stable version of the
templates for the AB-testing case and consider the templates for AB-testing
complete. The final version can be downloaded (and freely used) from [19].

3.5.8 First Iteration of Contextual Interview at Radiometer

The template-based approach has proved to work well for the AB-testing case, so we
returned to Contextual Inquiry to investigate, if it was possible to adapt this method
into a suitable form for our case. From the first trial with Contextual Inquiry at TC
Electronic, it was clear that developers experienced some issues with the analysis
phase. Furthermore, we propose that in an agile, industrial setting it is often not
necessary to perform a full in-depth analysis as required by Contextual Inquiry.

We modified the method accordingly with a more shallow analysis phase and
developed the materials for this. We denote the method Contextual Interview, to
indicate the strong inspiration from Beyer and Holtzblatt’s Contextual Inquiry [25].
As previously, we developed a guideline for the method, together with a lightweight
planning and report template, see Fig. 3.3.

The training consisted of a 1-day training session, where five participants had
the opportunity to obtain hands-on experience and to plan, execute and analyse a

Fig. 3.3 The first step of the planning and report template for Contextual Interview
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Fig. 3.4 The first step of the planning and report template for Contextual Interview after first
iteration

Contextual Interview of a real-world task. For more information about the training,
see [23]. When interviewed after the training session the reactions were similar to
what we observed from the AB-testing case. The template was used throughout the
Contextual interview and the developers were satisfied, as one pointed out: “There
was what there should be and nothing more” and another stated that: “I really like
that if I start from the top and run through it, then I have probably captured what was
intended.” The participants expressed a desire to have a cheat sheet to support the
work, since they found the guideline too text-heavy, but still liked the opportunity
to look up details, as was pointed out: “There has to be some sort of short guide –
how to get started, do this and this.”

However, it was clear that the developers did not believe they would facilitate
more than a single Contextual Interview at a given time. This led to the removal of
the data consolidation phase (derived from Contextual Inquiry, see [25]) from the
template, see Fig. 3.4.

3.5.9 Second Iteration of Contextual Interview at SenDx

The training was similar to that conducted at Radiometer. The four participating
developers primarily used the template when planning, executing and analysing the
Contextual Interview. They did not have many new comments for the templates, but
observed: “It was pretty similar to the AB-test.”
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Fig. 3.5 First example of a cheat sheet for Contextual Interview

As observed in the initial Contextual Inquiry case at TC Electronic, there were
some problems with the analysis phase – especially how to analyses notes. We
suggested using Contextual Design’s Sequence Model for the notes [25]. This led
to a proper analysis of the obtained data. Like the developers at Radiometer, several
expressed a desire for some sort of cheat sheet, since the guideline is quite text-
heavy and one developer actually made his own during the training session. See
Fig. 3.5 for an example of a cheat sheet for Contextual Interview.

3.5.10 Third Iteration of Contextual Interview at SenDx

Similarly to the AB-test case, two of the developers planned, executed and analysed
a Contextual Interview. We observed them during this work and interviewed them
afterwards. Again it was clear that the template was the main focus in both planning
and analysing. As one pointed out: “We basically just filled out the sections to create
the report. It is nice to have that kind overall structure already, it helps you to figure
out – okay, I just have to put this in.”.

The cheat sheet was successful: “I used the cheat sheet many times : : : I was able
to quickly jump to the different areas.”

This concludes the results from the empirical studies carried out at the three
sites. Stable versions of the training guides and templates for AB-test and Contex-
tual Interview have been reached. These have been cross-validated by separately
applying them at two participating companies, where feedback and observations are
highly correlated.
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3.6 Discussion

3.6.1 Selection of Methods

The three methods applied in the present paper were carefully screened and
evaluated as feasible for integrating into an agile environment and teaching non-
UX professionals [17]. Only a limited number of methods can be expected to
fit these criteria. An important obstacle was observed during the training, as the
developers experienced difficulties when analysing the collected data. This finding is
supported by other studies; Eriksson et al. [13] found that developers find it difficult
to interpret observations; Bruun and Stage [12] found that developers had problems
with supporting observations with data; and Bruun et al. [4] found that developers
have problems understanding how findings can be used for radical design changes.
In our studies, we particularly observed problems with qualitative data analysis.
This finding will limit the number of suitable methods, for our approach to those
not requiring in-depth analysis of qualitative data.

3.6.2 Training Sessions

The training sessions and application of the methods provided new knowledge and
skills to the developers as well as an accommodating attitude towards usability and
UX work within the development teams. This shows that upgrading the developers’
skills can facilitate a shared language in the development team.

Furthermore, our findings indicate that developers will be able to enter into
a dialogue and provide useful input to UX specialists, when such are present
in the organization. Furthermore, agile development requires quick and informal
evaluation and by these studies, we have shown that developers can indeed acquire
the skills and inclination to perform such tasks. We found it beneficial to conduct
training sessions as hands-on and not just “observe and learn” and we found it highly
successful to include real life tasks in the training sessions.

3.6.3 Training Materials

During the process, we found that a quite structured approach was required and
guidelines, templates and cheat sheets were developed to support this. However, it
was evident that the materials must be as lightweight as possible, while retaining
the necessary amount of guidance and information.

The developed training materials can therefore be seen as addressing three
different levels of guidance: The cheat sheets are the most lightweight, giving a
quick overview of the method and the task sequence. The template is the next level,
giving a bit more information and a bit more guidance. The templates ensure that, if
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followed from start to end, you have succeeded in applying the given method. The
templates should therefore be easy accessible and self-explanatory. The final level
is the guideline, where it is possible to look up more details concerning the method.

We do not claim the developed materials can stand alone. In our work, we have
always provided training in their use.

3.6.4 Evaluation of the Training

The main evaluation criterion has been the subjective impressions of the partici-
pating developers. We have measured their confidence and trust in their abilities to
carry out the tasks at three points: before and after the training sessions and later,
when they have applied the method on their own. These are illustrated in Table 3.1.
In all the studies we could detect a clear rise in developers’ confidence and trust in
their capabilities as reported throughout Sect. 3.5. In that sense the approach has
clearly been successful.

In one study, AB-Testing at Radiometer, an external evaluator (a trained UX
specialist with domain knowledge) was called upon to assess the usefulness and
quality of the results produced by the developers. The assessment was positive and
the results have indeed been included into the design process of the company’s
product. A more large-scale comparative evaluation scheme has not been possible,
but could clearly be beneficial.

Concerning the training materials, we applied an iterative development strategy
and used a saturation criterion to evaluate whether the materials needed more
iteration. We judge that stable versions emerged through the iterations we performed
and the quality and usefulness of the materials therefore are acceptable without
further work.

3.7 Conclusion

Our goals with this work were to investigate how a company can perform UX tasks
when no or little prior UX expertise exists in the organization, to see if it is possible
to perform this work in line with the Scrum sprints, and to see how such work should
be facilitated.

We chose to answer the questions by training software developers to perform
certain selected UX tasks. We selected and modified three widely used UX methods
and tailored them to be used in an agile, industrial development environment. We
designed a training approach based on 1-day sessions with a group of developers
and kept a focus on hands-on experiences and real-life cases rather than watch-
and-learn and textbooks. Finally, we provided the developers with three different
levels of materials – guidelines, templates and “cheat-sheets”. The methods, training
sessions and materials were then refined in up to six iterations in the organizations.
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Through our observations and interviews, we found that especially the templates
were highly valued by the developers. These templates gave the developers a quick
overview of the present method, guided them in the work and gave them security
in conducting this type of work independently. Using the templates boosted the
developers’ confidence in their own ability to conduct UX tasks.

We have contributed empirical knowledge on how to train software developers
to perform minor UX tasks on their own. We conclude that the studies have
successfully demonstrated the feasibility of training software developers to carry
out certain usability and UX tasks within a sprint, when they are supported by the
templates.

We have also identified the limitations of the approach. It became obvious that
the participating developers had trouble analysing qualitative data and the approach
should thus be limited to UX methods not relying heavily on qualitative data. This
excludes more comprehensive explorative methods, such as ethnographic studies.
However, a method might be modified to fit, as demonstrated with the Contextual
Inquiry, where some steps of the analysis were omitted.

However, we do not see this as a stand-alone solution and it is important to note
that we do not intend the results of our study as an argument towards removing UX
specialists from the development process. Rather we have contributed to the limited
research issue on how software developers can be a part of the on-going work with
usability and UX design within companies. Finally, we have described a hands-on
approach for working with usability and UX on a day-to-day basis, which has been
missing in the existing literature [7].

3.8 Further Work

The goal is to develop a UX toolbox with a variety of UX and usability methods
targeted for use by developers in an agile, industrial environment. The long-term
plan is to collect the methods in a UX toolbox and develop an index making it
possible for non-specialists to identify quickly the most applicable and cost efficient
method for the given situation. The next steps are therefore to modify more usability
and UX methods and work with a broader base of companies for further evaluation
and validation. We therefore invite companies to make use of our material in order to
refine the material further. The materials are freely available and can be downloaded
from: http://UXToolbox.es.aau.dk and we invite researchers and practitioners to use
the methods and templates and contribute with their own.
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Chapter 4
Integrating Scrum and UCD: Insights from Two
Case Studies

Alvaro Aranda Muñoz, Karin Nilsson Helander, Thijmen de Gooijer, and
Maria Ralph

Abstract This paper presents two case studies that suggest how to adapt Scrum
for user-centered design (UCD) focused industrial projects and how to work with
UCD in Scrum software development teams. The objective of the paper is to share
insights gained from running such combined projects in industry in order to help
others avoid some of the pitfalls associated with this way of working. There has
been much published in this area within the research community. However, our work
presents both perspectives: adapting a UCD way of working towards a Scrum way
of working; and adapting Scrum for running projects from a UCD perspective. We
explore the impact Scrum had on team members’ work-practices during a project
life-cycle and what lessons were learned from our experiences.

Keywords Agile Scrum • User-centered design (UCD) • Case study • Industrial
application

4.1 Introduction

Agile methods have become very popular over the last several years with a
number of published articles focusing not only on how to apply Agile methods for
development projects, but also how these methods could be applied to user-centered
design (UCD) focused projects as well [1, 2, 3, 4]. With its increased use, we were
therefore interested in applying it to our current way of working in order to explore
both the advantages and disadvantages of its use.

UCD is an approach which takes the perspective of having the user as the main
focus at all times. It involves an iterative process of requirements gathering, concept
design and testing with real end-users. Although it shares with Scrum the focus on
iteration, it differs in the perspective it takes towards not only having a primary focus
on the needs of the end-user as the main consideration for design decisions, but also
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the need to collect and maintain a holistic perspective at all times. The core of this
paper is therefore dedicated to presenting two case studies focused on; (1) how
UCD fits into Scrum and how our project team used and adapted Scrum for a UCD
focused project, and (2) insights from one of our team members who had the chance
to work and observe the way Scrum was run in three different Scrum teams within
the company, who were already using UCD in their product development process.

The insights from the first case study present our interpretation of the standard
components associated with running a Scrum project, the challenges encountered
when trying to integrate Scrum and UCD from the perspective of the project team
and workarounds used to handle some of these challenges. The second case study
presents insights into a Scrum software development team, which were made and
observed by one of our co-authors who took part of their work process.

In this paper Sect. 4.2 outlines the Scrum framework used from three perspec-
tives: details related to the Scrum team; details related to Scrum activities, most
notably the sprint; and details relating to Scrum artifacts including the backlog
and features/user stories or tasks. Section 4.3 describes two case studies, the first
a project that introduces Scrum into a UCD way of working, and the second a case
study which discusses how UCD was introduced into a Scrum way of working.
Section 4.4 discusses possible adaptations that could be made to the Scrum process
to support UCD focused projects and a proposed way of running these types of
projects in the future.

4.2 Adapting Scrum in a UCD Project

4.2.1 Background

The team decided to use Scrum for a UCD focused project that ran over a period
of 8 months. The team consisted of seven members with expertise in software
development, software architecture, HCI, user experience (UX), and interaction
design. All the members of the team were situated in the same building.

Given the project length of 8 months, there was no need to organise the sprints
in increments (collections of sprints), which is something commonly used in larger
projects to organise and keep control of progress.

The project employed a UCD approach to develop a Unity 3D prototype for
improving information visualisation and situation awareness to support more effec-
tively production processes in production factories. This type of project involves a
large variety of roles and skills; such as user research (interviewing and observation
skills), the creation of graphic art in 2D and 3D, user interfaces, animations, software
architecture, programming and UX design to meet the needs of the users. These
users consisted of production line managers responsible for different parts of the
production process (e.g. assembling one part of a larger system) and other factory
personnel who play a supporting role such as supply chain management.
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Given the nature of working within a research environment and the futuristic
focus of the project, it was difficult to estimate and plan in advance the length that
the tasks would take and to break down the project into goals for each sprint with
accurate information. This setup differs considerably from a consultancy project for
example, in which experts in a particular field are continuously delivering the same
type of product time after time, as this helps them to have a better understanding of
the project to be delivered and how to estimate and plan accordingly.

Another consideration is that the outcome of the project was to deliver a
prototype and not a real product. This implied that less than normal external
resources or other roles were required for the team, e.g. no need for testers or
integrators. However, there were external dependencies that are common in any
UCD project, as for example the need to interact with users for field studies, and
to test the different phases of the design and implementation.

4.2.2 Scrum Framework

In this section we outline: our interpretation of the key practices of Scrum, which
generally follow the Scrum Guide [5]; and how we at first implemented these
practices before making changes based on our experiences going through the project
life-cycle. Since Scrum itself can have varying degrees of interpretation, it is
important to outline our Scrum process in this way so that our approach is clear
and leaves no room for misinterpretation or incorrect assumptions.

4.2.2.1 Team

In the beginning of our project we started to use Scrum without any team members
having prior professional experience using Scrum, and with just one team member
taking part in a Scrum training course. From this knowledge we began to develop
the framework within which the project would be run.

According to Scrum practices each team is coached by a Scrum Master who is
responsible for guiding the team in how to follow the Scrum process. We appointed
one of our team members as Scrum Master and kept the same Scrum Master
throughout the project. The Scrum Master was the same person that attended a
Scrum course early on in the project and therefore it was felt by the project team
that this person was best suited for this role.

In addition to the tasks associated with the Scrum Master (e.g. running morning
meetings, review meetings and retrospective meetings, etc.), this person also needs
to take on the responsibility of shielding the project team from outside work
interruptions (e.g. outside people coming and asking for resources from the project),
which often happens in larger organisations. The Scrum Master in our case tried to
adhere to this as best as possible.
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Scrum assumes the presence of a product owner who decides on the priority of
features/user stories and whether a task can be considered as “done” at the end of
each sprint. Our project had an internal receiver, someone within our organisation
who is responsible for taking over the resulting prototype. For several sprints we
did not get firm commitment from our receiver with regards to them taking over
the product owner role. Therefore, the project leader – an internal project role
responsible for managing deadlines and meeting project requirements – had to
assume the product owner role for the remainder of the project. We therefore use
the term proxy product owner to reflect this difference. However, the proxy product
owner stayed in close contact with the real product owner (i.e. receiver), keeping
them in the loop with constant project updates and arranging meetings when critical
decisions had to be made. This proxy product owner also had some influence over
the requirements in addition to the requirements collected during the interviewing
phase with the real end-users. This was because the proxy product owner was also
a type of end-user of the system (e.g. manager).

4.2.2.2 Activities

Scrum prescribes fixed duration sprints no longer than 1 month. At the very
beginning of the project we decided on 2-week sprints as a starting point, because
planning further ahead would remove the desired flexibility in a research project.
After several sprints we decided to keep this sprint length since it was working well
for the team but with the understanding that the sprint will involve 2 full weeks of
work, that is 10 working days. Thus, those working days when the whole team was
unavailable, e.g. public holidays, were added to the calendar time length of a sprint
to make up the 10 full working days required. On some special occasions when
some members of the team were not available, e.g. collaborating with other projects,
the time length of the sprint was discussed and normally 1 extra week was added
to compensate. Also some adjustments were made for project milestones, such as
demonstrations of the software to the real product owner. These adjustments were
made to ensure that availability of features required for demonstrations were always
discussed one or two sprints in advance, as it was necessary to book and prepare the
corresponding resources.

Scrum requires a sprint planning meeting which precedes each Scrum sprint.
This meeting is time limited to 8 h for a 1-month sprint; thus we restricted ourselves
to 4 h per 2-week sprint. The planning is done together with the entire team and
results in a sprint goal and a selection of backlog items that support reaching the
sprint goal. These items were estimated by the team using the Planning Poker
method to ensure that a suitable number of items were selected for the sprint. In
our case, the poker numbers on the cards represented the amount of work days (8 h)
that the task was estimated to take for one team member. When several members
of the team were involved in the task, the number of days was multiplied by the
number of members involved, e.g. three members completing a task in 1 day would
be estimated as a 3-day task. Time estimation within the group allows for everyone
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in the project to understand how long certain tasks will take to do, thus establishing a
common ground within the group. Initially this planning process involved a lengthy
time commitment, requiring approximately 4 h to complete.

Scrum typically involves having timed stand-up meetings every morning for no
more than 15 min. During these meetings team members discuss past work (previous
day) towards the sprint goal, challenges they faced or could face, and what will
be done during the coming day. These discussions helped to increase transparency
within the project. We held stand-up meetings every morning during the project
unless a significant part of the team was out-of-office or could not attend, in which
case those meetings were either held later during the day or cancelled altogether.

At the end of the sprint the team went through the deliverables for that sprint
in a sprint review meeting. For each deliverable it was decided whether or
not that deliverable could be declared as ‘done’ by the proxy product owner. In
cases where the deliverable was partially done, the proxy product owner would
readjust the deliverable requirements for the next sprint, so a new time estimate
for that deliverable would be made during sprint planning. The Scrum Master was
responsible for counting the number of deliverables that were completed during the
sprint to have a better understanding of the burn-down for future reference in sprint
planning.

The team also had a 30 min sprint retrospective meeting at the end of each
sprint. During this meeting each team member spent 5 min reflecting on and writing
about activities, one per post-it note, that they wanted to stop, start or continue doing
based on their experience from the previous sprint. Each team member then placed
their post-it notes one-by-one on a whiteboard under the appropriate heading for
everyone to see, discuss around, and also vote on. We decided that a maximum
of two actions per sprint were going to be added as rules for the next sprint. This
was to ensure a progressive improvement in the workflow, and so that no major
changes would occur from one sprint to the next. Therefore, the team voted on the
post-its and the two with the most votes were implemented in the next sprint. We
held retrospective meetings immediately after each review meeting throughout the
project. It was during these retrospective meetings that we recorded most of our
experiences with and changes to Scrum that will be presented in the remainder of
this paper.

4.2.2.3 Artifacts

In Scrum all possible requirements and features that might be needed in the product
are listed in the product backlog. It is the product owner’s (or proxy product owner)
responsibility to keep the backlog prioritised, with the backlog items having the
highest priority at the top. In our case, some changes for handling the priorities
were made after some sprints, which will be discussed later. During the planning
meeting a suitable number of backlog items are chosen to be completed during the
coming sprint, and are moved to the sprint backlog. The Scrum team estimate the
complexity of the backlog items to make sure that the amount of work allocated
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Fig. 4.1 Scrum board used for showing tasks and moving tasks from left to right for task started
to tasks completed

for the sprint is reasonable to be completed during the fixed amount of time, for us
2 weeks. Often the Scrum team measures effort spent in order to construct forecasts,
which use historical values to indicate how much work can be done per sprint. At
the start of the project we attached time estimates to all backlog items for a sprint,
but did not collect any statistics on our progress in for example a burn-down chart.

We chose to visualise the backlogs and track the progress of the sprint using a
Scrum board (see Fig. 4.1). Each backlog item was described on a post-it note
together with a time estimate and the name of the person responsible for that note.
The post-it notes were placed either on the bottom of the board, in the product
backlog, or in the column furthest to the left named ‘not started’ which represented
the sprint backlog. The backlog items were broken down into tasks by the Scrum
team and described on different colored post-it notes, one per task, together with
its time estimate and person responsible for that task. By providing the name of
the person responsible for each note, each team member could more easily find
their individual notes, who was working on what, and also who to contact when
further discussions were needed when one note had an effect on another note
(i.e. task). During the sprint the post-its progressed across the columns on the
Scrum board from ‘not started’ to ‘started’, and then passed on to ‘test/review’ to
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finally end up at ‘completed’. This provided a transparency that other approaches,
such as UCD, can sometimes lack since all team members can clearly see who is
working on what during that sprint. This also opened up useful discussions about
team members’ tasks potentially having an impact on other team members, and
suggestions for solving issues based on past experiences. The team members also
felt more productive when they could see the progress of their work go from all
post-its being on the left side of the board to in the end mostly on the right in the
completed column.

4.2.3 Challenges of Using a Scrum Framework

Although there are benefits to using Scrum, the process itself is not without its fair
share of challenges. The following sections address some of the challenges we faced
trying to run our usual UCD process within a Scrum framework.

4.2.3.1 Team

The frequency of sprints and overhead for all events is high for part-time team
members that are not allocated 100 % to the project. During the course of the
project several team members were also assigned to other projects. The Scrum
methodology promotes small, dedicated teams, with a diverse set of team members
from each discipline needed (e.g. graphic designers, programmers, user-experience
researchers, testers, etc.). Our project team consisted of two senior researchers
allocated for 50 % of their time, two junior researchers (50 and 100 % of their
time) and three students (interaction design, software development and industrial
design) working full-time on the project. Not having all team members allocated
100 % on the project proved challenging since team members who were only 50 %
felt that: (1) meetings took away a lot of time from actual working time, (2) they
were less productive than those working 100 % on the project especially on the
morning meetings, (3) they had the additional stress of having to juggle more than
one project at a time. This situation also impacted the amount of time team members
who were not fully dedicated to the project had for meetings. This often resulted
in meetings having to be missed or having to be rescheduled to accommodate all
members involved in the project. In turn this had some impact on goal-completion
rates. Ideally it would be better to involve team members who can commit all of
their time to the project to make the process more effective.

In addition, the Scrum Master found it a challenge to be able to fully protect
the team from outside influences. Often in industry there are a limited number of
resources available that can be fully allocated to any one project for an extended
period of time. Often team members are needed on several projects so trying to
enforce a single project mandate is difficult in reality.

We also ran into some problems with those team members who finished their
tasks for a sprint earlier than expected. We used as an initial test fixed sprints to
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focus on the tasks planned for the current sprint and this did not allow us to add
new tasks from the backlog during the current sprint. Since each team member had
different expertise it proved challenging for team members to jump-in and help with
other members’ on-going tasks. We needed to therefore find a workaround for this,
which is discussed in a later section.

Even though this discussion might seem more focused on the Scrum processes
related to the set up of the team, it does have a direct impact on UCD, as UCD
focuses on understanding users and their needs. Providing the industrial context
in which resources and project priorities might change during the process of the
project, the allocation of resources such as time availability can affect the ability
to connect fully to the needs of the end users. In our case, team members who
were not 100 % allocated to the project felt that establishing and maintaining a
connection with end-users’ needs proved more challenging. This was due in part
to these team members coming in and out of the project, thus disrupting their ability
to stay focused on the user’s problems at hand.

4.2.3.2 Activities

Running fixed sprints is a challenge. We found that it was difficult to predict in
the beginning of the project what would happen during the coming 2-week sprint,
and needed to be able to change the duration of the sprint accordingly once started.
This was especially evident during user testing and user interviews. These events are
tightly coupled to the availability of users who may or may not be available during
the sprint. Also, users can cancel or need to rebook their sessions at the last minute
due to work commitments, so the project team needs to be flexible.

Sticking to the tasks decided on for that sprint was also a challenge. Sometimes
tasks needed to be re-prioritised during a sprint. In these cases, the team needs to
be able to re-plan right away rather than having to wait 2 weeks until the end of the
sprint to have the planning meeting.

Finding the time for team members to take part in the time/effort estimation
during planning meetings for the upcoming sprint was also problematic. Planning
meetings (i.e. engaging in the Planning Poker method) require a lot of time and
proved difficult to schedule. For those working full-time on the project this was
not an issue, however, for others with less time available these meetings were a
challenge to schedule.

4.2.3.3 Artifacts

Developing concepts using a traditional Scrum sprint required some adjustment to
the process, since concepts from a user-experience (UX) perspective are viewed
from a more holistic viewpoint. That is, features impact each other and need to
be thought of as a whole rather than broken up into separate parts, unless there
are groups of features that are self-contained and can accommodate this. Concept
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development needs to always be approached from a UX perspective whereby the
team is aware that changing one feature can have a significant impact on other
features. So breaking down concepts and implementation into single features proved
challenging for the team.

We also found it a challenge to move tasks on the whiteboard that were not
considered completed but rather on-going throughout the project. These types of
iterative tasks were continuously changing and proved problematic to track and
record. For instance, coding modules that were modified needed to be kept track
of to ensure completeness.

For some team members their role became more of a supporting one, whereby
they gave feedback or reviewed material rather than producing their own work
during a sprint. So showing tasks completed for those team members who are
more involved in reviewing/supporting other people’s work proved a challenge
(because only the team member responsible for the task had their name on the note
initially and they were responsible for moving that note during the stand-up timed
morning meetings). Since the project team consisted of several different dedicated
roles, when a sprint was more design intensive, those team members who were
more focused on conducting user research (i.e. not designers) felt less productive.
Although this may sound trivial it can affect the morale and in turn productivity of
team members. It is therefore important to have all aspects of the work completed
in the sprint recognised in order to highlight both hidden and visible aspects of the
task completed.

Another issue we had was with the definition of “done” since the outcome of
the user stories was quite different (e.g. implemented code versus concept sketches
versus user evaluations). We struggled to find a clear definition of what “done”
meant since it could mean different things for different types of tasks. We therefore
relied on the proxy product owner’s interpretation and experience to make this
assessment during our review meetings at the end of each sprint.

4.2.4 Adaptations We Made to Scrum

We found that Scrum needed to be adapted to accommodate our way of working.
As such we revised our approach to Scrum until we felt the process could support
our needs and make the project team more effective rather than being a source of
frustration. The following section outlines our experiences of changes needed to the
Scrum process that worked well for our team. Our aim is to share these insights with
other project teams so that they can learn and benefit from our experiences.

4.2.4.1 Team

One of the changes we made that worked well was to have each person in the
project team write their own notes for their specific tasks, and make an initial effort
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estimate for those notes. This differed from the initial Planning Poker method, which
required a lot of time since all team members voted on all tasks. It was felt that
individual team members who were responsible for a task had a clearer perspective
on time estimations for that task, and this new approach would reduce the amount
of time needed to estimate task efforts. However, if needed, team members still had
the flexibility to ask other team members for advice when doing their estimates.
Although the Planning Poker method can be a useful exercise, we found it a
challenge both from a time and expertise perspective. It requires additional project
meeting time to engage in, which can be problematic for team members who are
not full-time on the project. In addition, if the team consists of only one expert in
each area (e.g. one interaction designer) it is often difficult for others in the team to
give appropriate, if any, time estimates if they have no previous experience in that
area. For instance, the software architect in the project found it difficult to give a time
estimate for design-related activities. They felt that someone needed to be a designer
or have had design experience to make such an estimate. Although we decided to no
longer have the Planning Poker method for time estimation, establishing a common
ground within the team was still achieved using post-it notes as a visualisation
tool to convey how much effort different tasks required. By looking at the Scrum
whiteboard, team members could still get a feeling for how much effort each task
needed.

The proxy product owner in our case was a UX professional. Having a product
owner (or proxy product owner) with knowledge about UX, who could drive the
importance of good UX, made it easier for these types of related tasks to get higher
priority and focus during sprints. Often a product owner does not have this insight,
which can result in UX focused tasks being deprioritised or removed altogether
since their importance may not be well understood. So having a product owner (or
proxy product owner) with a good understanding of UCD and UX proved beneficial
to achieving the best end-product. In addition, it was also helpful that our proxy
product owner was also easily accessible, taking part in meetings and discussions
within the team.

4.2.4.2 Activities

We also changed Scrum from having fixed tasks per sprint to “bottom-less” sprints
where new tasks could be added from the backlog to the ongoing sprint backlog in
cases where assigned tasks for that sprint had been completed. These bottom-less
sprints were better at supporting UCD due to all the dependencies that UCD has
associated with respect to the external factors that affect the planning of the sprint.
These external factors can vary from collecting user input to iterating the current
version of the prototype to fit new user insights recently collected. As an example,
the team might have planned to develop and test a feature during a specific sprint,
however, the user might not be available to test it, which means that the team must
adapt to the new circumstances. This is even more relevant in industrial contexts,
in which there is a heavy dependency on expert users who are not as available as
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other types of users, such as, for example, users for consumer market products. This
can in turn impact whether a sprint goal can be achieved or not. It should be noted,
however, that the planning meetings still aimed to assign an appropriate number of
backlog items to the sprint backlog. This worked well since it ensured that everyone
had control over what they worked on and could choose what to do next rather
than having to do other tasks in a fixed task sprint. Discussions around what tasks
were added to the sprint were made during the stand-up morning meetings to ensure
all team members were informed of the new work being done and of any possible
impact that task(s) may have. This was also beneficial when not all members of
the team were available and there were some dependencies among tasks. In this
case the team members could rely on the descriptions on the backlog and could
continue with different tasks if they felt that they had come to a dead-end. This
was also beneficial for the students who found that having a “bottom-less” sprint
gave them a better perspective of the future sprints. They felt that they could take
on different tasks when these tasks were grouped according to a related problem.
This was especially useful for them when other team members were not available to
support them so they could proceed with other work. The students however did have
limitations in their work with respect to depending on junior and senior researchers.
There were instances when students did not have the right access to information,
which resulted in dependencies on other team members to help. The use of Scrum
helped to highlight these issues sooner than perhaps other processes less transparent
in nature.

Another change made was deciding to vary sprint lengths depending on the
workload identified, or on the re-prioritisation of tasks required. This sometimes
needed to happen either before the start of the next sprint, or during the current
sprint being run.

Other considerations would include running field studies during the first sprint in
the project or even before starting to use Scrum for the project, since pinning-down
users for interviews proved problematic during sprints [6]. These studies provide not
only the essential background knowledge needed to design a great UX but would
also enable the product owner (or proxy product owner) and the team to prioritise
the backlog to focus on those features/user stories that users value most. The product
owner’s views of the most important features for the product and users’ needs are not
always the same. It is important that the product owner gets this kind of knowledge
about the end-user’s needs since he/she has the main responsibility of prioritising
the backlog. This kind of user knowledge can be presented at the review meeting(s)

4.2.4.3 Artifacts

Part of Scrum is to identify the amount of effort required for a task. This is to help
team members learn how much effort will be required during future sprint planning
for the sprint backlog. We initially used time in terms of days allocated per task.
This however proved a challenge especially during concept development. Designing
concepts is an inherently creative process that requires varying amounts of time, and
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Fig. 4.2 Scrum details from
Scrum board: how tasks were
divided by area – goal task,
software architecture (SWA)
task, concept design task,
implementation task,
evaluation task

can involve heavy and lengthy discussions for the design team. So estimating time
around these types of activities was a challenge for capturing effort estimations.
We felt however that it was important to try and find a different way to capture the
effort required for a task. In this case we tried using small, medium, and large post-it
notes on our project whiteboard for showing effort required for a task. This can be
reassessed at the end of the sprint to see how well expectations matched reality (e.g.
was the task smaller than first thought, or larger).

We also added colour coded sticky notes to show differences between different
types of tasks, i.e. goal tasks, software architecture focused tasks, implementa-
tion/coding, concept design, and evaluation/testing (see Fig. 4.2). We found this
helpful especially during timed morning stand-up meetings since we could more
easily and quickly find different types of tasks to discuss. As a side benefit, the color
coding also helped identify where the project was in the bigger scheme of things,
for instance if more implementation/coding was being done during that sprint than
concept design or evaluation.

We also decided to add the names of all team members participating in a task
to each note on the whiteboard instead of only including the name of main person
responsible for completing the task. This worked well since it gave more visibility
to those team members who played more of a supporting role during that sprint and
made the team feel more productive.
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4.3 Working with UCD in an Active Scrum Team
(Second Case Study)

4.3.1 Background

One of our team members also worked on some different software projects run in
another department of the same organisation, in which three other teams (team A,
team B and team C) were running Scrum. This provided an opportunity to observe
how other groups run Scrum, and to reflect and consider which things were done
differently and if those differences could be proposed as an alternative to the way
Scrum was run in our team as described earlier. Also it allowed us to observe the
same type of problems as we experienced and to see how those problems were
solved in a different way.

The teams were small; with groups of seven (team A), eight (team B) and two
members (team C) respectively. Teams A and B were composed of different roles;
programmers, testers and a software architect. In the case of team C, both members
were UX designers and had tasks from both the other two teams and from other
projects in the organisation.

In teams A and B a certified Scrum Master was responsible for the daily standup
meetings. The Scrum Masters were also responsible for the retrospective meetings
that were held every second week. The product owner was accountable for the sprint
planning —in which other managers were involved— and for the Scrum reviews.

The sprints were run weekly. Each sprint would focus on a set of stories to be
developed, and each story would be part of a feature that the system would have in
the final release of the product. Due to the length of the project, the sprints were
organised in increments, which consisted of eight sprints. Each increment would
also have a goal or a set of goals defined according to the schedule to meet the
important dates of the product such as releases, updates and upgrades.

There were also external collaborations with other teams, which took place on a
daily basis, as an overseas team was also involved in the development of one of the
projects. This was important for the scheduling and synchronisation of the different
tasks.

4.3.2 Relevant Considerations for Improvements

This section highlights the main observations made from the two studies, taking into
consideration the different backgrounds of the projects and teams.

4.3.2.1 UCD Requires More Planning and Better
Communication in Scrum

An issue that was discussed by all teams during their retrospective meetings was the
weekly planning of tasks, in which different stories or features were selected from
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the increment boards to be implemented during the week. Some UX work needs
to be done in advance of a feature being implemented by the team. The UX work
involved in a story can be quite difficult to pinpoint in advance in some cases, as
most of the managers and lead programmers might not consider that any UX work
is required until they see the need while the implementation is taking place. In these
cases, the UX team would not have the necessary time to iterate and test different
design options, and instead the design would be compromised by the need to finish
a story before the end of the sprint or a deadline. This would result in not selecting
the most optimal solution for the design, but the one that was fastest and easiest
to implement. And in most cases the particular design would not be tested with
users until a future demo or release, which would increase the risk of implementing
something that the user does not need or understand, violating the principles of
UCD.

This issue is mainly due to miscommunication during the increment planning,
in which different roles might see the need for future features from different
perspectives. For instance, lead programmers might communicate the need for
features from a technical perspective in terms of functionality and time. From this
perspective it may prove difficult for the rest of the team to see the impacts on UX
related work until those features are under development.

This also happened more often in sprints that were close to a major release, as
there were many tasks to plan, especially when user testing, bug fixing and other
major issues needed to be prioritised in the sprint. The issue was discussed in
different retrospective meetings and the solution suggested was to meet on a once
per sprint basis with different members of the teams, mainly led by programmers
and Scrum Masters, to spot which tasks could be marked in advanced as UX.

The problem of identifying possible issues for ensuring good UCD is a two-
way issue since implementation and UX affect each other. Therefore, the UX team
also had frequent synchronisation meetings with different members of other teams,
normally involving a combination of roles, to discuss the latest information about
UX. Normally these meetings took place after each iteration in the UCD process,
for example after having feedback from users, new sketches, etc. This was a good
way to guarantee communication and also planning for different tasks, as the lead
programmers could quickly identify if the solutions proposed would challenge the
framework that they currently had to develop for new features. This was also useful
for spreading knowledge about UCD and its importance to the different parts of the
development.

4.3.2.2 UCD Involves More External Dependencies

The dependencies UCD creates are mostly related to meeting users. These have an
impact on the tasks that are in the backlog and tasks that are started, especially when
the UX tasks have not been planned in advance. A natural consequence then is to
reflect these dependencies on the Scrum board. In the case of the three groups, a
space called “Waiting” was created for external dependencies and was used when
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tasks were started but were dependent on resources that were external to the Scrum
team, e.g. feedback from users or renewing a license and waiting for approval from
the organisation. This also helped to keep track of what actions still needed to be
done in cases when a Post-it note was waiting for a long time. In some cases, the
consequent action was to send a reminder, make a call, or contact a provider.

4.3.2.3 Synchronisation of Resources Is Key for Planning in Advance

In both the bigger teams a calendar for the next 3 months was printed. Each day
contained a row for each member of the team representing the availability of the
person, so the Scrum Master and the other members of the team could see the
availability of the other members of the team ahead of time. This was especially
important for roles that were involved in other projects and were working partially
with other teams, as for example the architect, some programmers and the UX
designers. But it was also important in terms of travel, meetings with other teams and
private holidays. The Scrum Master and the product owner could use the calendar
to adapt the different tasks based on the resources available.

Next to the calendar different notes could be found regarding the availability of
other resources that were external to the team. For example, one could see when
major testing was going to be performed and which time slots were allocated daily
for that purpose (the testing was done in a different time zone and communication
among teams was specifically important during testing).

Next to the printed calendar there was a sprint calendar in which the next five
milestones of each sprint were listed. This was also done to support the planning
and to provide a general overview of the implementation to the team. This is
something that we also noticed helped our team, but we only included the goal
of the current sprint and the goal for the next sprint, just to have a general overview
and a background context of the status of the development.

4.3.2.4 Setting Up the Space for Collaboration Supports
the Synchronisation of Resources

As both teams were collaborating on the same project, a small part of each
Scrum board was dedicated to a general description of what the other team was
implementing. This supported collaboration and the sharing of knowledge between
teams. It is also important to mention that the Scrum Masters of both teams were
always in all the stand-up meetings, and in general when there were dependencies
some members of the other team would attend the other team’s meetings.

The time spent on meetings was optimised. During meetings, if the discussion
was getting away from the original context any participant could raise their hand
and the discussion would be postponed to another meeting. This was quite useful
for standup meetings in which 12 participants had to report something in 15 min.
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The Scrum boards were reversible, which allowed the inclusion of future stories.
That was useful during daily planning, especially towards the end of a sprint when
questions regarding the implementation of one feature could affect future stories. It
meant that information was quickly available to see and modify.

A whiteboard (Discussion board) was entirely dedicated to daily planning and
architect/UX reviewing. This allowed discussion notes to be kept in the same place,
so team members who were not present could read them at any time. Different notes
and screenshots could be added during the day, as team members involved in the
stories could contribute from different perspectives, providing more examples or
suggestions about the problem. When necessary, team members would call other
members to discuss the problem. The next day the board would be prepared for
continuing the discussion around the problem, and everyone could see the latest
information about the story under development.

Two walls were dedicated to information about the project. One wall was always
used to hang the latest sketches or wireframes for the feature that was currently
under development. This would support discussions about necessary changes to
the UI based on input from different team members during the sprint. When
changes were required, the UX designer would be responsible for updating the
sketches to the latest version. The other wall was dedicated to the general structure
and architecture of the project. This wall was used mainly by the architect and
the different lead programmers to organise and provide structure for the project.
The advantage of these walls was the availability of information for part-time
and external team members as they could quickly see what was currently under
development and meet other members of the team to discuss dependencies.

4.4 Proposed Way of Running Scrum for UCD
Focused Projects

This section outlines our suggestions for running a UCD focused project within
a Scrum framework. Many of the steps proposed here also correlate with those
proposed by Sy [6]. As shown in Fig. 4.3, our proposed approach advocates
conducting field studies to collect user data early on in the project, i.e. during sprint 1
(also proposed by Sy [6]). This initial sprint involves conducting contextual inquiry
to interview and observe end-users in their real working environments in order to
capture as comprehensive a set of requirements as possible. Subsequent sprints (e.g.
Sprint 2 to Sprint 4, etc.) involve an iterative process of design, evaluation and
implementation. In these subsequent sprints, the project team engages in creating
preliminary designs based on the requirements collected during sprint 1, which have
been used to identify concept groups. Concept groups (as shown in Fig. 4.4), which
Sy refers to as design chunking [6], refers to several features being grouped together
and viewed as being inter-dependent/inter-related in the design. This grouping is
done in order to maintain as much of a holistic perspective as possible and to
minimise design changes on the overall user’s experience.
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Fig. 4.3 Proposed process for incorporating Scrum into UCD focused projects

Fig. 4.4 An example
approach involving design
features as part of concept
groupings

During sprint 2, designs for features from concept group 1 are not implemented
but rather represented in low-fidelity prototypes/mockups, which are then evaluated
with users. During sprint 2 the developers in the project team set up the development
environment as preparation for starting their development work from sprint 3
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onward. Sprint 3 then involves redesigning the designs from concept group 1 based
on feedback collected during evaluation sessions with users. It is this redesigned
version that is then implemented by the developers. This process then repeats itself
for subsequent sprints throughout the remainder of the project lifecycle. It should
be noted however that all features from any single concept group do not need
to be implemented at the same time in the same sprint. Depending on secondary
dependencies between the concept groups, there are instances where not all features
from a concept group can be implemented during the same sprint, but need to be
implemented during subsequent sprints.

Although very similar to Sy’s [6] approach, our approach shown in Fig. 4.3
differs in that it involves collecting customer data using contextual inquiry (inter-
views and observation) primarily during cycle/sprint 1. End-users are involved in
evaluations of the designs created during subsequent cycles/sprints and their input
is used during redesign, however, requirements for new features are not collected
after cycle/sprint 1. Sy’s [6] proposed approach appears to involve conducting
contextual inquiry and interviews throughout the process during each cycle/sprint, to
collect input for designs created during subsequent cycles/sprints. Additionally, Sy
[6] appears to implement design chunks (concept groups) during the same sprint,
whereas our approach proposes having some flexibility towards organising which
features within a concept group are implemented during which sprint. This is in part
to accommodate any secondary dependencies which need to be resolved in earlier
stages.

From our experience we also found that related design work and development
can be done close together but not in parallel, with design work being done at least
one sprint ahead of the development work to accommodate both design evaluation
and redesign. It should be noted that implementation issues can also affect redesign
in addition to evaluation feedback from users. Since some design work may be
too labour intensive to pursue, trade-off decisions need to be made in the design
during the sprint. Note also that all features within a concept group do not have to
be implemented in one sprint. It is up to the team and their effort estimations to
decide on which individual features from which concept groups can be completed
during the sprint and which need to be held over for the next sprint.

For bigger projects in which teams with more members are involved, it is
important to meet regularly to plan future sprints to spot which activities might
require planning from a UCD perspective. These activities are time consuming and
time dependent on other resources, and if they are not planned in advance the user
testing and other similar activities will need to be postponed to future releases
of the product. Regularly synchronising outcomes of the different UX activities
among team members helps to identify and plan future activities and resources that
otherwise would be missed or postponed. This again highlights the interdependency
among tasks in a group, as design decisions affect the implementation and the
implementation affects design decisions. From our perspective, we believe that our
proposed approach will help other UCD project teams handle some of the pitfalls
often associated with running UCD focused projects using Scrum.
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Our proposed approach is similar to that of Sy [6] with the difference being the
idea of grouping closely related features into groups to ensure that the dependencies
between those features do not get lost during trade-off discussions innate to the UCD
process, where iterative testing and redesign frequently occur.

4.5 Conclusion

What we found over the course of our project was that Scrum can be effective
for running UCD focused projects, however, in our experience some changes to
the Scrum process are needed. The changes from our perspective included: (1)
involving team members who can dedicate 100 % of their time to the project, (2)
being able to change the length of sprints and (3) the ability to add tasks from
the backlog to the sprint backlog as needed. Scrum is also more effective if field
studies (user interviews) have been completed early on in the project. Trying to run
Scrum while this is still ongoing is problematic and requires considerable planning
and synchronisation among team members. Another insight is to also provide those
team members who are perhaps in a more supporting role during a sprint with a way
in which to show their contributions on the Scrum board. Finally, it is important to
maintain a holistic view of the project. This can be partially achieved by grouping
related features and using those groupings during the design process to maintain a
more holistic perspective. This can help to keep the team from getting lost in the
sometimes narrowly-viewed incremental progression often associated with using
Scrum.
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Chapter 5
Integration of Human-Centred Design and Agile
Software Development Practices: Experience
Report from a SME

Carmelo Ardito, Maria Teresa Baldassarre, Danilo Caivano, and
Rosa Lanzilotti

Abstract The integration of Human-Centred Design (HCD) and Agile software
development approaches is gaining momentum in both the Human-Computer
Interaction and Software Engineering communities. The common principles shared
by the two approaches, i.e., iterative design, user involvement, continuous testing
and prototyping, should facilitate their integration which, however, is not without
problems. In this chapter we report a study conducted in a Small-Medium sized
Enterprise (SME) that adopts a Scrum-based methodology. After identifying the
integration points between HCD and Agile development activities, a tailored HCD-
Scrum methodology has been applied to the development of a web application
aimed at retrieving and comparing data related to public institutions.

Keywords Tailored HCD-Agile methodology • Case study

5.1 Introduction

Many research papers have suggested methodologies and techniques to be used
in software development processes, in order to maximise the usability and user
experience (UX) of the final product. Unfortunately, they are very seldom used
in industrial settings, as our recent studies have also pointed out [1]. However,
Ardito et al. [2] provide evidence that Human-Centered Design (HCD) techniques
can successfully be integrated in the software engineering practices of a company
adopting a waterfall model, provided that a depth analysis of company practices
is performed by HCD researchers along with the practitioners, working together
during the entire software development process from inside the company.
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HCD was proposed in the 1980s and since then, Human-Computer Interaction
(HCI) researchers have worked in order to define methods to design and evaluate
usable interactive systems. Nevertheless, even recent literature provides many
examples revealing that this research has had little impact on software development
practices for different reasons, i.e. lack of knowledge about what usability is,
practitioners’ feeling that too many resources (e.g. time and costs) are necessary,
the difficulty in recruiting trained usability/HCD experts [3–6].

In recent years, our research has focused on deeply analysing the reasons
that prevent a fruitful integration of HCD principles in the practice of software
development [1, 2]. Specifically, in this chapter we focus on Agile development and
report a study conducted in a Small-Medium sized Enterprise (SME) that adopts a
Scrum-based methodology. The first objective was to identify, in collaboration with
experienced project managers of the company, the integration points between Scrum
and HCD activities. Thus, a tailored HCD-Scrum methodology was defined. It was
applied to a company project concerning the development of a web application for
retrieving data related to public institutions and comparing them based on several
economic indexes (e.g., number of employees, incomes, outcomes, taxes issued,
etc.).

The main novelty of the defined methodology is related to the need of an initial
step, longer than the following development sprints, for creating a software system
skeleton (i.e., the basic architecture for enabling the core functionalities and the
wireframe of the main user interfaces) according to the requirements identified
during the initial meetings with the customer. Starting from the next sprints, such
an evolutional prototype is discussed and evaluated with the customer, as is usually
done in Scrum methodologies [7, 8].

Another significant result showed that both face-to-face and remote informal
Verification & Validation sessions performed during a sprint proved to be very
valuable for improving usability and UX. The customer is also involved and
actively participates in the co-design of the prototype. This methodology has been
generalised and further experimented in other projects and is currently used by the
software company.

The rest of the chapter is organised as follows. Section 5.2 discusses related
work on the topic of HCD in Agile software development. In Sect. 5.3 the Scrum
methodology tailored to and adopted by an Italian SME is presented. Section 5.4
describes a case study that shows how the Agile technique has been adopted and
how user experience has been involved during the development process. A final
discussion concludes the chapter.

5.2 Related Work

Interest in the integration of HCD and Agile development approaches is growing, as
demonstrated by the number of papers published in the last decade [9]. Although
HCD and Agile are two different software development approaches, they share
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common principles, i.e., iterative design, user involvement, continuous testing
and prototyping [10], that are analysed from different viewpoints by the two
communities. The integration of these two approaches will result in complementing
each other, in order to allow us to gain the advantages of both worlds and at the
same time to minimise the deficiencies of both approaches: HCD can improve Agile
development by providing a systematic way to analyse end-user needs, whereas
Agile can improve HCD by providing more frequent iterations, which leads to more
frequent usability evaluations [11].

However, there are studies indicating that the combination HCD-Agile presents
two important problems. The first one is related to the communication between
developers and designers [12]. HCD practitioners concentrate on issues such
as ease of use, ease of learning, user performance, user satisfaction, aesthetics;
Agile practitioners, on the other hand, mainly focus on implementing functional
requirements into a running system [13]. The other important problem regards the
distinction of the role of the two different actors, i.e. the customer and the user,
participating in HCD-Agile development approaches [14]. Differently from the
HCD, in the Agile development approach customer and user play the same role,
not distinguishing between customers, who have required the system but could not
use it, and users, who will actually use the system.

Several studies examine various aspects of the integration of HCD and Agile
approaches and suggest ways for this integration. In many cases, researchers report
about their experience and provide recommendations suggesting how HCD can
effectively be integrated in Agile approaches. An interesting systematic review
carried out by Silva da Silva et al. identified six main aspects concerning the
integration of such two development approaches [15]: (1) Little Design Up Front
(LDUF), (2) Prototyping, (3) User stories, (4) Inspection evaluation, (5) User
testing, (6) One sprint ahead (see Table 5.1).

Concerning the first aspect, i.e. LDUF, many researchers agree that user research
activities should be performed before the project kickoff meeting is held [16, 17] or
in a Sprint 0 through a contextual inquiry and/or user interviews [12, 18, 19]. One
of the HCD techniques suggested is Extreme Personas (as called by the authors in
[20]), an extension of XP’s user stories.

Table 5.1 The six main aspects concerning the integration of HCD and Agile approaches

Aspect Strengths

Little Design Up Front User research activities performed before the kickoff meeting or in
Sprint 0

Prototyping Prototypes throughout the whole project
User stories User requirements are created in coordination with all the

stakeholders
Inspection evaluation Paper prototypes are evaluated for refining the user interface
User testing Interactive prototypes are evaluated involving end users
One sprint ahead HCD specialists work one sprint ahead or in Sprint 0
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The importance of prototyping is recognised for reaching an effective integration
of the two approaches. Researchers suggest the creation of prototypes throughout
the whole project [2, 16, 18] also because they are a good communication tool
between developers and HCD specialists [2]. Prototypes can be generated from
personas and user stories previously defined and evaluated through inspection
evaluations and usability testing [11].

The third aspect concerns the definition of user stories. User stories illustrate the
user-required application features that are created by the customer in coordination
with all the stakeholders. As previously mentioned, they are instrumental for
creating system prototypes [11, 18]. Researchers recommend defining user stories
that address the usability issues and acceptance testing criteria [21].

Evaluation takes into account both user testing and inspection. The common
recommendation is to slim down the evaluation procedure. Such evaluations should
be performed at different stages of the system development lifecycle. Specifically,
some researchers suggest carrying out evaluation on paper prototypes, with the
goal of refining the user interface for the next iteration [11, 17, 18, 22]. Others
recommend performing user testing only on interactive prototypes [23], while
others suggest integrating user testing into the acceptance tests to validate the user
interface, e.g. [24].

Inspection is a cost-effective technique recommended to be performed on paper
prototypes that should be carried out until the prototype is stable to serve as a basis
for the user interface implementation [25]. Heuristic Evaluation is the most used
inspection technique.

Finally, concerning One Sprint Ahead, it is suggested that HCD specialists work
one sprint ahead of the development team and recommend that this practice should
start in Sprint 0 or even two or three iterations ahead of the rest of the team
[12, 26, 27].

In this paper we report our experience in integrating HCD activities in an Agile
software development approach. In our work, we have taken into account the
recommendations reported in literature.

5.3 Integrating HCD Activities in the Scrum Process
of the SME

Software development trends are moving more and more towards Agile methods
pushing, at the same time, for a constant integration of customer feedback and HCD
within the Agile approach practices themselves. After describing in Sect. 5.3.1 a
typical Scrum-Like process, in Sect. 5.3.2 we illustrate how the Action Research
method was applied in order to identify the integration points between HCD and
Agile development activities and, finally in Sect. 5.3.3 how the Scrum-Like process
has been tailored to the needs of an Italian SME called SER&Practices (from here
on SER&P) and how customer feedback and HCD have been integrated into their
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Agile development approach. The concept underlying the process is its adherence
to Scrum-based practices, which have been adapted to conform to the needs of the
SME. Key points are: constant involvement of the customer; rapid development of
code through iterative stepwise refinements; high frequency of releases due to the
continuous iterations.

5.3.1 A Typical Scrum-Like Process

A typical Scrum-Like process is depicted in Fig. 5.1. It is made of three major steps –
Inception, Development, Deliver – even if they are often not clearly identified and
are referred to in several and diverse manners. There are clear key roles involved –
Product Owner, Scrum Master, Team, Customer – there are also a set of time-box
events – Sprint Planning meeting, Daily Standup meeting, Sprint Review, Sprint

Fig. 5.1 A Scrum process representation rearranged from http://www.scruminc.com

http://www.scruminc.com/


122 C. Ardito et al.

Retrospective – and a couple of fundamental artifacts – Product Backlog and Sprint
Backlog.

A key aspect of Scrum is the use of self-organised, cross-functional and
empowered teams who organise their work into short development cycles, called
Sprints.

A cycle begins with the input provided by stakeholders (End User, Customer,
Team etc.). The Product Owner then develops a Prioritised Product Backlog, which
contains a prioritised list of business and project requirements written in the form
of user stories. Each Sprint begins with a Sprint Planning Meeting during which
high priority user stories are considered for inclusion in the Sprint. A Sprint
generally spans between 1 and 4 weeks and involves the Scrum Team working
to create potentially shippable Customer-Ready Product Increments. During the
Sprint, short, highly focused Daily Standup Meetings are conducted where team
members discuss daily progresses. Toward the end of the Sprint, a Sprint Review
Meeting is held during which the Product Owner and relevant stakeholders are
provided a demonstration of the Product Increments. The Product Owner accepts
the Product Increments only if they meet the predefined Acceptance Criteria. The
Sprint cycle ends with a Retrospect Sprint Meeting where the team discusses ways
to improve processes and performances as they move forward into the subsequent
Sprint.

5.3.2 The Action Research Method Applied into a SME
Process

Action research [28] is a social science methodology designed to help communities
and organisations improve the way they address issues and solve problems and at
the same time develop scientific knowledge about the problem and its solution.
An action research process requires the active participation of individuals, i.e.
researchers and practitioners, working together in a team to change the situation
in an organisation, whilst conducting research. This collaboration results in a better
understanding of the factors affecting the existing situation and the most suitable
remedies. In past work with software companies aiming at integrating HCD in a
company’s software development practice [28], an action research approach was
able to persuade practitioners and managers to incorporate UX activities into their
software development life cycle.

In the current experience with SER&P, we performed action research in col-
laboration with experienced project managers of the company, in order to identify
the integration points between HCD and Scrum activities. Thus, an HCI researcher
was introduced to the software development team, in order to observe the team per-
forming a Scrum-based approach, understand existing practices and identify aspects
that were problematic from the involved practitioners’ point of view. Data about
current practices included notes of the practices reported in the researcher’s diary,
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observations related to artifacts, and comments pertaining informal discussions
with the other team members. Project managers and the HCI researcher met every
2 weeks. During these meetings, the researcher discussed with the project managers
about significant episodes observed in the company and suggested possible HCI
activities that could be integrated in the process.

At the end of the Action Research study, a methodology for integrating HCD and
Scrum activities was defined, as shown in the next sub-section.

5.3.3 Tailored HCD-Scrum Methodology

In the current experience with SER&P, a methodology was defined which introduces
in a Scrum-like process some fundamental improvements from both an HCI and an
SE point of view. Its main characteristics are the following:

1. Customer Committee. One of the key roles in the process is the Product
Owner. The Product Owner represents all the stakeholders and is the voice of
the Customer. He or she is accountable for ensuring that the team delivers value
to the business. The Product Owner writes customer-centric items (typically
user stories), ranks and prioritises them, and adds them to the product backlog.
“Typically” a Scrum team should have one product owner. This role is equivalent
to the customer representative role in some other Agile approaches. SER&P has
introduced the concept of Customer Committee that includes a Product Owner
selected within the personnel of the Scrum Team and at least two people from the
customer side, desirably an end user and a business domain expert. The Customer
Committee is actively involved in the Product and Sprint Backlogs definition and
Sprint Review.

2. Inception. In Scrum-based processes, at the beginning, the development of a
software product or service usually starts with stakeholder inputs. In SER&P
the inception phase consists of interviews to stakeholders, as well as a context
and field study carried out jointly with the customer. The study provides the
essential context background and knowledge necessary to design the application
being developed and enable the Customer Committee and Team (the latter,
typically, 4 persons or less) to evaluate and prioritise the issues/features to
develop. It consists of market study, cost, portfolio and competitor analyses.
In this way SER&P merges the needs and modus operandi usually adopted by
HCI communities – that typically and almost exclusively refer to end users, lead
users and customers during requirement definition – and software engineers –
who refer prevalently to field studies, competitor legacy systems in use, market
studies etc., with limited contact with end users or customers. This fundamental
step allows the Customer Committee to pin down priorities, backlogs, user stories
and features that customers consider most relevant. In each case, during the
process itself, given its iterative characteristic of gradually adding features to the
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final product, customers are continuously involved in designing and approving
developed features and versions before they are released.

3. Sprint n.0. In a Scrum-like process, during this step a preliminary architecture
of the application is conceived and main modules and sub-systems are identified.
Nevertheless, the software development and the software source code usually
take place in the Development phase during the Sprint execution. The SER&P
process explicitly identifies a Sprint n.0 in which a high level prototype is built.
The basic architecture and infrastructure of the system are developed with the
aim of having the foundations where the bricks produced in the next Sprints
can be easily added. The goal is to obtain a highly modularised software system
skeleton with basic software services such as data, communication, reporting,
computation services etc., that enable effective software modules and functions
development during the next Sprints. Another important objective is to reduce as
much as possible the time needed for having a first version of working software.
Only after having obtained this result, the Development phase can be executed
effectively. Otherwise, the system development proceeds in a risky way due to
the impossibility to have a constructive and effective feedback from customers.

4. Scrum Islands. SER&P typically uses teams of 4 persons or less. One of them is
the Product Owner included in the Customer Committee that also covers the role
of team member (involved in the software design and development) when not
engaged in any committee activity. Another team member is usually a graphic
designer with a basic knowledge of HCI techniques. The others are software
engineers. When a project begins, the selected team members are transferred
in a “Scrum Island” (see Fig. 5.2). A Scrum Island is a 4-seat working desk.
This solution allows maximising the information flow, avoiding management
gap and improving communication and collaboration between team members.
For this reason in SER&P, the Daily Standup Meeting is not formally adopted.
If a member is included in different islands or involved in more than one
project, he/she physically moves between islands. Obviously, the company tries
to minimise the sharing of persons across ongoing projects.

5. 1 Week Time Boxed Sprint. SER&P adopts sprints with a fixed duration of
1 week. Every week the sprint outputs are reviewed and the next sprint backlog is
defined by including the new tasks to be executed together with the still open and
not closed ones. So the sprint duration is not the result of an ex-ante estimation
but it is predefined. Estimations concerning the whole project are done by the
Customer Committee at the end of every sprint, during the Product Backlog
Refinement. This is possible thanks to the active involvement of the customer
in the process. Thus, estimations about project termination and release deliver
are carried out at the start of the project and updated weekly. A first draft of
issues and their priority is made during the so-called Inception phase in order to
have a general idea of the roadmap to follow and a first estimate of the effort
required.

6. (IN)Sprint Review. The SER&P process includes a continuous Verification &
Validation (V&V) activity. This activity temporally spans along the entire sprint.
When a first/draft working software is available (after Sprint n.0 or few sprints
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Fig. 5.2 A Scrum Island

later), the end users of the Customer Committee are asked to use the system
and make a sort of user test or functional system test. This allows stressing and
assessing the functionalities developed during a sprint and verifying their proper
integration with what already exists. The results of the V&V activities are then
discussed and analysed within the Sprint Review at the end of the Sprint. Here
the Customer Committee is involved in the analysis of the results, from both
functional and technical point of view, passing throughout the operating and
business issues.

7. Project Retrospective. A Scrum process typically includes the Sprint Retro-
spective that is an official event in the Scrum methodology where all the parties
(Product Owner, Scrum Master, Team) involved in the product development try
to improve the process by sharing its strength and weaknesses. SER&P’s process
does not include it. Scrum means self-organised, cross-functional and empow-
ered teams who organise their work autonomously. Thanks to the adoption of
the Customer Committee, (IN)Sprint Review and Scrum Island an excellent
information flow, a good communication level, a good coordination and prompt
feedbacks from both team members and customer are assured. Thus, the Team
can share, analyse and improve the process continuously without the need of
a formal Sprint Retrospective event. Instead, what SER&P does is a Project
Retrospective. Here all the available project data are analysed, strengths and
weaknesses are highlighted and improvement opportunities and initiatives are
defined and executed. In doing so SER&P refers to well known best practices
and approaches in the Software Engineering community inspired to the Learning
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Fig. 5.3 Scrum process tailored by SER&P

Organisation and Experience Factory Models [29, 30]. This allows having a
feedback loop within the entire SER&P organisation that enables and stimulates
the company’s growth. Another key point of this event is the active involvement
of the customers in the retrospective analysis by means of a thematic focus group.
During the focus group the customers are informally interviewed (to establish a
friendly and relaxed atmosphere), in order to explore improvement opportunities
and better address customer satisfaction and product quality improvements. The
feedback collected is then used by SER&P to globally improve its strategies,
management organisation and process.

An overview of the SER&P tailored HCD-Scrum process is showed in Fig. 5.3.
SER&P uses an Application Lifecycle Management (ALM) tool to manage its

Scrum-based process called Redmine (www.redmine.org). In accordance to the tool
characteristics, requirements are classified into the following possible categories:
TO DO (new feature to develop), BUG (a corrective maintenance intervention to
fix a bug related to a functionality that has already been developed), FEATURE
(an evolutionary maintenance, i.e. a change in terms of modification or evolution
of a functionality to add to the system). All issues are then prioritised into one
of the following: low, normal, high, urgent, and immediate. The ALM therefore
becomes the Product Owner’s central channel towards the development team. The
Product Owner uses the tool to formalise backlogs, classify issues and assign them
to development team members, who in turn use their accounts to track the issues
to develop during each sprint. It allows following progress of the project through
an interactive Scrum board interface and tracking information such as tasks by
category, statuses, workload of developers, issue tracker and so on.

http://www.redmine.org/
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Another tool used by SER&P during development to address software product
quality is Kiuwan (www.kiuwan.com). It allows measuring, assessing and tracking
software product quality and also improves it by means of a focused improvement
plan. The Product Owner and Team use it during each Sprint Review where a quality
report is produced for each sprint.

Data automatically collected through Redmine and Kiuwan are also used in the
Project Retrospective for deciding on possible improvements.

5.4 Case Study

This section presents a case study that explores how the Scrum methodology,
tailored to SER&P’s production processes, has been used to carry out an industrial
project called “PublicAccounts”. The basic research question of this case study
was: “How has SER&P integrated stakeholder input and feedback into their Agile
software practices related to the PublicAccounts project?”

The project consists of creating a web portal able to integrate and elaborate
several different data sources, in order to obtain precious information pertaining
to the performance of public administrations and public bodies. The portal draws
data in the form of open data from official sources on the web, such as for example
www.soldipubblici.it, and from other databases provided by the Central Bank of
Italy as well as the Ministry of Economy and Finance. It elaborates and classifies the
data according to specific criteria and produces reports showing economical values
of public institutions such as expenses, revenue, how public money is spent and
invested, and so on. The application currently integrates data from 8000 Italian cities
and will be extended to include all provinces, regions, and healthcare institutions. It
provides a general overview of each single administration (Fig. 5.4) and also allows
comparing public administrations, producing reports, elaborating statistics and rank
virtuous cities compared to non-virtuous ones. The perspective users of the web
portal are citizens, journalists, and public administration employees.

From a technological point of view, two critical issues for the project are the
difficulty of contemporarily integrating and elaborating several heterogeneous data
sources in terms of contents and structure on one hand, and on the other maximising
the portal’s usability assuring it is easy, immediate and intuitive to use.

At the time of writing the project has been running for 10 months and is expected
to last a total of 18 months employing five staff each with at least 5 years of
experience. Overall up to now a total of 1000 person days (including management
effort) have been spent on the project.

SER&P adopted the Scrum-based process, illustrated in the previous section,
to develop the portal. In accordance to the process, the work was carried out
in incremental iterations. The work performed in the current Sprint and the next
activities were planned.

The Customer Committee was defined. It included one person from SER&P and
two from the customer side: an end user, i.e. a technician of the customer company

http://www.kiuwan.com/
http://www.soldipubblici.it/
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Fig. 5.4 Overview of revenues and expenses for the city of Firenze in the last 5 years

who uses the portal for his every day job, and a top manager with experience of
the business role and business domain the portal refers to. Three development team
members, two of which full time and one part time, were dedicated to the project.
Daily Standup meetings were not conducted, given the characteristic of the Scrum
Islands in SER&P, but instead weekly Sprint Reviews and Product Backlogs were
scheduled.

Weekly meetings with the Customer Committee were scheduled. In particular,
in the Sprint n.0 they were systematic and feedback was continuous, in order to
define a general picture of the project, customer needs and the software system
skeleton. Sprint n.0 was indeed the longest (40 days). The longer duration allowed
to define a more detailed picture of requirements, architecture and front-end design,
and to produce a first working prototype. In this sprint, more than in others, a greater
portion of time and effort was arranged for planning and gathering customer data to
produce upfront design and a starting-point prototype. Meetings were arranged in
both SER&P sites and in the customer offices and took place mainly face to face.
Communication channels such as video conferencing, email and teleconference
were also used, but more during the later project sprints and especially during the
(IN)Sprint Review in order to jointly analyse between the end user included in the
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Fig. 5.5 Project sprint board

Customer Committee and Product Owner from SER&P, the defects, bugs or non
conformities discovered by the end user during the continuous V&V activities.

Overall 17 sprints were carried out, the first lasting 40 working days (in about
3 months) and 1 week each for the other ones. The ALM tool, Redmine, was used to
conduct and manage the project in term of sprints, tasks assigned to the development
teams, prioritisation of user stories, features and tasks, customer feedback and
suggestions. Figure 5.5 illustrates an example of a snapshot of the Scrum board
used for showing tasks related to specific product backlog items and moving them
from one column to another depending on their status. A backlog item can either be
new, if it is a new feature assigned to the sprint; in progress if it is being developed
during the current spring, resolved if it is a bug that has been fixed; closed once the
task has been completed during the sprint or rejected when a task (either todo, bug
or feature) suggested by the Customer Committee is not accepted by the Product
Owner to be taken into consideration for the product being developed. The colors of
the post-its are also meaningful in indicating the type of task category. In this case
red means TODO (new feature to develop) and orange indicates a BUG (corrective
maintenance).

So for example, a backlog item related to the user interface (#861) has some
tasks, belonging to both TODO and BUGS categories, that are InProgress (#857:
show identifiers), Closed (#856: show error) and Rejected (#858: module for
contacts). The interface also specifies the name of the developer the task has been
assigned to. For sake of space, only a small portion of the board has been reported.

Figure 5.6 provides a snapshot of monitoring and controlling activities. More-
over, thanks to the features of the process, the Product Owner is able to have an
overview of the entire project. In particular tasks are grouped by status, category
and management. This helps summarising the information of the project sprint board
related to all of the Sprints, identifying for example which tasks are new, in progress,
resolved, closed or rejected; which categories they belong to, i.e. how many are
bugs, features or todo and what their delivery status is.

As the project went on, at the end of each (IN)Sprint Review features were
verified by the Customer Committee and Product Owner. In particular, product
quality was verified in terms of usability features and also from a perspective of
internal product quality through the Kiuwan platform. Figure 5.7 shows an example
of the indicators generated for the report produced following to a Sprint.
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Fig. 5.6 Use of Redmine for managing the Scrum-based process

More specifically, the report summarises the general characteristics of the soft-
ware being analysed providing structural information such as lines of code, number
of files, level of complexity and amount of duplicated source code. In terms of
internal quality, Kiuwan analyses source code with respect to quality characteristics
such as: maintainability, reliability, portability, efficiency and security. It compares
the current values of these quality characteristics to the baseline target threshold
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Fig. 5.7 Use of Kiuwan for product quality control

values, which can be set on a scale from 0 to 100 for the analysis. In this case,
the target values were all set to 70 and the graph shows that the thresholds are
fulfilled except for maintainability and portability. Improving these characteristics
to target values will require an effort of 102 person hours, to be planned in the
following sprints. Indeed, the report is used as discussion point for the (IN)Sprint
Review. It is also used in the Project Retrospective phase of the Delivery step,
before a version of the product is released to the customer. This activity enforces
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interaction between Customer Committee, Product Owner, and Team in the light of
a continuous improvement cycle towards the development and release of the final
product.

5.5 Discussion and Conclusions

The successful development of the web application in the case study has shown the
possibility of effectively integrating HCD techniques in the SME’s Scrum practices.
This has certainly required some tailoring of the Scrum practices. Changes have
involved including staff who are totally dedicated to the project, the possibility of
considering a flexible sprint length based on the workload and priority of features to
be developed, use of an iterative-incremental progression of the Scrum development
practices and most of all, customer interviews/field studies concentrated especially
early on in the project.

The Project Owner with this iterative-incremental Scrum-based approach tries to
combine her/his ideas of the final product with customers’ input, and prioritises and
sorts out feedback to make issues feasible for development. Customer feedback is
crucial for the entire process. It has to be systematically gathered and appropriately
filtered during each step of the process starting from end user and customer input
collected during the Inception step; verified and validated during the (IN)Sprint
review of the Development step; and feedback has to be provided by the Customer
Committee in the Project Retrospective of the Delivery step before releasing the
final product. On the other hand, it often happens that in the early stages of the pro-
cess communication with the customer is difficult due to the different background
of people involved. However, this difficulty is quickly and naturally overcome after
the short period needed for participants to become accustomed to each other’s habits
and practices. We have also found that use of an Application Lifecycle Management
(ALM) tool is crucial as it provides an important infrastructure for the entire team.

Strategically speaking, positive lessons learnt from integrating HCD into Scrum-
based practices that have made SER&P successful in project execution include:

– carrying out an initial sprint, longer than the other development sprints, for
creating a software system skeleton according to the requirements identified
during the initial meetings with the customer;

– considering customer feedback early in the project sprints (especially in the first
one) for upfront design and as a guideline for developing a prototype used as
a communication means in the rest of the process in addition to face to face
communication;

– working iteratively and incrementally during each sprint;
– planning for testing during the sprint and iterating in the next sprint based on the

results, allowing customers to actively interact in the acceptance test of individual
issues as well as of the entire release;
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– using a project management tool, i.e. an ALM tool, which includes Scrum-based
practices, to support the entire process and simplify organisation for Product
Owners and development team members.

The experience described in this chapter has shown that customer feedback
is valuable for HCD and in turn Agile practices seem well suited to be mapped
to customer involvement. It is important that feedback and customer involvement
are set at multiple points throughout the development process. To this end, the
Scrum-based process adopted by SER&P indeed includes several points in all steps
(Inception, Development, Delivery) that take into account such aspects. We have
found that it is important that interviews/meetings/field studies are carried out in
the first part of the project, during the first sprint, in order to have a clear picture
of what is going to be developed. This is because the first sprint is most likely to
be longer than the subsequent ones, which focus more on development, evaluation,
implementation and integration aspects.

Customer feedback should be filtered, i.e., not everything a customer wants can
be carried out or is actually a good idea. In this sense, SER&P practices involve
decision points where suggestions can either lead to a new issue/change request or
be rejected. As implementation issues can be affected by customer feedback it is
important to closely evaluate the requests and discuss them, in order to reach trade-
offs during project sprints.

All the status and evolution points should be tracked as the project proceeds. For
this reason, decision making and project status monitoring on behalf of the Project
Owner with respect to the development team members is simplified by using an
ALM tool to support organisation of sprints, daily meetings, issue assignments and
so on.

The Scrum process described in this chapter has been generalised and further
experimented on in other projects and is currently used by SER&P. We are confident
that the community is slowly moving in the right direction as user needs are
becoming systematically ingrained into the production processes, especially Agile
ones.
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Chapter 6
Communication Breakdowns in the Integration
of User-Centred Design and Agile Development

Silvia Bordin and Antonella De Angeli

Abstract Despite several calls for a more systematic integration of User-Centred
Design and Agile development methodologies, no satisfactory agreement has been
found yet. We articulate three breakdowns that may occur when integrating these
two software engineering approaches, namely a variable interpretation of user
involvement, a mismatch in the value of documentation, and a misalignment in
iterations. These themes emerged from theoretical grounding as part of action
research in a case study where UCD and Agile were integrated to develop mobile
applications for a user community. We discuss attempted strategies for improving
community involvement alongside the evolution of the project team, composed of
developers, designers, users, and customers. We finally suggest ways to promote
a receptive organisational culture for the integration of UCD and Agile, drawing
inspiration from participatory design and design thinking, retaining the richness of
community voice, and effectively timing the combination of the two methodologies.

Keywords Working practices • Organisational culture • Research into design

6.1 Introduction

In recent years there has been a growing interest in understanding the combination
of the user-centred design (UCD) and Agile development approaches, both in
the human-computer interaction community and in the software engineering one.
This convergence would lead to a more holistic software engineering approach
relative to the application of one of the individual methodologies alone [1]. The
advantage is twofold: on the one hand, Agile methodologies do not explicitly
address usability or user experience (UX) aspects in their understanding of the
development process, although valuing customer satisfaction [2, 3]. Yet, these
aspects cannot be overlooked anymore, since a carefully designed UX can provide
an advantage over competing products [4]. In fact, despite its problematic nature
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and high costs [5], effective user involvement results in high reward and several
expected benefits including improved quality, understanding, and acceptance of the
product [5], and generally overall “positive effects on both system success and user
satisfaction” [6].

On the other hand, UCD does not explicitly address how the implementation
of the design should be performed, despite needing to ensure that no “design
drift” [1] occurs by maintaining a tight connection with the development. Agile
methodologies appear to fill this gap because of their capability to flexibly respond
to change in requirements, priorities and context, benefitting from a constant
involvement of the customer in the process. These features have facilitated their
widespread adoption in companies [7]. Furthermore, the intrinsically iterative nature
of Agile implies continuous testing and incremental improvement of stable versions
of a software product, fostering an overall higher quality of the final outcome, and
aligning in principle with the iterative nature of UCD.

Despite these benefits, no satisfactory way to integrate UCD and Agile has
become established yet, if one exists. We contribute to filling this gap by reflecting
on our own experience as researchers and designers in a project where the
integration of UCD and Agile was used in mobile application development, not
for a single business customer, but for a whole community of users. By intertwining
research into design [8] and a literature review, we identified three communication
breakdowns that are likely to occur because of a mismatch in the formalisation of
key themes in the two approaches, namely the interpretation of user involvement,
the value of documentation, and the synchronisation of iterations. We believe that
the analysis of such communication breakdowns can provide a distinctive analytical
tool to facilitate a shared understanding of the respective assumptions of UCD and
Agile and of the potential conflicts between them, thus supporting new kinds of
collaborative work arrangements.

Consistently with [9], we observed that all breakdowns are manifested at the
work process level, but that their solution requires changes in the organisational
structure. As a result, we propose some reflections on the need to foster the
establishment of a suitable and receptive organisational culture in order for an
effective integration of UCD and Agile to occur; these considerations are inspired
by the participatory design and design thinking approaches. We also reflect on
how to retain the articulation of the needs and positions expressed by a whole
user community and, in a more process-oriented perspective, on which is the most
suitable timing to integrate UCD and Agile, taking into account the peculiarities of
the two methodologies.

6.2 State of the Art

User-centred design is an umbrella term used to denote a set of techniques, methods,
procedures and processes that places the user at the centre of an iterative design
process [10]. As stated by Norman already 30 years ago, when UCD was struggling
to establish itself in a predominantly technology-pushed environment, “the purpose
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of the system is to serve the user, not to use a specific technology, not to be an elegant
piece of programming” [11]. Agile also presents a variety of methods advocating a
lightweight approach to software development where rapid and flexible adaptation
to change is the key to maximising customer satisfaction. Such adaptation is
achieved through a process of continuously improving, evolutionary development
carried out by a self-organising, cross-functional team that communicates through
face-to-face and often informal meetings rather than through formal documentation.
Agile methodologies are grounded on the principles and values listed in the Agile
Manifesto [12], which, among other things, highlights the concept of customer
collaboration: the customer is in fact expected to be actively involved in the
development process, although to a variable extent depending on the specific form
of the methodology in practice, and to have the power to steer the direction of the
project by intervening on the requirements according to his/her possibly changing
needs [13].

We highlight that both UCD and Agile can be instantiated in a large variety of
practices: this makes it difficult to present a definitive position on the integration of
the two approaches. However, in the next sections we will discuss three themes
in particular that may have diverging interpretations in the two methodologies,
namely user involvement, documentation, and synchronisation of iterations. These
themes, which emerged from a case study and were then corroborated through a
literature review, are most likely to cause communication breakdowns, i.e. examples
of “disruption that occurs when previously successful work practices fail, or changes
in the work situation (new work-group, new technology, policy, etc.) nullify specific
work practices or routines of the organizational actors and there are no ready-at-
hand recovery strategies” [9]. Communication breakdowns occur in the absence
of a shared meaning among team members and can be counteracted by designing
for translucence (i.e. the combination of visibility, awareness and accountability);
shared meaning is nurtured by grounding (the communication process aimed at the
creation of mutual knowledge, assumptions, and beliefs [14]) and consolidated by
knowledge sharing.

6.2.1 Integration

A growing interest in understanding the combination of UCD and Agile is emerging,
as witnessed for instance in the literature reviews performed by Jurca [4] and Salah
[1], which consider 76 and 71 papers respectively. The papers were selected based
on their focus on methodologies for integrating UCD and usability engineering with
Agile approaches, with an accent on the software engineering community, to which
the authors belong. Results suggest that much literature on the topic consists of
“experience reports”, with “few rigorously conducted studies in Agile-UX” [4] or
systematic guidelines. Moreover, that research is dispersed over a large number of
venues and is likely to not fully reach its intended target community. Both studies
conclude that there is a need for design and development methodologies that can
“draw on the best practices and tools of the two disciplines” [3].
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Attempts at integrating the practices of UCD and Agile development have
been made over time [e.g. 15], leveraging the similarities of the two methods
while mitigating their differences. An approach called Agile usability is proposed
in [16], enriching the Extreme Programming methodology with several artefacts
drawn from HCI each used in different moments. Similarly, some experts suggest
applying discount usability methods by involving a very small number of users
(one to three), with frequent testing and with constant updates to the team and
the clients [17]. Others propose to lighten UCD approaches in order to keep the
pace of Agile iterations [18]: for example, the presence of an onsite customer is
reported as a common practice in Agile projects to facilitate the communication of
requirements to developers [3]. Ungar and White [19] describe a case study in which
the application of the design studio approach might effectively bridge UCD methods
and Agile ones, such as Scrum: this approach envisages a rapid, iterative process
of ideas generation, discussion, and reconciliation into a unique design concept
to be implemented. Lean UX [20] is a practitioners’ proposal for the integration
of UCD practices into Agile; yet, as argued in [21], the organisation applying this
methodology has to be ready for it, developing an appropriate internal culture, which
is often a non-trivial condition to achieve.

While acknowledging the large and robust common ground [14] that the two
approaches anyway share, in the next paragraphs we will introduce three communi-
cation breakdowns [9] that are likely to affect their integration.

6.2.2 User Involvement

The concept of user-centredness is complex and covers a broad range of per-
spectives, which according to [22] are articulated around four dimensions: user
focus, work-centredness, involvement or participation, and system personalisation.
Different and at time conflicting interpretations of processes, practices, and goals
exist within these macro-areas. The dimension of involvement is particularly
interesting for our work as it describes different approaches related to the user role
in design, ranging from an informative role (users act as providers of information
and as objects of observation) to a consultative role (users comment on predefined
design solutions) to a participative role (users actively take part in the design process
and have decision-making power regarding solutions) [5]. User involvement in the
informative/consultative role stresses a functional empowerment of users in its focus
on designing usable and satisfying systems; this differs from the participatory design
perspective, which aims at a democratic empowerment [23] by allowing people to
shape the tools which will affect their work or personal life.

In UCD, user-centredness is typically described in this continuum between
involvement and participation [22]: user needs and activities are thoroughly
researched and understood by the design team upfront or in direct collaboration
with a small sample of selected users. Agile techniques also encourage the
customer’s collaboration throughout the development process; however, in the
Agile terminology, the notion of customer is often blended with that of a user [24],
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with contrasting interpretations of the distinction between these two concepts and of
whom is supposed to take this role. Most Agile methods in fact define the customer
as a representative of the end users who has direct and regular contact with them
[e.g., 2, 25, 26]. However, some authors report that it is infrequent for a real end-
user to act as a customer [15, 27], subsequently questioning the extent to which
the customer can actually represent the real user and his/her needs [3, 28]. Others
[15] recommend that the customer’s engagement should also be supported by a
number of other roles within the team, such as a proxy user, or that the customer
role should be filled by one or more members of the product team [29], since
customers are part of the release planning and iterative development process [28].
The duties of the customer, in their fuzzy definitions, include acting as the voice
of the end user, evaluating performance and helping to prioritise and plan cycles
and releases [30]. This responsibility can turn out to be overwhelming [25] and
some authors argue that there is no guidance on how the customer should be able
to articulate his/her needs in order to communicate the requirements to developers
[28, 31].

Indeed, the very same capability of users to articulate their own working practices
or to design a system can be questioned [28]; furthermore, because of a mutual
learning effect, some authors claim that the more the “representative” customer
becomes part of the development team, the less useful he/she is as a user surrogate
[28, 32]. The same authors also propose a distinction between the user and the
customer: the user interacts with the system being designed directly and uses it
to accomplish his/her job, while the notion of customer is broader: understanding
the users is needed to achieve a good design, understanding the customer is needed
for its acceptance.

In general, given all these considerations, it seems that the integration of user
needs within the feature-oriented Agile development process has not been fully
achieved yet; as concluded in [3], one of the reasons is “a lack of tactics and
practices” within organisations.

6.2.3 Documentation

Independently of the key issue about who is expected to be a team member (develop-
ers, designers, usability experts, users and/or customers) in an integrated UCD/Agile
project, both methodologies place an emphasis on frequent communication among
team members to support project awareness. However, while UCD has produced a
number of design tools to support communication with developers, such as scenarios
or personas, Agile tends to emphasise face-to-face informal communication. In a
UCD process, formal documentation may record design rationales, list user and
interface requirements, and provide the ground truth about the overall design vision,
becoming “crucial for estimation and implementation efforts” [10]. Therefore, the
experts will devote an important amount of time to analysing users and their tasks
and then iteratively collecting feedback; these activities need to be performed and
documented before the implementation phase begins.



142 S. Bordin and A. De Angeli

Conversely, in Agile development the use of documentation is diminished [33],
to the point that one of the principles of the Agile manifesto [12] states that
“the most efficient and effective method of conveying information to and within a
development team is face-to-face conversation”. In [34], three types of collaborative
work to realign designers and developers are identified: all of them are oral and
the use of documentation is not even mentioned. Because of this, rather than
having requirement documents, the Agile approach incorporates the user (or his/her
representative) directly in the development team. There is anyway an on-going
discussion within the Agile community concerning the fact that documentation
should not be discarded altogether, especially given the complexity of modern
systems, and that it just needs to be adapted to more dynamic processes [35]: the
argument is hence about what is to be documented [35], how, and for what purposes
(e.g. supporting organisational memory and communicating with stakeholders [36]).
Nonetheless, often usability goals are documented in a very general way, relying on
an oral common understanding instead [7]: this may however make a quantitative
evaluation of such goals problematic and make the fulfilment of the “big picture of
UX” more difficult [37].

6.2.4 Synchronisation of Iterations

One of the generally accepted principles of UCD defines it as iterative [38]; Agile
development is instead intended as being not only iterative, but also incremental
[30]. A further challenge is about how to synchronise the periods of UCD and
Agile [1, 4], and in particular whether the two methodologies should proceed in
parallel or not. Several proposals envision designers and developers working closely
together in a synchronised manner. For example, in [39] a daily interaction between
them is defined as “essential” for a successful outcome of the project; in [34], their
collaboration is defined as informal, oral and ad-hoc. Schwartz [31] found that the
development pace was better maintained in a project with a usability expert than
without one: in addition, the former situation gave rise to pair designing, in which
the developer and the usability expert worked together and learned from each other,
thus improving HCI practices and knowledge in the whole team and in general
resulting in a better project dynamic.

Other researchers propose to keep UCD and Agile separate instead, while
just synchronising their periods of iteration [15] so that design stays ahead of
development. This is the interpretation of Agile usability given by Nodder and
Nielsen [40], who describe a process where design and development belong to
two parallel tracks and the former feeds the latter with progressively refined user
requirements, prototypes and tests. Similarly, in [29] the author recommends that
the lengths of the iteration of the design and development tracks have to be carefully
balanced so as to allow some advance for the design activities. Another successful
example of dual-track approach is described in [39]: the author reports that, in order
to accommodate the different paces of UCD and Agile, the timing and frequency of
data collection, rather than the methods, changed considerably.
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A distinct issue concerns the amount of work, and specifically design, to be
performed before the implementation phase begins [41]. UCD encourages the team
to understand their users as much as possible before writing code [15]: experts will
devote an important amount of time to analyse users and their tasks in order to
create the interface specification document and then to iteratively collect feedback
from users through various usability techniques. Despite being time-consuming
activities, data collection and analysis are nevertheless considered to be necessary
to inform implementation. Conversely, given its feature-oriented nature and the
emphasis put on early software delivery, Agile methods are largely against an
up-front period of investigation at the expense of writing code [15]: they capture
“user stories” [24] instead, that is high-level requirements to be addressed at the
beginning of each iteration, therefore reducing upfront work to a minimum. Still,
several authors advocate a solid understanding of the user [28] also in terms of
time and effectiveness and suggest the relevance of an “Iteration 0” (e.g. [1, 29])
in which upfront design and requirement elicitation are carried out, with some
degree of compromise about the duration of such activities, in order to ensure the
establishment of a holistic design vision that can be shared within the team [37].

Related to this, we underline that Agile approaches are prone to focusing on the
details at the expenses of the overall project vision [1]. In order to mitigate this, the
responsibility for carrying the UX vision forward should be explicitly shouldered
by the management and the organisational context [7, 37].

6.3 The Smart Campus Project

A large set of observations on the potential and challenges of the integration of UCD
and Agile development derives from our experience in the Smart Campus project,
where the two methodologies were applied to mobile application development for a
community of users. Smart Campus started in 2012 in the context of establishing a
living lab in the Province of Trento and lasted 3 years. The University campus was
selected as the playground to experiment with a vision emphasising the role of the
community as builder of services. The project aimed at creating an ecosystem that
could foster students’ active participation in the design and development of services
for their own campus [42]. A service infrastructure was the main technological
outcome of the project [42–44]; on top of that, a set of eight mobile applications
(Fig. 6.1) was developed to help students with a variety of professional (tracking
university achievements; managing email), social (creating and managing groups;
getting information about events in the city), and private tasks (travelling through
the city; keeping a multimedia diary; receiving information about the university
cafeterias) [45].

UCD and Agile were chosen as useful methodologies for a project that needed
a fast delivery of the product while ensuring a focus on user needs [46]: the former
was applied to interface design, the latter was used to build the service architecture.
The project team consisted of approximately 25 members, including interaction
designers and software engineers. Furthermore, several groups of students were
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Fig. 6.1 The Smart Campus
mobile applications set

involved, reaching over 500 people in total; they played the role of users or
customers at different points of the project. Approaches for community engagement
changed as the socio-technical infrastructure was evolving, as discussed in [42].
Some of these students were directly included in the living lab as interns, in a
participatory development effort, while others played a consultative role comment-
ing on the applications as they were developed. The dialogue between developers,
designers and users was mediated by a set of communication channels including a
forum (based on phpbb, a simple open source bulletin board system, a beta testing
community in Google Play, and social networks (i.e. Twitter, GoogleC, Facebook,
LinkedIn). In an effort to promote the sustainability of the project [47], the code was
released as open source on GitHub, a platform for collaborative development.

6.3.1 Project Methodology

During the first year of the project, design and development proceeded on two
parallel tracks: design focused on conceptual work and community engagement,
while development focused on the service infrastructure. Several design activities
such as focus groups, diaries, online ethnography and workshops were put in
place, engaging 60 bachelor and master students overall; these activities aimed
to investigate the life of the student population and understand the design space
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Fig. 6.2 Different examples of low-fidelity prototypes for the Smart Campus applications

of the project. At the same time, we also performed a benchmarking of mobile
apps offered by other universities and studies of online student communities.
This information was used to build personas, scenarios, and later storyboards
and sketches that informed the vision of Smart Campus as a toolbox containing
separated but interrelated services for students’ use (Fig. 6.2).

In parallel, the backend functionalities of the service platform began to be
developed following a rather traditional, incremental, and non-Agile approach. The
apps were then released to a growing community of campus students, starting from
90 students on the Human-Computer Interaction course for bachelor students within
the local Department of Computer Science. This first group of users was also
provided with a smartphone and a paid data plan in order to ease the testing, as
few of them had a suitable device and we aimed to seed a user community [42].

These initial UCD and development techniques required both time and docu-
mentation. However, as the technological infrastructure became more mature and
demands for more frequent app releases became more urgent, the management
realised that a much faster development pace was needed: therefore, almost a
year into the project, the development team quickly transitioned to an Agile
development methodology, namely Scrum. Since the team had little experience with
this approach, the CTO read manuals about how to implement it, involving the
management in this training as well, and then briefly introduced the Agile practices
to the team during a sample sprint planning meeting. Scrum was not applied by
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the book, but it required accommodating the peculiarities of the existing team: for
instance, the CTO also took the role of the Scrum master, while the rest of the
project management kept prerogatives such as maintaining relationships with the
University and administrating personnel and funds; appointed “champions” of the
apps, i.e. members of the development or management who were responsible for a
specific app and in charge of tracking its progress, became different product owners;
interns were incorporated as on-site user representatives (at least in principle, as we
will see later).

The transition to Agile disrupted the alignment between the design and the
development team: even though they were both following iterative approaches, it
soon became clear that the iterations required by UCD were longer than those
envisaged by the Scrum sprints, which were set to last 1 or 2 weeks. In fact, the
design team was supposed to be ahead of the development team by at least one cycle
[48], in order to be able to transfer prototypes and requirements to the development
team in a timely manner. At the same time, however, designers had to face a large
amount of qualitative feedback continuously coming from the user community,
analyse it, and prioritise extracted requirements. A ticket was created in an internal
system for most relevant user suggestions; designers would prepare design solutions
and then pass them on to the developers for the implementation.

Overall, the project needed to find a suitable collaboration protocol between the
design and the development team that could effectively accommodate the feedback
coming from the community while not impeding the development pace. To this
end, we tried several approaches to maximise team communication, which for our
convenience will be classified based on their methodological structure as formal,
semi-formal, and informal approaches.

The Formal Approach The formal approach was encouraged by the management
and consisted of passing on any design issues and decisions in a written manner:
this conflicted with the prescriptions of the Agile methodology. The first attempt
was to use an internal wiki for collaborators, where a table of issues to be solved
was maintained: this method was good for keeping track of all the problems
encountered, but was not a self-explanatory procedure, as it often required additional
information to be provided through different media as shared documents. The wiki
was eventually abandoned in favour of maintaining a presence on GitHub, in order
to promote open source contributions to the project and encourage the interventions
of the community directly related to the code. This approach proved somewhat
restrictive for designers as GitHub is used mostly to report bugs or issues with
software behaviour, but it is not meant to support the tracking of progress about
the overall UX design or the usage by people without technical expertise.

The Semi-Formal Approach In the semi-formal approach, we include different
kinds of meetings. Notably, none of them directly involved any user representatives
with the exception of the students involved in the Smart Campus development
lab, who were actively contributing to a participatory development approach. HCI
meetings usually gathered the whole design team and the champions of the apps.
Matchmaking meetings were usually held once every 2 weeks and involved all of
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the Smart Campus staff (managers, developers, interns and designers): during these
meetings, project landmarks and dates were discussed, problems brought up, and
work divided. Scrum meetings basically replaced matchmaking ones when the team
adopted an Agile approach. They were quick daily meetings, usually held early
in the morning, aimed at checking the status of the project and estimating how a
specific task was progressing. In turns, the members of the group involved in the
Scrum reported about any problems they encountered, tasks performed and plans for
the day. The Scrum Master coordinated the activity by annotating this information
on a progress chart to check the status of the work and the feasibility of set goals.

The Informal Approach The informal approach consisted of face-to-face meet-
ings between a developer and a designer, often resulting in pair designing, i.e. in
the two working together in close collaboration to modify and improve the user
interface during the sprints. In line with the Agile development spirit, these meetings
produced no documentation. Similarly, at times developers engaged in quick chats
over instant messaging systems such as Google Hangouts or Skype. In general,
this approach was applied to solve specific user interface issues, not to address
overarching UX themes such as for instance transitioning to the most recent look
and feel suggested by the Android design principles.

The Mixed Approach Mixed approaches, between semi-formal and informal,
were used in specific situations like the so-called crazy weeks, i.e. accelerated
sprints where the whole team concentrated its efforts in order to reach a mutually
agreed goal. This method was used two or three times in a year, usually to enhance
aesthetics and functionalities when envisioning an immediate release of the apps.
At the beginning, developers, managers and designers met to discuss on “show-
stoppers”, i.e. issues that would seriously compromise the usability of the app
and would not allow its release; each issue could include different tasks, such as
prototyping and development, and was usually assigned both to a designer and a
developer, in a pair designing effort.

Despite this wealth of attempted collaboration strategies, the project team felt
that none of them was actually fully satisfactory in integrating design and devel-
opment activities. As problematic situations emerged in the project, we referred
to literature in order to understand whether the issues were specific to the project
or whether they had also been encountered elsewhere. We therefore combined two
complementary approaches to research into design [8]: a bottom-up one, aimed at
extracting themes from the analysis of project data, and a top-down one, aimed at
consolidating such themes through a substantial literature review.

6.3.2 Data Analysis

The data reported in this work were collected through a number of different
sources, including formal interview studies involving team members and the student
community, and personal observations of the authors, who participated in the project
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respectively as an interaction designer and the principal investigator. In claiming the
value of the findings derived from personal observations, we refer to the concept
of “autobiographical design” [49]: while its authors define it as “design research
drawing on extensive, genuine usage by those creating or building the system”, we
intend autobiographical data as drawing on the same kind of usage, but this time by
those creating or building practices rather than a system.

A first interview study was performed in summer 2013 after an intense period of
Agile development to investigate the perception of user involvement in the project,
also focusing on issues of team coordination and awareness. It engaged 20 people:
7 staff members (developers and HCI researchers) and 13 students with different
levels of involvement with the project. A second study was carried out in spring
2014, focusing on the project documentation and the practices to create and use it.
Among the 12 interviewees, 7 were developers in the Smart Campus lab, while 5
were students involved in the participatory development activities.

To decrease possible social bias, all interviews were conducted by a researcher
external to the project. Audiotapes were transcribed and iteratively coded by the
authors through thematic analysis [50]; double coding was performed on 25 % of
the transcripts yielding an inter-rater reliability of 93 %. Interview analysis was
conducted after the end of the project, in parallel to the literature review previously
presented. Citations in the next paragraphs will be attributed to interviewees as
follows: Dev for developers; Des for designers; Int for interns; Stud for students
in the community.

6.4 Results

This section is composed of three parts focusing on the communication breakdowns
previously introduced. For each of them we articulate the strategies employed in the
project and discuss their perception according to the team.

6.4.1 User Involvement

The user and the customer were clearly differentiated in Smart Campus; we fully
embrace the vision outlined for instance in [15, 27], according to which these figures
denote different targets of design interventions. The customer of the project was the
local University: in line with the funding scheme of the project, they contributed the
case study and some personnel time. Most of the allocated personnel were appointed
either from high-level administrative managers in charge of Education and IT, who
participated in formal meetings with the project team, or from academic staff, who
supported the research work leveraging on a richer variance of communication
contexts by keeping in close contact with the Smart Campus team. The relationship
with the customer was always complex and led to a partial dismissal of the project
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result after the ending of the financial support from the funding body. The fact that
the University is no longer sponsoring the Smart Campus apps as we write is a clear
sign that the communication with the customer failed during the project, reinforcing
Bjørn and Ngwenyama’s considerations [9] about the organisational structure being
the main responsible for the failure or success of working practices. However, the
discussion of this topic is outside the scope of this chapter.

User involvement in the Smart Campus project ranged along the continuum
between involvement and participation [22] and evolved over a period of 3 years,
where we attempted to transform our users (the students in the campus) into a
community of service developers [42]. Students were in fact involved in the project
initially with an informative role, for example through questionnaire and diary
studies, then with a consultative role when they acted as beta testers of the apps
developed by the lab, and finally as participants in the development of their own
apps when integrated as interns in the project team. This process was successful
in that it delivered a set of eight mobile apps, two of which entirely designed and
developed by the student community, which were adopted in everyday life often
with positive evaluations. Despite the convenience of our user target, especially as
both authors fulfil educational duties in the local University campus, the relationship
with the students often led to difficulties and to the need of reconciling the meaning
of user involvement between the designers and the developers. The communication
with the students therefore spanned through the continuum of our interventions,
from a formal approach (when students were required to evaluate the apps as part of
a coursework) to a very informal one, as in frequent corridor conversations or short
text messages.

During the project we highlighted a variable and at times contrasting perception
of user involvement between designers and developers. In particular, the typical
breakdowns occurring in the integration of UCD and Agile were exacerbated by
what the community role actually entailed: this became evident at a management
meeting in April 2013. The discussion regarded the case of a student who was
particularly active in the forum and willing to contribute to the development, but
was perceived as patronising by the developers, who reported discomfort during
interaction; the discussion was then extended to the overall communication between
developers and users, which, especially over the forum, was not always smooth,
sometimes leading to communication breakdowns in a literal sense:

Dev2: “There are different kinds of users: on the one hand some are really careful
or even shy, but on the other hand some are kind of arrogant [ : : : ] I prefer not to
answer myself, but wait for someone that replies in a better way than I would.”

This opened a reflection on the role of students in the project and the perception
of participation within the Smart Campus community. To further explore this kind
of issues, the first interview study was organised. All members of the Smart Campus
team reported being aware of the project aiming towards participatory development
[42] and having a positive attitude towards the active participation of the users’
community in the project. However, when probed at a deeper level, it became
evident that the concept of involvement was intended more as informative, rather
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than participative [22]: instead of becoming true partners in the design process,
students were expected to just express their opinions, which had to be taken into
account by the lab. Especially in the case of developers, therefore, users were
perceived as being requirement providers and application testers (i.e. informants),
without any active role during the design and development stages:

Dev2: “External persons can suggest ideas, report bugs and the team has to listen
to them and consider them for the next steps.”

Dev2: “They are free to suggest ideas and even concrete improvements and we do
take the information seriously, because they will use the application and that’s
why their opinion is important.”

A designer indeed explicitly raised a concern about the lab understanding of
participation:

Des4: “Sometimes I think that we don’t listen very much to the students. We need
feedback, we have to make more effort to understand and to listen to their
opinions [ : : : ]. Sometimes we take decisions without a real participatory design
approach. We take the decisions from the top of the hierarchical organization.
This is only for making it easier and faster. We cannot listen to every little thing
from the students.”

We can see from these quotations that the perception of the community role
retained some UCD/PD elements in designers and some Agile elements in devel-
opers: for instance, developers maintained an understanding of the customer as
the funding agent whose requirements, although changing, were binding; on the
other hand, designers expressed unease at their limited possibility to fully take into
account the needs coming from the community. Yet, the compromise resulting from
the integration of the two methodologies was unclear. In fact, the community was
not understood as a proper customer, as it was not expected to actively participate
in the management of the development process (for instance, it was not part of
the community’s duties to prioritise needs) and it appeared unable to adequately
articulate its requirements for developers. On the other hand, the community lost
part of its prerogatives as a user, since the management ultimately decided how to
steer the direction of the project.

Indeed, students themselves were aware of the importance of their involvement,
but they still confined it to a role of informants and consultants rather than of active
participants who could effectively modify the outcome of the project:

Stud2: “The impact is strong: most of the participants are checking [Smart Campus]
out and using at least one app frequently.”

Stud10: “As a tester, you give me the smartphone and I can give you feedback. I can
do something in exchange”.

This attitude was evident also in the forum, which counted approximately 500
users who wrote about 2000 posts: over 67 % of threads reported problems and
issues with the applications or the smartphone, and only 27 % reported suggestions
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for the evolution of the project. This in turn raised different expectations about
what kind of contribution users could provide and what kind of feedback needed
to be returned to them, in a vicious circle: being users’ posts seldom focused
on proposals for improvement, developers increasingly consolidated a perception
of the community as a group of testers, therefore not entirely committing to
acknowledging the actual suggestions for functionality enhancement; as a result,
such kind of contributions seemed to appear less over time.

6.4.2 Documentation

As exemplified by the question asked by Dev1: “What do you mean by document-
ing?”, documentation did not appear to have an intrinsic value as a communication
tool, neither for developers nor for interns; the first ones wrote it when explicitly
required, the second ones mainly because they had to report to supervisors.

Dev3: “I document some piece of code [ : : : ] only if somebody asks me to because
it is needed by others. Otherwise it’s rare that a developer comments his code.”

Dev4: “I document my development process sometimes, because it depends on the
time that I have : : : If I have time, I spend some time to write a document”

To further investigate this aspect, the second interview study was organised.
Since the development team was collocated and consisted of a limited number of
members, writing documentation became just overhead in practice, as developers
found it arguably quicker and easier to just meet and discuss in person within the
office:

Dev7: “For the discussion between developers with different points of view, it’s
quicker to go to the office with the other developer and discuss it.”

One of the interns however explicitly realised that this tended to create a closed,
connected, fast-paced group:

Int3: “In my opinion, developers should participate in the forum, that is talk to the
users without staying in a closed group. This would be counter-productive, as we
[developers] meet every day.”

The limited actual documentation was typically written and located within the
code in the form of comments; developers shared more extensive online documents
in case they needed to describe a complex process or provide more detailed
information on what they did to a colleague who was meant to take over their work.
Graphical documentation (wireframes and quick hand-drawn sketches) was used
to discuss interface design, to align work between designers and developers and to
supplement the written one in illustrating complex processes; it was usually transient
and kept for personal use.
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Dev5: “Well, the code is open source, so : : : they read my code and in the middle of
my code there is some comment”

Dev5: “If it’s a UI feature, I try to draw it : : : But I do not share this kind of sketches
with anyone. It’s just for me : : : when I complete the feature, I throw them away.”

The attitude with regards to documentation instead changed in the case of
designers or of interns who did not typically share the same space and time in the
lab anymore due to academic commitments or end of their internship: they tended
to habitually use documentation to organise and manage their progress. Designers
regularly shared reports and reflections through Dropbox and online documents;
interns reported first using everyday objects such as post-its and then moving to
shared online documents as well as their collocation became less frequent.

Int5: “At first we used a lot of post-its that we would stick on the whiteboard
and we work there as a group : : : we wrote all the points to develop, what one
would do, what the other would do : : : when I basically remained the only one
working there, I started to use shared online documents to communicate with
other developers : : : and then that became the main communication method : : :

The same things that we would write on post-its, we would then write on these
shared documents.”

The introduction in the team of several members (typically students) who worked
during different shifts, remotely, or from different locations however reduced
the chances of non-mediated communication while increasing the need for a
shared, accessible knowledge base: yet, how to effectively support such need while
leveraging on existing working practices remained an open point.

In general, the interviews showed how a series of attempts at effectively
supporting documentation yielded contrasting results. In the following paragraphs
we summarise what happened with reference to different articulation platforms used
to facilitate the communication within the project team (developers, designers, and
interns) and between the team and the user community.

Developers’ Wiki This platform mainly hosted technical documentation for inter-
nal use. Developers reported checking it almost exclusively to read information;
active contributions had been generally limited to the first steps of the project, as
the lack of guidelines on how to structure the wiki rapidly led to a very confusing
articulation which finally resulted in the CTO of the project being the only one
“legitimated” to write content in it. Developers stated that they seldom edited minor
points, typically to update sections concerning the tasks they were working on:

Dev1: “I know that on the Smart Campus Developers’ wiki every library has
documentation : : : these are done by G. and R. [CTO]”

GitHub Both interns and developers recognised in principle the relevance of doc-
umentation for involving external developers from the community and promoting
the project, and some acknowledged that it should be placed in GitHub along with
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the code; in practice, however, developers did not use GitHub for documentation
beyond the comments attached to code commits.

Dev4: “If I use open software, it’s more important to publish the code and the
documentation because if a developer needs to use my code he can learn where
it is, how it works and so.”

In fact, GitHub was considered to be quite cumbersome to search and likely to
be too “geeky” to be widely used by the users’ community.

Dev3: “I find [GitHub] quite hard to navigate, because there is development, tips,
hints : : : there should be some guidelines”

Forum While the wiki and GitHub were more oriented to facilitating communica-
tion within the Smart Campus team, this bulletin board was aimed to open a dialogue
between the project team and the community of users and was perceived as more
suitable for this purpose.

Int1: “If [the forum] is for documentation purposes within the developers and the
community, it can make sense. If it is just between me and the other people of the
group, I don’t think so.”

One of the students claimed that the forum could indeed be a good tool for
supporting the open source project and discussions related to code:

Stud1: “It would be important [to have a dedicated section for developers]
to help each other and exchange information and opinions about code and
development.”

Yet, while students perceived the forum as a place for discussion, developers
saw it just as a unidirectional informative tool from the users to the lab and did not
perceive it as a suitable support for shared project documentation. Because of this,
and despite the forum being acknowledged as a rich source of information, it was
not seen as a suitable support for documentation, but at most as a supplement.

Dev1: “[The forum] It’s not an instrument designed for that : : : the documentation
should be more structured documents where I can navigate like in a tree and
search : : : It’s something that is missing in the forum, but it’s not designed for
that”

Int4: “If there is the official documentation and you want to go deeper into a topic,
then you can visit that section of the forum : : : ”

Moreover, developers interpreted engaging in conversations on the forum as extra
work that got a relevant priority only if it was related to their current tasks:

Dev2: “[I use the forum] only to receive feedback on the application situation.”
Dev2: “[The forum] It’s a good way to interact with people and understand : : : but

to document the development of the topic, it’s not good.”
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Interestingly, however, while interns generally acknowledged the relevance of
the forum to interact with the community, they tended to check it less and less often
as their role in the project became more similar to that of a proper developer.

Int3: “The forum is an additional thing, I do not get any notifications, I have to go
check it myself.”

6.4.3 Synchronisation of Iterations

In Smart Campus, where the customer was actually a whole community, and as it
also happens in mobile app development more in general (let us think of the wealth
of apps published on Apple’s App Store or on Google Play), the amount of user
feedback escalated quickly: in our opinion, this has been one of the most disruptive
elements in an effective synchronisation of the periods of UCD and Agile. As a side
note, we report that feedback management and prioritisation is often mentioned
in the software engineering community (e.g. [51, 52]) as a major issue in Agile
projects.

At least in the first stages of Smart Campus, some members of the management
team were appointed to review user feedback and prioritise it before passing it
on to designers; this contributed to complicating the attempt of designers to find
a suitable balance with the development pace. As a result, the development team
sometimes took design decisions on their own, proactively checking the forum
and looking for suggestions to implement or bugs to fix without waiting for the
designers or the management to filter the information for them, but rather relying on
the users’ community contribution; the design team then resorted to many ad-hoc
design interventions performed through a face-to-face interaction with one of the
developers requesting it.

D2: “To read the situation [ : : : ] of some application that I am developing in part
[ : : : ] I read the application topic to understand if there are some problems”

Despite developers being generally sensitive to HCI themes, this situation often
caused parts of the apps to be modified in subsequent iterations in order to
better fit the holistic UX design, thus requiring the same piece of interface to be
implemented over and over again, each time differently. Different studies prove
that the synchronisation of UCD and Agile can indeed be complex: for instance, in
[15], the length of iterations in the two approaches and their “different timescales”
are identified as factors contributing to the difficulties in aligning designers and
developers; however, the authors report development being significantly slower at
prototyping than design, while we experienced the opposite situation.

In fact, what was discussed earlier about the perception of community involve-
ment also influenced the struggle for effective feedback management, especially
affecting how feedback was returned to users. Students in fact often asked for
more transparency on the project organisation and for greater feedback about their
suggestions; the developers however claimed that these aspects were ensured in the
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forum. Actually, suggestions provided on the forum were either addressed directly
by developers or mediated by designers; in both cases, a ticket was created in an
internal system and was then closed upon solution of the issue. However, users had
no way to access these tickets or to know whether their proposals were being taken
into account unless someone from the lab explicitly notified this again on the forum,
which was infrequent. The situation was expected to improve with the introduction
of GitHub, as the ticketing system became public, yet this approach remained quite
obscure for users, as if the project team did not perceive the need to keep them
informed about the outcome of their suggestions.

6.5 Discussion

The present work has discussed a project adopting both UCD and Agile in the
context of mobile application development for a user community: reflecting on such
experience has allowed identifying three main communication breakdowns that may
hamper the fruitful integration of the two approaches if the user/customer is no
longer uniquely identified, namely a variable interpretation of user involvement, a
mismatch in the value of documentation, and a misalignment in iteration phases.
We acknowledge that the data we presented are to be conceived within the specific
context of our case study: yet, the three themes are also discussed in literature from
different points of view, even though not systematically. Therefore, given the data
collected from the project and the literature review that reinforced them, we propose
some considerations on how to favour the convergence of UCD and Agile in a setting
oriented towards a user community and to leverage on its benefits.

6.5.1 User Involvement

We have seen the difficulties in defining the role of the Smart Campus user
community and how these affected several aspects of the project. Misunderstandings
in user involvement have been echoed also in the literature: for instance, authors
debate on the extent of user/customer involvement both in the UCD [5, 22] and
in the Agile perspectives [15]. In the case of the integration of UCD and Agile
for a user community, we propose to draw inspiration from participatory design
[32] because of its intrinsic familiarity with the involvement of a variety of users,
each representing its own needs and values, and with the resulting complexity.
This was attempted also in Smart Campus by seeding a user community that could
communicate directly with the developers through the forum and the beta testing
experimentation. We believe that the availability of a platform such as the forum,
supporting the dialogue not only between the community and the project team, but
also within the members of the community, has been beneficial for the maturation
of a sense of ownership of the users with respect to the applications and for a livelier
discussion about the needs of the community itself.
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We have also referred to our instantiation of participatory development [42], i.e.
integrating users in the development team by having interns in the lab. This peculiar
context has in our opinion given some advantages to the development process: by
providing a direct, explicit link between the project team and the community, interns
allowed mutual learning to take place and contributed a domain knowledge that
resulted in a more informed feedback management; on the other hand, however, as
found in [28, 32], such bond with the community became less and less meaningful
as the time spent by students in the lab passed and they transformed into developers.

We acknowledge that the nature of Smart Campus as a funded R&D project put
it in a privileged position that could afford having interns from a largely technically
skilled user community as part of team. Yet, despite Smart Campus being a very
specific case, we argue that, particularly when addressing a user community as it is
often the case in mobile app development, informing the design and development
process with participatory elements is still a valid suggestion and, retaining the
richness and articulation of the voices of the community, is likely to be a sustainable
approach in the long term.

This also provides a possible answer to the concerns appearing in literature about
the customer’s role in Agile: this figure is entitled to steer the direction of the project
by redefining and re-prioritising his/her own requirements even while development
is on-going [12], but at the same time he/she is overwhelmed by responsibility [25],
his/her actual representativeness is questioned [3, 28, 31] and he/she is likely not to
have the competence to exert such decision-making power, to the point that some
authors have suggested that a member of the development team is most suited to play
this role [29] instead. We believe that the context of mobile application development
might open further possibilities if the community is composed of technically skilled
people, as it was partly the case in Smart Campus: in this case, in fact, the decision-
making power of users can be extended to cover choices that concern not only
design, as it happens in participatory design, but also development.

6.5.2 Documentation

In our experience documentation can be kept to a minimum, as encouraged by
the Agile principles [12, 33], and intended only for internal use as long as the
development process is confined within a lab, as it was in our case. Yet, if we
envision a scenario in which users are active participants engaged in participatory
development, documentation becomes a means to ensure greater transparency over
the development process, especially for coordinating the evolution of an open piece
of software; the theme of geographical distribution is by the way also presented
in [53] as one of the main differences between the open source and the Agile
approaches. Furthermore, in [54] authors highlight that shifting to a distributed
team, and thus having to create high-quality documentation and specifications,
“requires different types of competences than simply expertise in programming and
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concomitant tacit knowledge”: professional identities and work practices change,
as the “articulation work” required to coordinate becomes a larger share of regular
work.

6.5.3 Synchronisation of Iterations

We have also seen how the amount of user feedback coming from a community can
quickly escalate and how handling it can affect the smoothness of the development
process. Despite information loss in feedback management being unavoidable [52],
we believe that an organisational culture informed by participatory design is likely to
appropriately recognise the value in this continuous feedback and effectively handle
it, integrating the users’ voice while retaining as much as possible of its articulation.
This context may also ensure greater transparency over the development process,
showing in an organic way what the outcome of the feedback and suggestions
provided by the community was and therefore establishing a dialogue with users,
rather than having communication flowing just unidirectionally as it happened in
the Smart Campus forum.

Indeed, how to effectively achieve this remained an open point in Smart Campus,
as the project team was not able to envision a lightweight process for feedback
implementation that did not interfere with the speed of the development pace; as a
result, design lagged behind development, differently from what reported in [15] and
suggested in [29, 40]. Yet, we believe that, as also shown by several suggestions in
literature [e.g. 55], the management of user input can be facilitated if the integration
of UCD and Agile fully occurs only after the conceptual design has been finalised,
i.e. after the so-called “Iteration 0” [41], which can even be regarded as exceeding
the scope of Agile methods [55]. In Smart Campus, for instance, while the user
research was being performed, the backend functionalities of the platform were
being developed as well. Once the conceptual design is ready, UCD can address the
interface design, while Agile can proceed with the implementation of the business
logic. In our opinion, it is likely that the feature-oriented framing of Agile is
somehow too constraining in respect of the creativity and flexibility that characterise
the early stages of UCD. A critical point is however still present in the handover of
the conceptual design from this stage, where UCD and Agile proceed in parallel, to
the subsequent iterations, where the two approaches merge.

6.5.4 Fostering Integration

We finally remark that as the integration between the UCD and Agile methodologies
occurs, a compromise seems to be needed between their respective understandings
of the user and the customer, both in terms of working practices [37] and in terms of
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organisational vision, especially in the case where the user/customer is no longer
uniquely defined and is rather replaced by a community like in Smart Campus.
In fact, some authors advocate the establishment of a suitable managerial and
organisational context as one of the conditions for the integration of UCD and
Agile to effectively happen [7, 37]. Clearly, an organisational culture that values
participation and recognises the relevance of user input throughout the whole design
and development process is likely to endorse a conceptual design that takes the
users’ voice into account, acknowledging and actively addressing the issues related
to the responsibility towards users’ needs and to the risk of losing track of the
holistic UX design over time [7, 37].

In order to foster such a receptive organisational culture, we propose the
adoption of design thinking [56], a methodology grounded on a “human-centred
design ethos” that pervades all stages of a product lifecycle, from inspiration to
ideation to implementation. This discipline leverages on “the designer’s sensibility
and methods to match people’s needs with what is technologically feasible” and
marketable, acknowledging the “value of a holistic design approach”. In his work,
Brown emphasises that design thinking is not just a prerogative of people in design
schools, but is rather an attitude that can be assimilated also by other professionals.
For what concerns specifically the integration of UCD and Agile, we believe that this
perspective can foster an organisational culture which values and achieves empathy
with users and endorses, both in the project management and its team, a common
awareness of elements such as the relevance of user needs, a holistic UX vision, and
a shared acceptance and ownership of the conceptual design and ultimately of the
product.

6.6 Conclusions

In this paper we have proposed three themes that can be used as an analytical
tool in the management and facilitation of projects involving UCD and Agile.
Such themes, or communication breakdowns, concern potential mismatches in the
formalisation of key concepts in the two approaches, namely the interpretation of
user involvement, the value of documentation, and the synchronisation of iterations;
they emerged from a case study in mobile application development for a user
community and were reinforced with a literature review. We believe that reconciling
them by promoting a receptive organisational culture that draws inspiration from
participatory design and design thinking can be a fruitful way to effectively integrate
UCD and Agile.
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Chapter 7
Towards Understanding How Agile Teams
Predict User Experience

Kati Kuusinen, Heli Väätäjä, Tommi Mikkonen, and Kaisa Väänänen

Abstract In this chapter, we compare UX assessments of users and agile team
members to learn to what extent developers can predict how users experience
(UX) the product the developers are working on, and where user involvement is
truly required. We compared UX assessments of agile team members (N D 26) and
users (N D 29) of six enterprise applications with statistical tests. Moreover, we
analyzed the data with principal component analysis to reveal the main dimensions
of UX for enterprise software. Our results confirm prior research findings that
agile team members can put themselves in the users’ position when evaluating
instrumental aspects of UX of the software they are working on. However, it
seems that developers cannot evaluate non-instrumental quality. Therefore, direct
user involvement from participation to evaluation or other means to support user
empathy in development process is needed. We recommend additional means, such
as personas to help agile team members empathize with the users and their needs
for non-instrumental qualities of the enterprise software.

Keywords UX evaluation • Agile software development • Enterprise software

7.1 Introduction

Building on advances in software technology, rapid and continuous development
approaches have become a viable option for numerous end-user applications. With
such infrastructure, developers can expose new features to randomized experiments
in real-life context, where data regarding actual users’ preferences can be collected
and analyzed with statistical hypothesis testing. However, executing such tests
requires a substantial number of real users, which can be a problem in enterprise
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software development, which is targeted for work-related use. Moreover, such tests
reveal only user behavior with the system, leaving the developers unaware of users’
subjective experiences.

The interest in gathering real-life user data reflects the differences between
users, who perceive the software via user interfaces, and developers, who know
the software from inside out. Gathering data from real-life use can be regarded as a
way to address claims that developers do not truly understand users, and that users
do not really understand what they eventually want [1]. These problems have been
partially solved with rapid iteration cycles promoted by agile software development
approaches. Still, while at best, such approaches advocate a paradigm shift from
front-heavy planning and design to short development cycles, where user feedback
is constantly collected, delay is introduced when getting feedback from end users as
well as when analyzing the feedback.

UX work has traditionally followed the user-centered design process defined in
[2], and mechanisms for integrating UX work in agile development frameworks
remain largely unestablished. The most widely used approaches include a design
upfront phase and (often unsuccessful) attempts to maintain the pace of development
iterations with user testing [3, 4]. To truly include UX work in agile development,
lightweight methods are needed to evaluate UX as a part of iterative development.

Given an improved understanding regarding how agile teams and users assess
UX, developers themselves may handle some aspects of UX, at least to a certain
degree, thus lightening the workload of UX specialists (UXS). To address devel-
opers’ ability to predict UX, quantitative measurements are needed to measure and
compare UX as assessed by development team members and users. Moreover, to
allow frequent evaluation of UX in agile projects, simple evaluation frameworks
that minimize work are needed.

We aim to make UX work more rapid in enterprise software development. By
enterprise software we refer to applications that are intended for work purposes
and are primarily developed to meet organizational rather than user needs; by UX
work we mean activities, such as research, design, development, and evaluation that
aim at developing software that is usable, fulfills user needs, and provides desired
interaction qualities. Our research has three practically oriented goals:

1. To enable collecting rapid user feedback to support iterations that synchronize
UX and software development work.

2. To place the focus of limited UXS resources on issues that software developers
are not able to handle by themselves.

3. To enable setting clear, meaningful UX goals to focus on big picture and to unify
design effort based on real user preferences.

To meet these goals, we study to what extent developers are able to understand
UX so that some of the validation steps with real end users could be eliminated. The
goal is to understand if some of the UX validation could be performed as a part of
the software creation, and, if so, what are the things that truly need experimentation
with actual end users.
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To this end, we compare assessments of UX between users and team mem-
bers (developers, product owners (PO), and UXSs). We asked team members to
assess the software from two perspectives: as themselves and when trying to put
themselves in the users’ place. We conducted a survey in six agile development
projects from five companies working on enterprise software. We surveyed 26 team
members—including developers, UXSs, and POs—and 29 end users considering
their perception of UX in the software that was produced in each project. We
measured UX using a scale with 16 items from UX dimensions identified in [5,
6]. Our results suggest that developers are able to understand the practical quality
(such as usefulness) of the developed system, but understanding hedonic qualities
(such as pleasure) seems to need support to help agile team members empathize
with the users. In addition, our results contribute towards understanding the main
UX dimensions for enterprise software.

The rest of this Chapter is structured as follows. Section 7.2 introduces work
related to mechanisms of measuring UX and studies regarding the differences in
how users and development teams perceive UX. Section 7.3 describes our research
methods. Section 7.4 presents results of the principal component analysis and
related varying assessments of UX. Section 7.5 discusses the validity and limitations
of this research. Section 7.6 discusses the main contributions and the implications
of our results, and finally, Sect. 7.7 draws some final conclusions.

7.2 Background and Related Work

The study presented in this Chapter is based on an earlier study [7] of the same
projects with the same participants from agile teams, in which we studied how
the participants contributed towards UX work. In that study, we found that UXSs
(UX specialists) collaborated the most with developers during demo sessions, when
discussing the UI design and when determining how to implement design details.
Developers did not participate in user studies or tests, or in clarifying end user
definitions or target user groups. Thus, developers’ understanding of users remained
shallow and many of them wished to be more involved in user communication.
Those findings motivated us to continue our research with these projects with a
further study, reported in this Chapter.

7.2.1 Concept of UX

UX is subjective, context-dependent, and dynamic [8]. It is affected by users’
expectations, needs, and motivation, systems’ characteristics, such as purpose
and functionality, and the context of use including physical, organizational, and
psychological aspects [9]. The standard definition of user experience (UX) is
as follows: a “person’s perceptions and responses resulting from the use and/or
anticipated use of a product, system or service” [2].
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According to Law et al. [10], in academic research, the most commonly utilized
frameworks for UX are the hedonic-pragmatic model [11] and sense-making
experience [12]. The hedonic-pragmatic model divides user experience into hedonic
or the non-utilitarian dimension and pragmatic or the instrumental dimension [11].
Hassenzahl [11] further divides the hedonic into two subdimensions of identification
and stimulation, while the instrumental contains mostly items related to usability
and usefulness. Usability is often seen as a necessary precondition for good UX
[13, 14].

Väänänen-Vainio-Mattila et al. [15] discuss the differences in the conception of
UX between academic UX research and industrial UX development. They conclude
that while the research concentrates mostly on hedonic aspects and emotions,
companies concentrate more on functionality and usability issues [15]. Moreover,
although early HCI studies concentrated almost exclusively on task- and work-
related usability issues and achievement of behavioral goals [9], UX research
has mainly concentrated on consumers and leisure systems (see e.g., [16]) for
categorization of publications applying the hedonic). Thus, it is unclear what shapes
UX of enterprise software or work-related tools: what are its dimensions and is it
different from UX of leisure systems?

7.2.2 UX Evaluation in Agile Development

Vermeeren et al. [17] identified 96 different UX evaluation methods originating
both from academia and industry. The methods included lab, field, and online data
gathering activities, such as surveys, focus groups, expert-based methods, controlled
observations, and contextual inquiries. Most of the methods were intended to be
used with functional prototypes or with working products. Regarding online evalua-
tion methods, Vermeeren et al. [17] conclude that whilst they can be lightweight,
cheap, and fast, some of them are problematic because they require laborious
analysis, which can decrease their practical feasibility.

In industrial agile development, ensuring the desired UX of implemented features
is often addressed with user tests [18]. According to Da Silva et al. [18], user
testing is one of the most commonly used practices in agile UCD work, and it
is equally conducted on low-fidelity prototypes and on working software. In the
most traditional form, user tests are conducted by recruiting users to arranged test
sessions where users perform planned use cases or scenarios while a researcher
observes them [19]. Arranging and interpreting these sessions require time and
resources [19–21]. Ardito et al. [22] found in their survey conducted in Danish
software development organizations that the most common obstacles regarding
usability evaluation was the lack of resources and suitable methods. Lárusdóttir et al.
[23] state that integrating traditional user testing into agile context is challenging,
and thus companies tend to perform evaluations informally with only few users,
gathering qualitative data during unplanned sessions.
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In contrast to the traditional model discussed above, user tests can also be con-
ducted remotely either synchronously (with a human moderator) or asynchronously
(with a software moderator) [20]. Asynchronous user tests can save considerable
time compared to traditional laboratory tests [24] and help to find a number of
usability issues, especially when predefined tasks are given for users to conduct [25].
However, according to a recent literature review, automated user tests still seem to
be rarely used in agile software development: utilizing “some kind of automated
tool” was reported in 10 % of the included papers [26] (it should be noted that
[26] included also studies conducted in academic context in their review). Also,
despite the perceived popularity of the user testing method, remote testing was
mentioned in only one of the publications included in the systematic review of
[18]. Another remote evaluation method is to publish the feature in a beta group
or on the market and collect data of real users’ actual use with methods, such as
application performance management (APM) and real user monitoring (RUM) [27].
These methods can provide more realistic usage data from a larger amount of users
but are mainly aimed for aftermarket evaluation [27].

Finally, randomized experiments with control and treatment groups consisting
of real users (e.g., A/B testing) can be utilized for evaluating new features. This,
however, requires a large user base. In addition, remote methods lack many
qualitative aspects that can be perceived while observing the user, such as user’s
emotional state, level of satisfaction, or the reasoning behind user’s choices [21, 28].
Thus, remote evaluation should be accompanied with subjective UX surveying.

7.2.3 Measuring Dimensions of UX

A systematic review of UX measurements in HCI [29] categorized the measured
dimensions of UX. Generic UX was found to be the most commonly measured UX
dimension (41 %). Other commonly measured dimensions were affect or emotion
(24 %), enjoyment or fun (17 %), aesthetics or appeal (15 %), and engagement or
flow (12 %). Motivation (8 %), enchantment (6 %), and frustration (5 %) were also
reported. Only 14 % of the analyzed papers in this review measured hedonic quality
[29]; they used Hassenzahl’s [10] AttrakDiff or AttrakDiff2 scale or a self-modified
version of it [29]. In addition, 20 % of studies that used questionnaires to assess UX
used AttrakDiff or AttrakDiff2, whereas 51 % used self-developed questionnaires.

A more recent review of UX measurement reporting scale use found that
AttrakDiff was the most used scale [16]. Of the reviewed papers, 58 % used it or
its adaptations, while the second most used group of scales, namely scales from
consumer research, was utilized only in 8 % of the included papers. Despite the
wide usage of AttrakDiff, Diefenbach et al. [16] claim that it has issues with inter-
correlations between the subscales; it does not separate between the UX dimensions
clearly enough. Thus, they also conclude that the hedonic itself requires a clearer
concept [16].
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Other well-known scales include SAM (Self-Assessment Manikin) by Bradley
et al. [30] for measuring emotion, a scale by Lavie and Tractinsky [31] for
measuring visual aesthetics, the HED/UT scale [32], Pleasures of Play Scale [33],
the Subjective Mental Effort Questionnaire (SMEQ) [34], the Flow State Scale
(FSS) [35], Attrak-Work [36], Emocards [37], Pleasure-Arousal-Dominance (PAD)
[38], and Subjective Usability Measurement Inventory (SUMI) [39].

UX-related measure scales that are utilized for evaluation of enterprise software
mainly measure usefulness, productivity, performance, and ease of use. The Tech-
nology Acceptance Model (TAM) by Davis [40] predicts users’ intention to use
through perceived usefulness and perceived ease of use. Technology Satisfaction
Model (TSM) is an alteration of TAM, where the intention of use is replaced
with user satisfaction, since the use of enterprise software often is mandatory for
the user [41]. In addition to perceived usefulness and perceived ease of use, [41]
included perceived loss of control and perceived market performance in their scale.
Finally, Task-Technology Fit [42] measures the impact of individual performance
via effectiveness, productivity, and the system’s ability to increase the productivity
of the user. Thus, to the best of our knowledge, there are no validated scales available
for specifically assessing hedonic quality of work-related software.

As Lindgaard and Kirakowski [43] point out, creating rating scales is tricky. Still,
a considerable amount of UX researchers decide to utilize none of the validated
scales but create their own scale: authors of 51 % of analyzed papers in [29] and
27 % in [16] utilized self-developed scales or single items of established scales.
Based on our own experiences with rating scales, we assume that current validated
scales do not properly assess researchers’ needs. While research on dimensions of
UX and measuring those has been conducted, it is still unclear how (and with which
items) the dimensions actually are (and should be) measured. In addition, most of
the validated scales are originally intended for consumer products. Consequently,
there is a lack of evidence regarding how well existing scales fit to work-related
contexts.

7.2.4 Different Roles’ Perceptions of UX

Few studies have investigated how different stakeholder groups construe UX, i.e.,
what kind of personal constructs or perceptions they have about UX. Hertzum et
al. [44] conducted a study with 48 participants from China, Denmark and India
to study the effects of both the nationality and the stakeholder group. The study
looked at the constructs of developers and users with the repertory grid interview
technique. Concerning the nationality, no significant differences were found. For
the two stakeholder groups, there were differences of the UX constructs. While
users associate ease of use with leisure time systems and difficulty of use with
work-related systems, developers do not have this distinction in their constructs.
Furthermore, users conceive usefulness as related to frustration but separate from
ease of use, whereas developers perceive ease of use, usefulness, and fun as
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related. Both users and developers have several constructs that are not visible in
the dominant usability definitions at the time of this study, e.g., [2], such as fun and
security.

In a study of 24 Chinese, Danish, and Indian usability professionals, Hertzum and
Clemmensen [45] used repertory grid interviews to study usability professionals’
constructs of usability. In this study, it was found out that goal-oriented performance
is central for usability professionals, whereas their perceptions have less emphasis
in experiential aspects of UX. Also in this study, the definition of usability [2] was
found to be more limited than the constructs of the usability professionals, whose
perceptions were broader especially in the experiential aspects of UX. In line with
Hertzum et al. [44], usability was found to be construed similarly across the three
nationalities of usability professionals studied.

Clemmensen et al. [46] studied the personal constructs of 72 usability profession-
als, developers, and end users with the repertory grid technique. Their finding was
that usability professionals focus more on emotional aspects of UX, whereas users’
perceptions of system use is more focused around the utility. Furthermore, usability
professionals focus more on subjective aspects of UX than developers. This is in
line with the usability professionals attempt to have empathy with the end users and
to understand their viewpoint [47].

Sundberg [5, 6] carried out research on the importance of UX factors in metals
and engineering industry to support new product development. She compared
the views of developers and users of industrial products on the most important
UX related factors in three supplier cases. The three cases were three supplier
companies, each with two of their customer companies. Both developers and users
assessed pragmatic aspects more important than experiential (hedonic) aspects.
Differing from this work, our research looks into how agile team members and
users assess UX of enterprise systems in selected cases, how UX is construed by
different groups, and the capability of agile team members to assess user experience
in the role of users in order to assess when user involvement is needed in agile
development activities.

7.3 Method

We conducted a survey study to examine how users and agile team members
assess UX of enterprise systems created by the agile teams. The aim was to gain
understanding regarding how users and team members assess UX and to reveal the
main constructs through which they construe the UX of enterprise systems. In the
survey, we asked the team members to give evaluation first as themselves (team
measurement TO, team member evaluating in own role) and then as they think
a member of a particular user group would answer (team measurement TU, team
member evaluating in role of user). Users answered in a separate survey regarding
their experience with the system (user measurement US).
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Table 7.1 Items (word-pairs) selected for the scale and associated UX dimensions [5, 6]

Category Item left Item right

1 Overall system quality Bad Good
2 Overall system quality Useless Useful
3 Productivity Hard to learn Easy to learn
4 Productivity Slow to use Fast to use
5 Interaction quality Difficult to use Easy to use
6 System reliability Unreliable Reliable
7 Appeal Undesirable Desirable
8 Appeal Not recommendable Recommendable
9 Identification Unconvincing Convincing
10 Stimulation Suppresses creativity Promotes creativity
11 Affective quality Discouraging Motivating
12 Affective quality Dull Fun
13 Aesthetic quality Unaesthetic Aesthetic
14 Aesthetic quality Amateurish Professional
15 Aesthetic quality Unpresentable Presentable
16 Aesthetic quality Conservative Innovative

7.3.1 Forming the Survey

We selected the UX measurement items based on a data-driven analysis (of a
systematic review) of items utilized in previous UX measurement scales, which
was used to create a measurement tool for UX in work contexts in the metals
and engineering industry [5, 6]. We utilized data from a preliminary analysis of
Sundberg’s [5] study to form our scale by selecting such UX items that cover all
the main UX dimensions identified by Sundberg [5] and are relevant in the context
of enterprise software. The items we used in the survey are presented in Table 7.1.
The selection process in more detail was as follows. We selected items from both
instrumental and non-instrumental quality categories. We aimed at covering all the
main dimensions of UX identified by Sundberg [5, 6]; we selected items from all
categories containing more than one group of items. We selected items based on
their frequency of occurrence found in [5, 6]. When possible, we selected at least
two items per group for internal validity and to increase measurement accuracy.
Altogether, we selected eight items from both instrumental and non-instrumental
categories.

We adopted the phrasing of question from AttrakDiff [10] as follows:

• In measurements TO (team member evaluating in own role) and US (evaluation
by user): “With the help of the word-pairs, please enter what YOU PERSONALLY
consider the most appropriate description for the software.” The measurement
scale was a seven-point semantic differential.
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• In measurement TU (team member evaluating in role of user): “With the help
of the word-pairs, please enter what you think USERS consider the most
appropriate description for the software.” The measurement scale was a seven-
point semantic differential.

We specified user roles for the measurement TU to ensure that teams were
responding with the particular user group that participated in the user survey in mind
(i.e., not the customer). Additionally, we asked in separate questions the overall UX
and the ability of the software to fulfill user needs as follows:

• Overall UX: In measurements TO and US: “How would you rate the overall user
experience of the software?” and in measurement TU: “How do you think users
would rate the overall user experience of the software?”, both on a seven-point
scale from“ bad” to“ good.”

• Need fulfillment: In measurement US: “How well does the software respond to
your needs?” and in measurement TU: “How well does the software respond
to users’ needs?”. Both were on a seven-point scale from “not at all” to
“completely.”

The question addressing overall UX was used as a reference question for the
scale, and the word-pair scores were compared to it in the analysis. We also asked
team members to list one to three most important and least important UX goals for
the developed software from a predefined list of UX items measured in the survey.
In addition, we asked the respondents to report their role as users or team members
and the version of the system being evaluated. Users also reported their length of
experience in using the system.

7.3.2 Description of Participants, Participating Projects,
and Evaluated Software

Participants included both team members of projects developing enterprise software
and users of the software under development. We selected development projects
with following constraints:

• The project utilizes agile methods. The basic criterion was that the PO considers
the project agile.

• The project has a release cycle of 6 months or less. For each new release in each
project, UX was measured with no existing UX data made available for the team.

• The outcome of the project is enterprise software that will be used by several
people.

• The outcome has a graphical user interface that requires design work.
• UX design work is ongoing or starting soon.
• Team members are willing to participate (not only the contact person).
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Table 7.2 Participating companies, project teams and their development practices

P Company description Team size Team practices

P1 An engineering and
technology company with
around 20 000 employees
worldwide. Utilized both
waterfall and Scrum
practices. Several small
distributed UX teams and
UXSs

11, of which 8
developers located in
Russia, 1 PO and 1
part-time UXS
co-located in Finland

Scrum project. PO
communicated with users, UXS
drafted high-level design. PO
selected the design that was
communicated to developers.
Developers decided about UX
design details.

P2 An IT service company
with 100–500 employees
in Finland. UXSs working
in project teams

6, of which 4
developers, 1 PO, 1
UXS, all co-located in
Finland

Kanban project. UXS worked
closely with developers. UXS’s
tasks were chunked and
presented on the Kanban board.
The UXS had partially also the
PO role.

P3 An IT-service company
with 100–500 employees
in Europe. Utilized Scrum.
A centralized UX team in
one site and distributed
UXSs in others

5, of which 2
developers, 1 PO, 1
UXS, all co-located in
Finland

Scrum project. UXS tried to
work one sprint ahead. Most of
the UX budget was spent
already during (heavy) design
upfront, and there was less
change for iteration during
development.

P4 An IT service company
with around 20 000
employees worldwide The
company mainly utilized
customer-defined
processes. It had a
centralized UX team on
one site and numerous
distributed UXSs on
several sites.

P4: 7 of which 2
developers in China, 2
developers and 1 UXS
in Finland in location A,
1 developer and 1 PO in
Finland in location B,
the whole team working
part-time for the project.

Both projects applied methods
from agile frameworks and were
moving towards continuous
development. Projects had
prioritized backlog, Kanban
board and continuous
integration in use. Demo
sessions were arranged on
demand. PO was responsible of
communicating with users. In
P4 the UXS made UX design
whereas in P5 a developer made
the majority of UX design work
and the UXS was more a
graphic designer.

P5 P5: 4 of which 2
developers in Finland in
location A, 1 PO in
Finland in location B,
and 1 UXS in Latvia

P6 A mobile technology
company with 100–500
employees worldwide.
Utilized agile practices and
customer processes. A
centralized UX team

2, of which 1 developer
and 1 PO co-located in
Finland. Possibility to
consult a UXS in
another location in
Finland

Free-form agile development.
PO communicated with the
UXS who made the UX design.

Legend: Scrum is an agile methodology presented in Ref. [48]. Kanban board is a tool for lean
development introduced in Ref. [49]. Continuous development is discussed in Ref. [50]

We recruited the participant projects (Table 7.2) by participating in company
events (e.g., fairs), from our previous business contacts and by snowball sampling.
Participants in a user role were recruited by our contact persons in the projects.
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Table 7.3 Participants from agile teams

Role
Developers
(N D 17)

Product owners
(N D 6)

UX specialists
(N D 3)

Mean age (years) M D 31. M D 35 M D 40
(SD 5.) (SD 3) (SD 8)

Educational
background

Information technology Information
technology

Information technology,
society and culture, or
industrial design

Education in HCI None to major subject.
The majority had some
either self-learning or
some courses.

Some self-learning
or some courses

Some courses or major
subject

Development
experience (years)

R: 0–20, R: 2–9, R: 0–20
M:8, M: 7, M: 9
SD: 5 SD: 2 SD: 10

UX design work
experience (years)

R: 0–10, R: 0–1, R: 5–20,
M: 2, M: 0, M: 11,
SD: 4 SD: 0 SD: 7

Project
management
experience (years)

R: 0–5, R: 0–6, R: 0–5,
M: 1, M: 4, M: 2,
SD: 1 SD: 2 SD D 2

Agile work
experience (years)

R: 0–8, R: 0–7, R: 5–9,
M: 4, M:5, M: 6,
SD: 2 SD: 2 SD: 2

R range, M mean, SD standard deviation, HCI human-computer interaction

Participants Survey participants were agile team members from six software
development projects from five companies and users of each system being devel-
oped. Our sample consisted of users (N D 29) and team members (N D 26) including
software developers, UXSs, and POs (Table 7.3). User participants and project
details are described in 3. Education in HCI was self-rated as: none, some self-
learning or training, some studies (a compulsory course or similar), more than a
couple of courses but less than a minor subject, minor subject, major subject.

The majority (N D 19, 73 %) of the participants in agile teams were from Finland.
Five participants were from Russia, one was from Latvia, and one from China. In
total, there were 40 team members working for the projects, of which 26 responded
to our survey, resulting in a response rate of 65 %.

As for the users, we did not ask where they were from in the survey. They were
aged between 28 and 58 years (M D 42, SD D 9 years), and their roles are listed in
Table 7.4. User response rate is unknown, since in some projects, invitation links to
participate were put on an intranet or mailed to user organizations to be further
distributed. However, we attached the survey with instructions on qualifications
to participate and asked the users to report their role as users and the length of
experience in using the system to evaluate participants’ eligibility.
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Table 7.4 Studied projects (P1–P6), description of the system each project developed and
surveyed user roles of the systems

P Developed system User role

N of team
members
(26)

N of
users
(29)

Users’ length of
experience of using the
developed system

P1 License generator Sales engineers 6 3 ‘Tried it once or twice’
to ‘Used it several
times’

P2 Communal online
service for officers
and citizens

Communal
inspectors

4 4 ‘Tried it once or twice’
to ‘Used it a few times’

P3 Information
system for nursery
schools

Nursery school
teachers

3 3 ‘Used it regularly for
over a month but less
than a year’

P4 Customer process
monitoring
feature

Service managers 6 2 ‘Used it regularly for
over a month but less
than a year’

P5 Launchpad and
single sign-on for
web applications

Employees of a IT
services company

5 14 ‘Tried it once or twice’
to ‘Used it regularly for
over a month but less
than a year’

P6 Tool for software
testing

Testers and
developers

2 3 ‘Watched somebody
using or demonstrating
the system’ to ‘Tried it
once or twice’

Number of participants per role and the time respondents had been using the system prior to the
evaluation

7.3.3 Analysis

We utilized the following quantitative analysis methods for the data:

Normality Test We utilized Shapiro-Wilk test for normality of the distribution; the
data was non-normal.

Item Counts We counted occurrences of mentioned items to assess projects’ most
and least important UX goals.

Descriptive Statistics We calculated means and standard deviations to summarize
the sample. As the number of participants and the evaluated software varied case
by case, we utilized means when analyzing equality between responses of users and
team members.

Tests for Equity and Difference We chose to use nonparametric tests in our
analysis. Our data consisted of both related and independent samples. We collected
paired samples from team members in measurements TO (team member evaluating
in own role) and TU (team member evaluating in role of user). For this data, we ran
Wilcoxon signed rank test. Our null hypothesis was “the median difference between
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measurements TO and TU is zero”, or, in practice, “there is no difference between
measurements TO and TU”. The test was run separately for each UX item. We
utilized a Mann-Whitney U test for equality of means to compare responses of agile
teams and users. We analyzed the difference between the following:

1. Users’ responses (measurement US) and team members responding as them-
selves (team measurement TO) and

2. Users’ responses and team members responding as they think users would
respond (team measurement TU).

Our null hypothesis was “the distribution of [UX item] is the same across
categories of respondent type (user or team member).”

We determined correlations pairwise for each UX item variable in all the
measurements between the UX item and (1) overall UX score and (2) the need ful-
fillment score using Pearson product-moment correlation. We calculated similarity
matrices and included values with significance level p < .01. We utilized a critical
value table and included cases as follows: measurements TO and TU (N D 26,
df D 24): r > .496, and in measurement US (N D 29, df D 27): r > .471.

Principal Component Analysis (PCA) PCA is a multivariate statistical method
that is used for extracting the important information from data and compressing the
data set size by discarding other information, thus analyzing the structure of the
data [51]. Principal components are obtained as linear combinations of the original
variables and each component has the largest possible variance under the constraint
that it must be orthogonal to the preceding components [51]. We conducted PCA
with SPSS to detect structure in the data and to reduce the correlated observed
variables to a smaller set of UX items. We used Varimax with Kaiser normalization
as the rotation method. The amount of extracted principal components was selected
based on eigenvalue (>1) and coefficients with absolute value less than 0.5 were
suppressed in the analysis.

Scale Reliability/Internal Consistency We calculated Cronbach’s Alpha coeffi-
cients for created principal components to measure internal consistency of the items
loaded to the component. We interpret the alpha according to Nunnally [52] and use
0.70 as the threshold of acceptable consistency. Generally, a correlation coefficient
of 0.7–0.9 indicates high correlation, whereas 0.5–0.7 indicates moderate correla-
tion.

7.4 Results

We begin by presenting results of the principal component analysis and continue by
presenting results of the assessments of agile team members and users.
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7.4.1 Principal Component Analysis (PCA)

The 16 measured items loaded into four components in PCA (Table 7.5). Item scores
in Table 7.5 indicate the strength of correlation between the item and the component.
The first four principal components account for 69 % of the variation (Fig. 7.1).
Table 7.6 presents the internal consistency of each component, indicating the extent
to which items in the component measure the same dimension of UX.

Based on the strongest correlations of each component, we named the generated
components as follows: 1. Motivation, 2. Usability and willingness to use, 3.
Usefulness, 4. Professionalism. Items in each component vary accordingly.

The first component (motivation) explains the system’s ability to motivate user
via positive affect. It consisted of the following components: motivating, fun,
promotes creativity, presentable, aesthetic, and innovative. It contains items from
categories of affective and aesthetic quality and stimulation defined during the
review. This component holds many items related to traditional hedonic quality,
and it is also in line with stimulation defined by Hassenzahl [53].

The second principal component (usability and willingness to use) measures
usability. It is thus connected with the user’s willingness to use the system. The
following items loaded to the second component: easy to use, easy to learn, fast to
use, and desirable. In addition, item good partially loaded to this component. Based
on the presence of components desirable and good with traditional usability metrics,

Table 7.5 Rotated component matrix presents significant component loadings of PCA

Component
Item 1 2 3 4

Motivating – Discouraging .81
Fun – Dull .79
Promotes creativity – Suppresses creativity .77
Presentable – Unpresentable .61
Aesthetic – Unaesthetic .57
Innovative – Conservative .56
Easy to use – Difficult to use .80
Easy to learn – Hard to learn .77
Fast to use – Slow to use .74
Desirable – Undesirable .53
Good – Bad .64 .52
Useful – Useless .71
Recommendable – Not Recommendable .58
Professional – Amateurish .85
Convincing – Unconvincing .67
Reliable – Unreliable .53

Rotation was converged in 9 iterations using Varimax with Kaiser Normalization using SPSS. The
data consists of measurements TO and US, N D 55
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Fig. 7.1 Scree plot for the variables. Cumulative percentage of variance for the first four
components is 69. The first principal component explains 45 % of the variance, the second 10 %,
third 8 %, and fourth 6 % of the variance

Table 7.6 Internal consistency of principal components

Component name Cronbach’s Alpha N of items in component

Motivation .87 (good) 6
Productivity .81 (good) 5
Usefulness .75 (acceptable) 3
Professionalism .69 (questionable) 3

this component can be interpreted that if the perceived usability of the system is
low, users in general are not willing to use the system. The second component
contains items from productivity, interaction quality, appeal, and overall system
quality categories defined in [5].

The third component (usefulness) measures the scope of the system; how well
does it fit to its purpose and is it useful? It is correlated with overall satisfaction and
recommendability.

The fourth component (professionalism) seems to relate to work-related use
itself and to the system’s appropriateness to professional use. It contains items of
professional, convincing, and reliable. The component can also be associated with
the plausibility of the system’s ability to complete required tasks.

These results from our work-related sample indicate that in work contexts, the
dimensions of UX might not be the same as in leisure systems, and UX items



178 K. Kuusinen et al.

might measure different aspects in work-related and leisure systems. For instance
professional has been connected with aesthetic quality in leisure systems—the
system looks professional instead of amateurish. In our study, it was connected with
items convincing and reliable. Still, the basic dimensions of hedonic and pragmatic
quality were clearly present in our study. The first principal component explained
the majority of traditional hedonic UX aspects, whereas the second one explained
the majority of traditional instrumental qualities of UX.

7.4.2 Estimating and Predicting UX

In this section, we present results of the empirical study considering the way users
and team members assessed UX.

7.4.2.1 Users’ Evaluation on Projects’ UX Goals

We asked team members to list one to three of their most and least important UX
goals for the project and then compared those goals with users’ assessments. In all
projects, team members emphasized the importance of pragmatic aspects of UX.
The three most often mentioned UX goals were the following: easy to use (of the
26 participants, 18 mentioned this), easy to learn (13 mentions) and fast to use
(13 mentions). Each of these three goals was mentioned in all six projects by at
least one team member. Fun (16 mentions) and promoting creativity (13 mentions)
were named as the least important UX goals in every project. This result was
expected since pragmatic aspects, productivity in particular, are often emphasized
in enterprise system development [54]. Similarly, importance of pragmatic aspects
was emphasized in a study carried out in metals and engineering industry [5, 6].

With this data from developers, we then analyzed how users evaluated those
items that teams considered the most and least important UX goals compared
to other UX items. Users did not give higher assessments for these dimensions
compared to other dimensions; fast to use was in fact among the lowest scored
items. Users gave the highest evaluations for the following dimensions: good (6.1),
useful (6.1), and recommendable (6.1) while the lowest were the following: fun
(4.5), promotes creativity (5.0), aesthetic (5.1), and fast to use (5.1). The mean of
users’ overall UX evaluation was 5.7, while the mean over all the UX dimensions
was 5.6.

7.4.2.2 Differences Between Measurements

When evaluating the UX of the outcome, team members were more critical when
they were asked to evaluate as they think a member of a particular user group would
evaluate (measurement TU) compared to when the team members responded as
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Table 7.7 Distribution of differences between users’ (measurement US) and team members’
(measurements TO and TU) mean evaluations grouped by the direction of the difference. The
mean difference between measurement US and measurement TO or TU is presented in brackets

Measurement TO Measurement TU

US is higher (mean difference) 47 % (0.6) 65 % (0.7)
US is lower (mean difference) 43 % (0.6) 28 % (0.6)
US and TO or TU are equal 10 % 7 %

themselves (measurement TO). The mean evaluations were systematically lower
in measurement TU compared to measurement TO. We compared mean values
of each item separately per project and found that in 60 % of the cases, the
mean value in measurement TO was higher than in measurement TU, while the
value of measurement TU was higher in only 14 % of the cases. All the roles
(developers, POs, and UXS) systematically gave lower assessments in measurement
TU compared to measurement TO. However, when comparing team members’
assessments (TO and TU) to users’ assessments (US), only for UXSs and POs did
putting themselves in the users’ role improve their UX assessments compared to
users (measurement TU was closer to measurement US for UXSs). We consider
this finding interesting and worth further studies.

There was a statistically significant difference between team members’ and
users’ responses on six UX items when team members were asked to respond
as they thought users would respond (comparison of measurements TU and US)
(Table 7.7). The equity of distribution across users’ (US) and team members’
responses was greater when team members were asked to respond as themselves
(measurement TO). In the latter case (comparison of measurements TO and US),
the null hypothesis remained for all items.

The distribution of cases where user evaluation was higher than team evaluation
and vice versa was relatively even when comparing measurement US with mea-
surement TO (US is higher in 47 % and lower in 43 % of the cases, Table 7.8).
However, when comparing measurement US with measurement TU, cases where
user evaluation was higher than team evaluation were overly represented. User
evaluation was higher in 65 % of the cases and lower in 28 % of the cases.

Based on the above, developers were overly critical with their responses in mea-
surement TU, whereas developers’ evaluations corresponded with users’ evaluations
better when they were not trying to predict the user assessment. In contrast, both
POs’ and UXSs’ assessments were closer to users’ assessments when they put
themselves in the users’ place. On average, developers assessed UX items 0.3 points
lower than users when assessing as themselves (measurement TO) and 0.5 points
lower than users when they tried to predict users’ assessment (measurement TU) (on
a seven-point scale). POs’ assessments in measurement TO were 0.2 points higher
than users’ (US) and in measurement TU 0.1 lower than users’ (US), on average.
UXSs assessments were on average 0.2 points higher than users’ in measurement
TO and 0.1 points lower than users’ in measurement TU. We consider POs’
and UXSs’ assessments quite accurate with users’ assessments while developers’
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Table 7.8 Results of tests of equity between user and team responses when team members were
asked to respond as they think users would

UX item Mann-Whitney U Z
Asymp. Sig.
(2-tailed)

Easy to learn – Hard to learn 229.0 �2.67 <.01
Fast to use – Slow to use 362.5 �.260 .80
Easy to use – Difficult to use 271.0 �1.87 .06
Reliable – Unreliable 328.5 �.856 .39
Desirable – Undesirable 255.5 �2.136 <.05
Recommendable – Not Recommendable 258.5 �2.17 <.05
Good – Bad 217.5 �2.88 <.005
Useful – Useless 330.5 �.855 .39
Motivating – Discouraging 231.5 �2.60 <.01
Fun – Dull 332.5 �.77 <.05
Aesthetic – Unaesthetic 321.0 �.98 .46
Professional – Amateurish 334.0 �.779 .44
Convincing – Unconvincing 277.5 �1.80 .07
Presentable – Unpresentable 316.0 �1.08 .28
Promotes creativity – Suppresses creativity 307.5 �1.21 .23
Innovative – Conservative 287.5 �1.56 .12

Test statistics grouping variable is respondent type (user or team member). Rejection of the null
hypothesis (p < .05) is indicated by emboldening the value.

assessments differed from those of users’. Given that in the participating projects
UXSs and POs handled communication with users while developers’ understanding
of users and their needs remained shallow (Kuusinen 2015), we conclude that trying
to empathize with users seems to be unsuccessful with lacking understanding of the
user. This finding is in line with [55]. However, our sample included responses only
from three UXSs and six POs, and thus we want to be cautious with our conclusions.

In general, team members’ evaluations varied more between measurements TO
and TU for items measuring non-instrumental quality. We compared team members’
responses between measurement TO and TU with Wilcoxon test using the following
null hypothesis: “the median of differences between measurement TO and TU for
each UX item separately is zero”; that is there is no difference between measurement
TO and TU item-wise. The null hypothesis was rejected for the following items:

• good (Z D �2.83, p < .005)
• motivating, (Z D �2.94, p < .005)
• fun (Z D �2.50, p < .05), and
• innovative (Z D �2.18, p < .05).

Thus, team members changed their evaluation more for abovementioned items.
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Table 7.9 Significant correlations (Pearson’s r, p < .1) between overall UX evaluation scores and
measured UX items per measurement

Measurement TO Measurement TU Measurement US
Item R Item R Item R

Good .73 Easy to use .60 Presentable .71
Desirable .66 Useful .59 Innovative .71
Innovative .61 Easy to learn .56 Convincing .68
Recommendable .51 Convincing .55 Easy to use .68

Good .537 Good .63
Professional .52 Aesthetic .62
Innovative .50 Reliable .61

Desirable .60

N D 26 in measurements TO and TU and N D 29 in measurement US. Item name is in italics when
correlation was found only in measurement US

7.4.2.3 Assessments of Overall UX and Need Fulfillment

The survey asked two questions about overall UX and the scope of software (as
responding to needs). To assess overall UX and need fulfillment, we compared
evaluations of measured UX dimensions to the evaluation of overall UX with
Pearson’s product-moment correlation. These results are presented in Table 7.9.

The following correlations were found only in measurement US: presentable,
aesthetic, and reliable. Desirable was found in measurement US but not in measure-
ment TU, and convincing was found in measurement US but not in measurement
TO. Of the correlated items in measurement US, only “easy to use” measures
instrumental quality. Thus, non-instrumental aspects correlated with the overall
UX assessment clearly more than pragmatic ones. None of the items measuring
instrumental quality correlated with the overall UX assessment in measurement
TO (team members as themselves). In general, Pearson’s r value grew smaller in
measurement TU compared to measurement TO, which might indicate that the team
members were less confident with their responses in measurement TU.

The following items (Table 7.10) had a strong and statistically significant
correlation with the users’ assessment of how well the system fulfills their needs:
Recommendable, useful, motivating, aesthetic, convincing, presentable, and innova-
tive. They all belong to hedonic UX dimensions except useful, which is considered
to measure the overall quality of the system.

7.5 Limitations

Threats to External Validity We have only studied a restricted set of companies
all operating in Finland, which threatens population validity. The number of studied
companies was limited to five, and as the data was collected from development
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Table 7.10 Strong and significant correlations of measured items with the user assessment of the
system’s ability to fulfill user needs

Item pair Pearson’s r value 2-tailed significance (p)

Presentable – Unpresentable .78 <.001
Innovative – Conservative .72 <.001
Useful – Useless .61 <.001
Recommendable – Not recommendable .60 <.001
Motivating – Discouraging .59 <.001
Aesthetic – Unaesthetic .58 <.001
Convincing – Unconvincing .54 <.01

projects, the sample is clustered; projects, their outcomes, and users are unique and
thus not directly comparable. We utilized the same team population in another study
before, which subjects the study to multiple-treatment interference. As the sequence
of measurements TO and TU was fixed, the study is prone to order bias.

The data was small (55 participants) for PCA; it would be beneficial to double the
number of participants. We based our sampling on [56], where the writers argue for
smaller sample sizes, even for samples of 20. Therefore, we consider our sample size
sufficient, but also admit that a larger size would have been beneficial. For instance,
Gorsuch [57] argues there should always be at least one hundred participants even
for a small number of variables. Comrey and Lee [58] consider that having 100
participants is sufficient but poor and a good sample size would be 500 participants.

Threats to Internal Validity Selection bias always exists when comparing groups.
In this particular setting, utilizing randomized groups was impossible. Measure-
ments TO and TU might be affected by learning effect, as participants answered the
same questions twice (as themselves and as they think users would answer). We did
not select the user participants by ourselves, and thus we are unaware of the possible
level of implementation bias. Although we guided the contact persons in selecting
user participants, some of them might have selected, for instance, users that they
knew who were positive towards the software. Moreover, we did not control for a
user answering the survey twice.

Using semantic differentials is prone to several types of evaluation bias. Those
include the following: Central tendency bias occurs when respondents tend to favor
the middle levels of a scale [59]. This was also observed in our study. Position bias
concerns the order of evaluated items; users tend to treat the middle items differently
than those in the beginning and in the end [60]. We did not utilize counterbalancing,
which can lead to position bias. PCA is prone to this bias since it can have an impact
on the correlations between variables.
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7.6 Discussion

7.6.1 UX Scale

The scale we utilized showed strong internal consistency in measuring 1 (hedonic
qualities of UX) and 2 (instrumental qualities of UX). Internal consistency was
acceptable for measuring 3 (scope or overall quality of the system) and questionable
for measuring 4 (fitness for professional use). However, internal consistency can be
improved by increasing the number of items in the category [62]. It is possible in this
case since there were only three items in components 3 and 4. Thus, confirmatory
studies should be conducted for further validation of the dimensions of enterprise
software UX. Also, different phrasing of items could be tested for improved fitness,
and the determined dimensions and their interpretation should be further analyzed.

It seems that some items behave differently when measuring enterprise and
leisure software. In leisure software such items as presentable, professional, and
innovative (design) have been used for measuring aesthetic quality. For instance,
Lavie et al. [31] understand aesthetic in a broad sense, and they divide it to dimen-
sions of classical and expressive aesthetics. They describe the latter as follows:
“The expressive aesthetics dimension is reflected by the designers’ creativity and
originality and by the ability to break design conventions”. Especially in enterprise
software the UX design often concentrates on user interaction or UI design. Thus,
“breaking design conventions” most probably indicates bad design decisions since
design conventions, in style guides for instance, have been created to instruct on
developing fluent user interaction [62]. In addition, the phrasing of questions in our
study asked the participants to evaluate the system (as a whole) and not just its
design or appeal. Thus, the results cannot be directly compared to studies where the
appeal of UI designs alone have been evaluated.

7.6.2 UX as Assessed by Team Members and Users

Based on our findings, it seems likely that developers are able to understand the
pros and cons of the developed enterprise software quite well. However, they
tend to focus on pragmatic aspects of the system neglecting the non-instrumental
ones that in fact seem to be more important to users in terms of their UX. As
enterprise software typically provides tools that are used to perform practical tasks,
instrumental quality naturally should be sufficient. However, non-instrumental
quality contributes to user satisfaction and thus to human productivity, which might
be an important organizational goal.

The first principal component (motivation), revealed in our analysis, measured
mainly the system’s ability to motivate the user while the second one measured
usability and is correlated with the user’s willingness to use the system. Both these
qualities of enterprise software are important for productivity and job satisfaction
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[63, 64]. Developers seemed to think that users would appreciate especially qualities
related to efficiency and productivity. They emphasized instrumental qualities even
more when they were asked to assess the system as they think users would.
This finding is in line with [45] who found that usability professionals have a
tendency towards utilitarian dimensions of usability. Also, Innes [54] argued that
developers of ERP systems tend to neglect the hedonic. In our study, in comparing
measurements TO and TU (team members assessing UX (TO) in individual roles vs.
team members (TU) placing themselves in users’ role), it seems that the tendency
towards the instrumental was increased when developers were to think how users
would assess the UX. However, in users’ assessments, the hedonic correlated most
with their overall UX evaluation, and in PCA, it was the first component.

Clemmensen et al. [46] did not find many differences between users’ and
developers’ perception on usability. On the other hand, usability professionals
construed usability differently from developers and users. Given that only three
UXSs participated in our study, we want to be cautious to make generalizations
about differences between developers’ and UXSs’ assessments. However, in our
study, UXSs and POs were the best to predict user evaluation of both the pragmatic
and the hedonic. Developers tended to be overly negative in their evaluations.
Such finding might be explained by the fact that UXSs and POs were the most
involved with users and that they thus have the best understanding of user needs
and capabilities. However, the frequency of user communication [7] seemed not to
improve the ability of POs to predict the UX as assessed by users. Altogether, the
small number of POs and UXSs make this finding questionable, and it definitely
requires more research.

Developers were more critical towards the UX when they were asked to evaluate
the software from the users’ point of view compared to their own evaluation and
users’ evaluation. This finding is interesting considering the common practice
among developers to try to think as they believe users would. The result might
indicate that if developers do not have a proper understanding of the user, putting
oneself in an imaginary user’s place seems to lower the ability to predict the actual
user evaluation. Again, the small number of UXSs and POs in our study allows
only cautious conclusions. However, in our population, putting oneself in the user’s
place seemed to improve the accuracy of UXSs’ and POs’ evaluation. This finding
provides an interesting opportunity for future work: does, for instance, utilizing
personas or exposing developers to users improve the developers’ ability to put
themselves in the users’ place and thus improve developers’ ability to predict UX?
Another question is if it has an impact whether the UI is designed by the developers
themselves or by a UXS. Also, it can have an impact how closely the developers
work with the UXS.

Neither users nor teams gave better evaluations to those UX dimensions that
the teams considered the most important ones. Teams focused on usability and
productivity, whereas affective and aesthetic qualities seemed to better predict
the overall UX of the users. Thus, we hypothesize that setting clearer UX goals
informed by user preference and shared among the whole project team might
improve both the overall UX and the rating of the most important aspects.
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7.6.3 Using the Scale to Focus UX Goals

When designing work related systems, such as enterprise systems, selecting and
setting UX goals to support design and development activities is equally important
as when designing consumer products [65–67]. Setting a limited and carefully
selected set of high-level UX goals enables focusing the design effort on the most
important experiential aspects. A plain list of UX dimensions can be useful when
considering the UX goals and setting measurable UX targets for a project. The list
itself can act as a constant reminder for developers of the multidimensionality of
UX in a similar way the personas method is often used. In the personas method,
archetypes of users are created based on user data. Descriptions of personas are often
hung on walls to remind developers for whom they are developing. In our study,
agile teams considered productivity items as the most important UX goals. This
finding is in line with Innes [54]. To be able to guide the UX implementation during
development, the team needs information on how users perceive the software being
developed. In our study, we found that teams considered fast to use as one of the
most important UX goals, while users considered it as one of the poorest performing
dimensions. The team can use this information to focus their improvement work on
the experienced speed of use.

It would be interesting to measure if improving a quality with a low evaluation
score would improve the overall UX score. On the other hand, another hypothesis
could be that improving performance on dimensions with the strongest correlation to
the overall UX score would increase the overall UX score. Users might also expect
that items related to productivity and efficiency need to be on a sufficient level
not to lower the UX. However, after that, other qualities become more important
predictors of the perceived UX. Thus, a third hypothesis is that concentrating on
items belonging to the first principal component (motivation) would increase the
overall UX assessment of users.

7.7 Conclusions

We compared UX assessments of members of agile teams and users of the software
systems under development. Our results indicate that developers concentrate on
instrumental aspects of UX, whereas for users, non-instrumental aspects might
be a more important predictor of their perception of overall UX. Moreover, it
seems to be difficult for developers to place themselves in the user’s position,
and thus trying to do so can even be harmful when the team member does
not have sufficient understanding of the user. These findings contribute towards
understanding development team members’ ability to understand UX in order to
enable allocating UX tasks between team members and thus focusing the limited
UXS resource to those tasks that developers cannot handle by themselves.
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Chapter 8
Workshop on the Integration of User-Centred
Design and Agile Development: Approach,
Findings and Themes

Peggy Gregory, Marta Lárusdóttir, Åsa Cajander, and Gilbert Cockton

Abstract This chapter reports on a workshop held at NordiCHI 2014 on the
integration of user-centred design (UCD) and Agile Software Development (Agile).
The workshop brought together academic researchers and industrial practitioners to
discuss challenges, success stories and future trends when working with UCD and
Agile. Eight papers were accepted, of which seven reported the results of empirical
studies and one presented a theoretical comparison. The workshop day was inspired
by Agile methods. It was time-boxed, incremental, interactive, collaborative, used
a visual workspace and a team-based approach. Post-it notes capturing features
from paper presentations and discussions were written and displayed on the walls
throughout the day. These were divided into two groups, one for ‘interesting points’
and the other for ‘challenges and obstacles’. At the end of the day the two groups
of post-it notes were themed using an affinity diagram approach. Eight higher-
level themes were identified by the authors during a post-workshop analysis. These
were: People and roles, Teams and communication, Culture, Methods and prac-
tices, Time and synchronisation, Artefacts and tools, Research and problems, and
Miscellaneous. Six themes were applicable to both affinity diagrams, the ‘Culture’
theme was only found in the ‘challenges and obstacles’ set and the ‘Research and
problems’ theme was only found in the ‘interesting points’ set. Key elements of
the themes were about practices, people, culture and time. The workshop illustrates
the importance of industry-based empirical research to investigate challenges and
innovate solutions for the ever-changing landscape of software development.
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8.1 Introduction

User-Centred Design (UCD) and Agile Software Development (Agile) come from
strong but distinct disciplines that have their own cultures, histories and practices.
Although they share common links, each discipline has developed in different
ways and has grown out of very distinct communities. Agile approaches do not
specifically mention UCD, and industry practitioners often face difficulties in
integrating UCD processes into the very short development iterations that are
commonly used by Agile teams. The integration of the two approaches presents
practitioners and researchers with many opportunities for innovation, research and
discussion.

In this chapter we present a summary of the outcome of the Workshop on
Integrating User-Centred Design and Agile Development: Approaches and Chal-
lenges, held at NordiCHI in 2014. The workshop addressed a range of issues around
the integration including: challenges and success stories from practice; values and
perspectives underpinning UCD and Agile in theory; theories and methods relevant
for doing research on Agile and UCD; and also future research trends.

8.2 Background

Agile approaches such as Scrum, Extreme Programming (XP) and Dynamic
Systems Development Method (DSDM), are increasingly widely used in industry
[1, 2]. Agile approaches focus on individuals and interactions, delivering working
software, customer collaboration and responding to change [3]. UCD enables
designers and developers to consider user perspectives when developing software.
UCD is reflected in a number of approaches such as the ISO standard 9241–
210:2010 for Human-Centred Design [4], contextual inquiry [5], participatory
design [6], value sensitive design [7, 8], rapid contextual design [9], and human-
centred design [10, 11]. Examples of UCD activities include creating personas
to communicate user research, doing field studies to observe users, and usability
evaluations for gathering user feedback.

An implicit assumption for many who have adopted Agile has been that
it addresses user perspectives better than traditional approaches [12]. However,
research has shown that this is not always the case and that the context in
which Agile approaches are adopted impacts user involvement [13, 14]. There
are a number of challenges for integrating UCD and Agile, including culture,
resource allocation, work dynamics, modularisation, documentation, testing and
time allocation [15, 16]. A number of research studies have tried to uncover and
analyse the conditions under which Agile and UCD work together in order to find
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solutions to some of these challenges. Much of this work is based on empirical
studies [13, 17–19], but some is based on reasoning and model-building [20]. Four
systematic reviews have provided overviews of the literature in this area: in 2010
Sohaib and Kahn [21] included 35 papers in their rather unstructured literature
review; in 2011 da Silva et al. [16] reviewed 58 papers, in 2014 Salah et al. [15]
reviewed 71 papers, and in 2015 Bhrel et al. [22] reviewed 83 papers. These show
that there has been a considerable body of research in this area.

However, challenges remain for practitioners. The rate of Agile adoption has
quickened over recent years [1], and it is now considered a mainstream approach.
This has resulted in Agile being used in a variety of software development appli-
cation areas such as embedded systems, large enterprise systems and open source
software projects, amongst others. This expansion has resulted in practitioners
facing a wide set of challenges such as issues to do with organisation, culture, team
management, sustainability and scaling [23].

8.3 Workshop Approach

The two goals of the workshop were (1) to identify challenges and success stories
when working with UCD and Agile and (2) to identify future trends for research
into Agile and UCD. With these goals in mind, the workshop was designed in order
to maximise opportunities for engagement, discussion and learning. We gave it
an agile flavour by making it time-boxed, incremental, interactive, collaborative,
using a visual workspace and a team-based approach. We therefore spent the
bulk of the day considering each paper in turn and integrated presentations and
discussions.

Eight papers were accepted and presented at the workshop and 14 participants
took part (Table 8.1). Paper 1 described open source development for social inno-
vation, paper 2 was about Agile being used by an SME (Small and Medium-sized
Enterprise) in the finance domain, paper 3 was about medical device development,
paper 4 discussed Agile in medium to large companies, paper 5 was an empirical
study completed in the domain of enterprise systems development, paper 6 was
based on work done by an industrial research and development lab, paper 7
discussed a one-off development project, and paper 8 compared Agile and Lean
in terms of their compatibility with UX design principles.

The day started with introductions. Following this we ran a series of time-boxed
half hour sessions during which each paper was presented for 15 min and then
discussed for 15 min. The presentations consisted of a 10-min talk followed by
5 min for questions. We set up the room so that participants were grouped around
three tables. After the presentation the groups sitting at each table discussed the
paper for 10 min, following which each group gave feedback to the whole room
and we had a short whole group discussion. During the presentation and discussion
participants wrote down any interesting elements on pink post-it notes, and any
challenges or obstacles on yellow post-it notes. These were posted onto the back
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Table 8.1 Workshop papers

Title Authors and affiliations Topic

1 Catch Me If You Can:
Reconciling Agile and UCD

Silvia Bordin, Maria
Menendez, Antonella De
Angeli

The integration of UCD and
Agile within an open source
social innovation project

University of Trento, Italy
2 Customer Feedback and UCD

in Agile Software Development
Oliver Stickel, Sebastian
Draxler, Gunnar Stevens

Integrating customer feedback
and UCD into Agile in a
German SMEUniversity of Siegen,

Germany
3 Fast, Faster Agile Tina Øvad, Lars Bo

Larsen,
Development of a UCD
toolbox to support software
developers doing UCD work
themselves, in a medical
devices domain

Aalborg Uiversity,
Denmark

4 Integration of UCD and Agile
Development: Action Research
Can Help

Carmelo Ardito, Paolo
Buono, Danilo Caivano,
Maria F. Costabile, Rosa
Lanzilotti

An Action Research approach
to identifying and removing
obstacles Agile and UCD
integration

University of Bari, Italy
5 Beyond the “One Sprint Ahead”

Approach: Organizing User
Experience Work in Agile
Software Development
Adapting Scrum for UCD

Kati Kuusinen, Problems in Agile UX
integration and guidance on
rearranging the upfront design
phase for UX specialists using
a collaborative approach.

Tampere University of
Technology, Finland

6 Adapting Scrum for UCD
focused projects: An industry
experience perspective

Karin Nilsson Helander,
Thijmen de Gooijer,
Maria Ralph

Insights into adapting Scrum
for UCD focused projects in
industry.

ABB Corporate Research
7 Attending Experiential

Qualities in System
Development

Rikard Lindell Interaction design and
programming as craft, and the
merging of design and
development processes

Mälardalen University,
Sweden

8 User Experience (UX) Design:
Agile or Lean?

Effie Law, Marta
Lárusdóttir

A comparison of Agile and
Lean to ascertain which is
more compatible with UX
principles

Leicester University and
Reykjavik University

wall of the workshop room before the start of the next discussion (Fig. 8.1). Before
the next presentation two members of each group moved to different tables so that
over the course of the day the discussion groups gradually changed. After all the
papers had been discussed the workshop participants divided into two groups. One
group analysed the yellow post-it notes and the other analysed the pink post-it notes
(Fig. 8.2), using an affinity diagram approach [5, 24]. At the end of the day the
affinity diagrams were removed from the wall and typed up.

Several months after the workshop we (the workshop organisers) added three
new groups to the ‘interesting points’ affinity diagram due to the large number of
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Fig. 8.1 ‘Challenges and obstacles’ (pink) and ‘Interesting points’ (yellow) collected during the
workshop

Fig. 8.2 Affinity theming the ‘interesting points’ post-its during the final session

‘miscellaneous’ items. We also moved some items to different groups. We discussed
and grouped the affinity categories into higher-level themes for the purposes of
drawing out broader topics from the workshop.
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8.4 Results

We collected 120 ‘challenges and obstacles’ on pink post-it notes and 125 ‘inter-
esting points’ on yellow post-it notes during the workshop discussions. Although
one of the workshop aims was to collect challenges and success stories on the pink
post-it notes, on the day everyone focused on challenges and not success stories.
During affinity grouping the ‘challenges and obstacles’ were divided into 17 groups
(Table 8.2) and the ‘interesting points’ were divided into 16 groups (Table 8.3).

We identified eight higher-level themes from the affinity groups during the
post-workshop analysis: People and roles (34 post-its); Teams and communication
(49); Culture (8); Methods and practice (91); Time and synchronisation (23);
Artefacts and tools (16); Research and problems (11); and Miscellaneous (13). Six
higher-level themes were applicable to both affinity diagrams. The ‘challenges and
obstacles’ set had a ‘Culture’ theme, which was not shared with the other set; the
‘interesting points’ set had a ‘Research and problems’ theme that was not shared.

8.5 Discussion

The papers presented at the workshop show the diversity of Agile UCD research,
with notable similarities and differences in elements of the work. Of the eight
papers, six reported empirical studies (papers 1, 2, 3, 4, 6, 7), one reported findings
from empirical work as well as a theoretical model (paper 5), and one was purely
theoretical, exploring the differences between Agile UX and Lean UX (paper 8).
One of the notable commonalities between the papers was the predominance of
Scrum. Out of the eight papers, five were about Scrum (papers 1, 2, 3, 4, 6). Of the
three papers that did not focus on Scrum, paper 4 discussed Agile in general, paper 7
discussed Kanban, and paper 8 compared Agile and Lean. The prevalence of Scrum
in the papers reflects its popularity as the Agile approach of choice in industry [1].

The papers presented at the workshop highlighted how many challenges remain
in this field. Although many familiar issues were discussed – synchronising
UCD with software development activities, big-design-upfront, cultural differences
between designers and developers, getting the right people on teams – the day
focussed on how these challenges are evolving as Agile matures and becomes more
mainstream. A notable feature of the work presented was how Agile is now being
used in a wide variety of domains.

The workshop approach was inspired by Agile methods. Hence it was time-
boxed, incremental, interactive, collaborative, used a visual workspace and a
team-based approach. The 30-min time-boxes or sprints helped to shape the working
day by giving an equal amount of time to each paper. The approach was incremental
in that for each time-box we completed all the elements required for that paper –
presentation, questions, discussion and data collection – before moving on to the
next session. The equal amount of time given to each sprint gave the day a certain
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Table 8.2 ‘Challenges and obstacles’ affinity groups and themes

Themes
(No. of post-its collected)

Affinity Groups 
(No. of post-its collected)

Example post-it
(Paper no., see Table 1)

Challenges and Obstacles
People and roles (16) Product owner (8) Getting access to POs is a challenge 

(6)
Roles (8) User roles: client, end-user (1)

Teams and Communication 
(33)

Team (7) Inexperienced team (1)
Power and relationships (6) Who’s got the power? Software 

developer or UX designer? (1,3)
Communication (5) Lots of electronic communication 

rather than f2f (2)
Feedback (8) Micro design cycles might require 

constant access to users (for testing 
etc.) which might be difficult to 
achieve (or impossible) (5)

Teaching and learning (7) How to get ‘call for tenders’ to 
understand UCD/UX (4)

Culture (8) Culture/awareness (8) Agile comes from software 
developer culture not UCD culture –
less ownership of Agile amongst the 
UX community (5)

Methods and practices (32) Methods (10) Do more prescriptive methods help 
practitioners (by suggesting good 
practice) or stifle them (by giving 
too much detail)? (8)

Theory and Practice (12) Adopting a methodology requires 
adapting it to the peculiarities of the 
company (3)

Filtering (10) Filtering the users perspective to get 
the ‘right’ product (2)

Time and synchronisation (15)Time/tempo (10) Figuring out when to do user 
research/testing in order to be able 
to prioritise and estimate time 
properly (6)

Synchronising (5) Synchronisation of implementation, 
design and test (5)

Artefacts and Tools (12) Documentation (5) Documentation practice vs. open 
source ethics (1)

Design artefacts (4) Chunking big idea into manageable 
and meaningful small units (7)

Tools/toolboxes (3) IT that supports the process did not 
work properly (2)

Miscellaneous (4) Miscellaneous (4) The intrinsic difficulty of 
programming effectively and 
beautifully (and of designing 
something beautiful and effective) 
(7)
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Table 8.3 ‘Interesting points’ affinity groups and themes

Themes
(No. of post-its collected)

Affinity Groups 
(No. of post-its collected)

Example post-it
(Paper no., see Table 1)

Interesting points
People and roles (18) User involvement (7) Users: Informant v customer (1)

Roles (11) Programmers are creative as well as 
designers (7)

Teams and communication 
(16)

Team (5) Change from beneath (4)
UX team (2) UX team using Scrum for themselves 

(6)
Pairwise work (5) Informal approaches worked well –

Pair designing; no documentation; 
ad-hoc intervention (1)

Internal communication (4) Communication in open-source 
project – different needs (1)

Methods and practices (59) Methods (17) Clashes in viewpoint are ok (2)
Organising UCD (10) Making a working UX design or 

software in every sprint (5)
User feedback (12) Different media to collect user 

feedback (2)
Developers doing UCD (20) Teaching developers about UCD 

techniques (3)
Time and synchronisation 
(8)

Time (8) UX changes over time – temporal 
aspects (8)

Artefacts and tools (4) Tools (2) Git Hub seen as restrictive? (1)
Documentation (2) Different sized post-it notes (6)

Research and problems (11) Research (3) Agile research for Agile practice (4)
Problems with agility (8) Is programming supported as a craft 

in Scrum/Kanban (8)
Miscellaneous (9) Miscellaneous (9) Philosophical reflections on creative 

products, combining technical, art 
and design perspective (7)

sense of rhythm – similar to the flow encouraged by Kanban. Work in progress
was limited by the focus on one paper at a time, but there was still some multi-
tasking. Participants had to write ‘challenges and obstacles’ and ‘interesting points’
on post-it notes throughout each session, take part in the group discussion and pull
out salient points for the whole group session – so every participant was actively
involved in each part of the process. The whole day was interactive in a variety of
ways. We had presentations, small group discussions, whole group discussions, one-
to-one introductions and group-based activities. Participants were grouped around
three tables for small group discussions after each presentation, but before the next
sprint two people moved from each group to different tables. Changing the groups
between each session meant that the groups always had a different dynamic and
over the course of the day each participant had a chance to talk to everyone else in
the workshop. A visual workspace was maintained throughout the day by sticking
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post-it note comments onto the back wall at the end of each sprint (Fig. 8.1). The
final affinity theming session was completed using the front and back the walls of
the room, challenges and obstacles were themed on the front wall by half of the
group, interesting points on the back wall by the other half of the group (Fig. 8.2).
Standing up to do the theming also introduced some welcome activity at the end of
the day.

During affinity theming 17 themes were identified for ‘challenges and obstacles’
and 16 for ‘interesting points’. The affinity group with the most post-its in
‘challenges and obstacles’ was the ‘theory and practice’ group with 12 post-
its. This grouping identified a range of obstacles for integrating Agile and UX
ranging from broad comments such as ‘Perhaps different Scrum/UX models work
in different contexts’ to very specific comments about specific practices ‘Biased
views of the developer; to evaluate their own creation is not impartial’. Other large
groups, with 10 post-its, were ‘methods’, ‘filtering’, and ‘time/tempo’. The smallest
groups, with 3 post-its, were ‘tools/toolboxes’ and ‘synchronising’. This indicates
that much of the focus of the challenges was on fitting the big picture of theory
and methods into the lower level detail of day-to-day practices, and innovating
new practices that ameliorate the challenges while maintaining an Agile ethos.
Some of the challenge areas were familiar such as ‘culture/awareness’; ‘roles’;
‘time/tempo’; ‘synchronising’, ‘design artefacts’. Others indicated that new areas
are opening up such as ‘filtering’, ‘feedback’, ‘teaching and learning’, ‘power and
relationships’. There was discussion about practices such as collecting continuous
customer feedback and the need to filter that feedback in order to make a meaningful
contribution to UCD. Other discussions opened up interesting challenges around
Agile teams learning UCD techniques, and addressing and understanding power
dynamics.

The largest affinity group in ‘interesting points’ was the ‘developers doing
UCD’ group with 20 post-its. This grouping identified points from papers 1, 3,
4, 5 and 7, and it included points about individuals ‘Developers want to do UX
work’; team working ‘Pair designing as a phenomenon is interesting; UX person
plus programmer’ and organisational set-ups ‘Two types of companies; central
group for UCD – large corporations; small corporations with no resources to
have a UCD team’. The second largest group was ‘methods’ with 17 post-its. The
‘methods’ group was also one of the largest groups in ‘challenges and obstacles’.
The smallest groups, with 2 post-its, were ‘UX team’, ‘tools’ and ‘documentation’.
However, compared to the ‘challenges and obstacles’ more of the affinity groups
for the ‘interesting points’ focussed on particular elements of practice such as ‘user
involvement, ‘pairwise work’, ‘internal communication’ and ‘user feedback’. There
were many similarities between the themes identified for the two groups of post-
its: ‘roles’, ‘team’, ‘methods’, were identical and ‘internal communication’, ‘user
feedback’, ‘time’ and ‘tools’ had similar corresponding groups. There was more
variation in the ‘interesting points’ post-its than the ‘challenges and obstacles’.
In the former group some of the post-its presented challenges, i.e. ‘How do (UX)
issues relate to a Scrum backlog?’, others were philosophical musings, i.e. ‘Is Scrum
orthodoxi important?’, and yet others were expressions of approval, i.e. ‘Involving
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developers is a very good idea!!’. The ‘miscellaneous’ grouping was quite large.
This was to be expected, as we wanted to elicit diverse thoughts on the presentations.

We identified eight broad themes (column one in Tables 8.2 and 8.3) after the
workshop. These were, in size order: Methods and practice (91 post-its), Teams
and communication (49), People and roles (34), Time and synchronisation (23),
Artefacts and tools (16), Miscellaneous (13), Research and problems (11), and
Culture (8). Interestingly the themes cross both sets of post-it notes, and hence
provide a higher-level view of the discussion topics during the day. The largest
theme was ‘Methods and practice’; this reflects the broad focus of the studies
presented on the day, which was about integrating UCD into the structure of Agile
approaches, and the practices that make that possible. Second came the two people-
centred themes, ‘Teams and communication’ and ‘People and roles’. The position
of these themes near the top of the agenda shows that the people-focus of Agile is
also essential for UCD and a key element to solving the problems of integration. The
other themes identify important aspects of the topic, from ‘Culture’ and ‘Time and
synchronisation’, both core elements of the design/develop conundrum; to ‘Artefacts
and tools’, the focus of some novel solutions; to Miscellaneous and ‘Research and
problems’, indications of the need for further work.

8.6 Conclusions

The workshop provided an excellent opportunity for researchers and practitioners
from a wide variety of backgrounds to meet and discuss the issue of integrating
Agile and UCD. The presentations, discussions and identification of issues and
themes helped participants to successfully achieve the two workshop aims (1) to
identify challenges and success stories when working with UCD and Agile and (2)
to identify future trends for research into Agile and UCD. Using an Agile-inspired
approach made the workshop engaging and fun, as well as enabling participants to
identify key findings through the collection of data and the creation of an affinity
diagram. The research papers presented at the workshop showed both depth and
breadth, and were firmly grounded in empirical studies. Although familiar themes
were raised, the findings from this workshop show that the ever-changing landscape
of software development work provides new challenges and innovative solutions for
designers and developers alike.
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Chapter 9
BoB: A Framework for Organizing
Within-Iteration UX Work in Agile Development

Kati Kuusinen

Abstract Most research on Agile UCD recommends scheduling of UX work one
iteration ahead of development. There is, however, some evidence arguing for an
approach where software developers and UX specialists work in cross-functional
teams conducting design and implementation tasks during the present iteration. This
within-iteration approach can, for instance, improve communication between UX
designers and software developers and thus help the team to better concentrate
on value-adding work. This chapter discusses problems related to the iteration-
ahead approach and introduces a framework called BoB (Best of Both Worlds) that
utilizes the within-iteration approach to integrate UX work in agile development.
Furthermore, we present guidelines related to factors that support the within-
iteration approach and the cross-functional team.

Keywords User experience (UX) • Agile development • User-centered design
(UCD) • UX design work • Agile UX • Human-computer interaction (HCI)

9.1 Introduction

Good user experience (UX) can be a significant competitive advantage in the market
for a software product e.g. [1, 2]. However, good UX should not be a game of
chance, but it requires deliberate work. By the phrase UX work, we refer to activities
that aim at developing software that is usable, fulfills user needs, and provides
desired UX. Furthermore, UX design defines how users interact with, and react
to, software In many cases, designing for user interaction and UX requires special
skills that are beyond the skills that software developers are expected to possess.
Thus, a role of a UX specialist (UXS) is often needed to ensure fluent user flow and
desired UX from use of the software under development. However, current agile
development methodologies provide no guidance on how to include a UX specialist
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role in a project, nor do they guide organizing collaboration between UX specialists
and software developers.

UX work has traditionally relied on heavy upfront studies and careful design
before starting the implementation. Although the UCD process produces design
solutions in repeated phases of design and evaluation with users, such iterations
are not compatible with agile development iterations. Researchers and practition-
ers have been developing more compatible practices since agile methodologies
started becoming popular. According to recent systematic literature reviews [3,
4], academic research most frequently recommends utilizing the iteration-ahead
approach originated by Miller [5] and Sy [6]. Here, UX work is conducted one
to two iterations ahead of development according to the time requirement of, for
instance, user research or UX design activities. Thus, there are distinct sequential
phases for user studies, design work, and implementation. In addition, most of the
related research recommends conducting an upfront design phase before starting
implementation [3, 4]. Furthermore, most UX work is conducted by UX specialists
[3]. These practices are against the most popular agile principles (e.g, Scrum) in that
they necessitate pre-planning before each development iteration and divide design
and development activities among distinct persons.

In this chapter, we introduce BoB framework as an alternative to the commonly
recommended iteration-ahead approach for integrating UX work in agile develop-
ment. In our framework, UX design and even some lightweight user studies are
conducted together with development activities in the same iteration, i.e. it utilizes
the within-iteration approach. We have named the framework BoB. The name
comes from Best of Both worlds, as it combines such advantages from UCD and
agile development that normally are considered to be mutually exclusive, i.e. it is
expected that one cannot have both at the same time. The naming was influenced by
the television series Star Trek: The Next Generation episode with the same name
[7]. Our approach aims to tackle several challenges connected to the iteration-
ahead approach, for instance, related to communication and timing of the work.
BoB builds on the practices of conducting development work iteratively, and having
a cross-functional team including both software development and UX specialist
competences.

We have developed BoB based on empirical research on agile UX work in
nine software companies based in Finland over the years 2011–2015. Most of the
research has been conducted on organizations and projects developing enterprise
software and work-related tools. The contributing research is presented in [8–16].
Although features of BoB have been used in the studied companies, the framework
as such has not been fully used in none of them.

The rest of this chapter is structured as follows: Section 9.2 introduces the
iteration-ahead approach and describes problems related to it. Section 9.3 discusses
the concept of a cross-functional team. In Sect. 9.4, we introduce factors that we
find supporting the within-iteration approach, and in Sect. 9.5, we present the BoB
framework for organizing UX work when using a cross-functional team and the
within-iteration approach. Section 9.6 discusses the introduced framework. Finally,
Sect. 9.7 presents closing remarks for the chapter.
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9.2 Iteration-Ahead Approach

9.2.1 Overview

Sy [6] introduced the “one sprint ahead” approach (Fig. 9.1) in 2007. Since then,
it has become a popular means to integrate UX work in agile development [3].
When following the approach, development starts with iteration 0, during which
upfront planning and studies are conducted. Most research in agile UCD suggests
doing some upfront planning but also keeping it to a minimum since heavy design
upfront is against agile principles [3]. After iteration 0, development is divided to
two separate tracks, one of them concentrating on technical implementation (the
upper track in Fig. 9.1) and the other concentrating on UX work. Developers start by
building features that have less impact on the UX, such as certain backend solutions
in the first actual iteration. At the same time, UX specialists design for features that
will be implemented in iteration 2 and study for features that will be implemented
in iteration 3. Following iterations are conducted similarly; UX specialists design
one and study two iterations ahead of development. They also conduct user tests on
the functionality implemented during the preceding iteration.

The approach was developed at the Autodesk company to adopt agile practices
within UX work after utilizing waterfall development for years. The company had a
functional and proficient UX team with established practices before agile adoption
[6]. Thus, the company culture was presumably already supporting UX work. In
contrast, agile development was new to the company. Sy [6] reported that the
“one sprint ahead” approach was introduced to tackle problems, such as excessive
design inventory, outdated design, and lack of common vision in the project. Design
inventory is produced when UX is designed ahead of development, such as in
waterfall development, and ready-made design has to wait to be implemented. If,

Fig. 9.1 The “one sprint ahead” approach [6]
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for instance, requirements change during the waiting time, the design may become
outdated and require revision. Indeed, compared to waterfall development, the one
sprint ahead approach surely reduces the size of design inventory since only a small
amount of design is waiting to be developed at a time. Moreover, as the design is
produced just in time, it should be up to date. There are, however, some challenging
issues in the iteration-ahead approach that we will discuss next.

9.2.2 Challenges in the Iteration-Ahead Approach

Utilizing the one iteration-ahead approach has its drawbacks. As it consists of
successive design and development phases, it easily becomes a mini-waterfall where
development proceeds in small phases of studying, designing, implementing, and
testing. The iteration-ahead approach practically divides development work into two
separate tracks yielding that technical implementation is conducted on one track
and user studies, UX design, and user testing are conducted on another track that is
scheduled to serve the implementation pace.

Most of the challenges in using the iteration-ahead approach are related to the
fact that utilizing the model necessitates pre-planning before and testing after each
development iteration. For instance, in 2-week implementation cycles, developers
need to know 2–4 weeks in advance what they will be implementing whereas test
results will be available 2 weeks after the development. Thus, the iteration-ahead
approach makes the feedback loop grow from 2 to 6 or 8 weeks which makes
responding to change slower and more difficult. Although the idea of the iteration-
ahead approach is to get continuous user feedback, the actual developed artefacts,
i.e. the working software, can be tested with users only after three to four iterations
instead of one.

A major issue that agile methodologies were developed for is that in software
engineering, one cannot know in advance what the system under development
should be like and how it should be implemented [17]. Thus, a fundamental principle
of agile methodologies is to welcome late change [18, 19]. When there is a change
in the development order, UX design work cannot adapt to that if UX specialists
need, for instance, 2 weeks to study and another 2 weeks to design. The situation is
illustrated in Fig. 9.2, where in the fourth iteration, priorities on the backlog change
and developers start building functionality C instead of functionality B, which they
were originally planning to implement next. Therefore, there is no UX design for
functionality C available. In such situations, UX designers start to hurry the design
and developers need to improvise [8]. We have observed that although the UX
suffers in this case, it will rarely be improved later [8, 9].

Another drawback in the approach is that UX specialists test the implementation
in the next iteration while developers are already writing new code based on the
current implementation. In practice, this usually means that implementation cannot
be iterated based on the findings—it would be too costly and require rework [8, 9].
This is illustrated in Fig. 9.2 where functionality A fails the usability test conducted
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Product backlog
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Fig. 9.2 Waterfall characteristics of the iteration-ahead approach. Changes in backlog priority
order or failing a user study are problematic when utilizing the approach

in Iteration 4. If one fixes Functionality A, it will be redesigned in Iteration 5 and
re-implemented in Iteration 6. To avoid building on erroneous code, developers need
to be working with something that is not influenced by Functionality A. In practice,
this necessitates UX design inventory, or that the developers can focus on something
that does not require UX design work.

Both aforementioned issues make it more difficult to keep the UX design work
iteration ahead of development. Moreover, both scenarios are common in agile
development. For instance, in Scrum, the task list is re-prioritized before each
iteration [20], and user testing would be unnecessary if it did not reveal defects. One
of the biggest challenges in agile UX work is to synchronize the UX specialists’
and developers’ work [21]. In addition, although Sy [6] emphasized continuous
communication between developers and UX specialists, communication problems
in utilizing the approach are common [21, 22]. Communication between disciplines
is generally more challenging than within a discipline [23]. Also, within-team
communication is more efficient than communication with people outside the team
[22]. The third issue we have noticed that makes the communication more difficult is
the temporal difference between the mindsets of developers and UX designers [15].
When a UX designer asks developers to evaluate certain decisions, the designer
is planning to consider a feature the developers will be implementing in the next
iteration; however, the developers cannot really relate to it. They have not been
thinking about that particular feature yet, and thus it is hard for them to make
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good decisions considering it. Thus, their opinion is likely to change as they start
implementing that particular feature.

Finally, the iteration-ahead approach separates front-end design to an iteration
0, which can be longer than the actual development iterations; however, “they
occur in weeks rather than months” [6]. The idea of iteration 0 is to arrange time
for planning and user data gathering [6]. However, separating design work into
an upfront design phase often means that agile practices are used only after the
upfront design [6, 8]. Thus, iteration 0 is often conducted with non-agile project
management practices and the rest of the project is managed with agile practices.
This leads to double project management and to having an avoidable barrier between
design and development [8].

9.3 Cross-Functional Team Vs. Separate UX
and Development Teams

Ideally, an agile team should include all the expertise necessary to define, design,
build, and test running software that satisfies customer needs [19]. A team with
all the required expertise is cross-functional. However, agile UCD practices rarely
include a UX specialist in the development team [3]. Instead, the UX specialist often
works outside of the team, which easily hinders collaboration [8, 22] and thus does
not make the best use of UX expertise. Attempts to improve the situation have been
made. For example, “dual track Scrum” [24, 25] is an approach similar to the one
sprint ahead approach in that it divides product discovery and implementation into
separate tracks. In dual track Scrum, however, a cross-functional team instead of UX
specialists only is responsible for the second track. The team–typically consisting
of a product owner, UX specialist and a developer–works towards refining and
validating product backlog items for the forthcoming development iterations [26].
Unfortunately, we could identify no research articles on dual track Scrum and thus
cannot build on any formal studies of its advantages and disadvantages.

Ferreira et al. [22] found that organizational values have an impact on how it
is beneficial to integrate UX work with agile development: some organizations
value separate UX and development work, while others value togetherness. Cross-
functional team approaches for integrating UCD with agile development practices
can thus be especially beneficial for organizations valuing togetherness. Ferreira
et al. [22] studied two projects, one of them utilizing a separatist approach in which
a UX specialist directed developers’ work—basically utilizing the iteration-ahead
approach—and the other working in a cross-functional team within the iteration
sharing the power of decision. They [22] observed that communication was more
efficient in the cross-functional team and the team did not need such activities as
interpreting the design as it did in the separatist approach.

Including people from different disciplines makes communication generally
more challenging [23], but separating UX specialists into their own teams, instead
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of including them in agile development teams, may easily lead to degraded
communication. In such situations, developers tend not to take ownership of UX
issues and UX specialists become seen as outsiders. When UX specialists and
developers are separated, teams encounter problems with timing and the imple-
mentability of the design [8, 27]. Moreover, in those settings where a separate UX
team delivers the UX design, the development team needs additional coordination
activities to interpret the design, to identify mismatches between the new design
and existing code, and to determine what is already implemented [22]. Several
authors discuss the role of UX specialists compared to development teams. Isomursu
et al. [28] concluded that UX specialists’ responsibilities should be in line with the
expectations of development teams. Hodgetts [29] considered it vitally important
for UX practitioners to see themselves as part of a project team and to conduct their
tasks according to that perception. Lee [30] stated that UX specialists need to be
active participants in order to be embedded in agile teams. Finally, Kuusinen et al.
[8] found that including UX specialists in development teams was the preferred
approach amongst practitioners for integrating UX work with agile development
practices.

Thus, while much related research argues for separation of UX design and
development activities [3], it is not an approach that is suitable in all cases.
Moreover, to our knowledge, there are no earlier frameworks in related research
for organizing agile UX work in cross-functional teams working within-iteration.

9.4 Method

Our research goal was to develop a construct for integrating UX work with agile
practices in the context of enterprise software development. Our research question
was as follows: Which activities support the integration of agile development and
UX work? To support answering the main research question, we studied also
tasks and goals that comprise agile UX work, and the challenges that companies
encounter while integrating UX work with agile development.

We selected a ‘building theories from case studies’ research strategy [31] for
developing the construct (Table 9.1). It is a “research strategy that involves using
one or more cases to create theoretical constructs, propositions, and/or midrange
theory from case-based, empirical evidence” [32].

A case study is “an empirical inquiry that investigates a contemporary phe-
nomenon within its real-life context, especially when the boundaries between
phenomenon and context are not clearly evident.” Previous research guides data
collection and analysis in case studies, and both multiple sources of evidence and
research methods are utilized ([33], p. 13).

We selected the research strategy for the following reasons: Firstly, case studies
are a common research methodology when studying software engineering [34].
We had very limited ability to control or affect the studied phenomenon, and
the phenomenon was not well-known before. Secondly, our aim was at building
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Table 9.1 Process of building theory from case study research [31]

Step Activity

Getting started Definition of research question
Selecting cases Theoretical, not random sampling
Crafting instruments and protocols Multiple data collection methods, qualitative and

quantitative
Entering the field Overlap data collection and analysis
Analyzing data Within-case analysis, Cross-case pattern search using

divergent techniques
Shaping hypotheses Iterative tabulation of evidence, Replication, Search

evidence for “why” behind relationships
Enfolding literature Comparison with literature
Reaching closure Theoretical saturation when possible

a construct for explaining and supporting the phenomenon. Thus, we consider
Eisenhardt’s [31] strategy appropriate for our research.

9.4.1 Research Process

Our research consisted of four rounds of empirical research and of activities that
aimed to build a construct (BoB) based on the research (Fig. 9.3). First, we
conducted explorative case studies with surveys and interviews in three companies
concentrating on challenges organizations encounter in their agile UX work and
practices they find beneficial for the work [8, 9, 13]. Having developed an initial
understanding here, we next conducted a literature review. Based on the first round
research results and the literature review, we planned a second round of more
structured studies concentrating on the actual contributing tasks and roles present
in UX work in agile projects [10, 12]. We based the study on six development
projects in five companies with repeated surveys and interviews. In the third round
of research, we included the user perspective in our studies by surveying the
perceptions that development teams and users have towards the UX of the software
systems the teams have been developing [16]. The third round of research was
conducted in the same six projects as the second round. Most of the framework
was built after the third round. Finally, we conducted a fourth round of research by
interviewing practitioners to evaluate the built framework.

We started to build the BoB framework after the first round of research. We
presented the first version of the framework draft in [11]. Most of the framework
shaping was conducted after the three first rounds of research in 2014 and 2015.
Thus, shaping BoB was based on the three first rounds of research. During year
2015 we compared the framework to practices described in related research as
following guidance from Eisenhardt [31] (phase: literature contextualization (called
“enfolding literature” in [31])). Finally, in the fourth round of research, we discussed
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Shaping BoB

Study 2
Tasks and roles

Study 3
Users’ and team

members’ UX
assessments

Literature
contextualization

BoB

Study 4
Reflection

Study 1
Ways of working
and challenges

Literature review

Fig. 9.3 Research process for building the BoB model

the framework and its viability with UX specialists and a developer from three
companies in an interview study to evaluate BoB’s practical validity. The research
was conducted between years 2011 and 2015. We discuss research methods and
limitations in more detail in the original publications.

9.4.2 Participants

Participants and studied companies are introduced in the original publications; we
give here only an overview of them. Altogether, we conducted 75 interviews and
received 282 survey responses from nine companies (Table 9.2).
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Table 9.2 Summary of methods and participants per study

Study Method Participant roles Countries N

S I Survey 1 Dev, PO, UXS, Arc,
Manager, SM„ other (e.g.
tester, user support)

Finland 58.0 %, Other
25.87 % (mainly France,
Sweden, Czech Republic and
Malaysia), Unknown 16.1 %

143

Interviews 1 Dev, PO, SM, UXS„ Arc,
Manager, Tester,
Customer

Finland 95.2 %, Sweden
2.4 % and China 2.4 %

50

Survey 2 Dev, PO, UXS, Arc Finland 100 % 8
Interviews 2 Dev, PO, UXS, Arc Finland 100 % 7

S II Pilot interviews Dev, UXS, Arc Finland 50.0 %, China
25.0 %, Belarus 12.5 %, India
12.5 %

8

Pilot survey Dev, PO, UXS, SM,
Tester

Finland 36.8 %, China
26.3 %, Belarus 26.3 %, India
10.5 %

19

Long-term survey Dev, PO, UXS Finland 45.2 %, Russia
25.8 %, China 22.6 %, Latvia
3.2 %, Estonia 3.2 %

31

Retrospect survey Dev, PO, UXS Finland 53.8 %, Russia
30.8 %, China 26.9 %

26

Interviews PO, UXS Finland 100 % 6
S III Team survey Dev, PO, UXS Finland 73.1 %, Russia

19.2 %, Latvia 3.8 %, China
3.8 %

26

User survey User Majority from Finland 29
S IV Interviews Dev, UXS Finland 100 % 4

Legend: Arc Architect, Dev Developer, PO Product Owner, SM Scrum Master, UXS UX specialist

Some participants were interviewed or surveyed more than once. Since we did
not identify the respondents of the first round surveys, and one of the companies
participated in three first rounds of research, we do not know the number of
individual participants. Moreover, we did not ask in which country the user
participants of the third round of research were based. However, the whole user
base of two participating projects was in Finland.

All nine participating companies were developing enterprise software or work-
related tools. Five were IT service companies, three were engineering and technol-
ogy companies, and one was developing its own specialized systems for several
platforms. Three companies focused on developing mobile enterprise applications,
one developed wireless industrial systems, one developed large industrial safety-
critical software-hardware systems, one developed embedded systems for specialist
users, one developed tools for both business and consumer users, and two companies
developed basically whatever software customers order. Two of the companies were
large with around 20,000 employees, two employed 1000–2000 persons, four had
100–500 persons, and one was small with 10–30 employees. Six of the companies
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were operating globally while three had sites only in Finland. All but one company
employed UX specialists. All the companies utilized agile practices at least in some
of their organizations.

9.5 BoB Framework for Organizing Within-Iteration Agile
UX Work

In the resulting BoB framework, developers and UX specialist(s) form a cross-
functional team. Work towards certain functionalities is conducted in a cross-
functional team within a single iteration. Work can be chunked in several iterations
when necessary; however, an iteration should always include both analysis and
building activities. In the case of UCD, it means that each iteration should contain
activities for understanding the user’s needs, designing and developing towards
them, and evaluating the appropriateness of the result [35]. Thus, we consider the
approach more compatible with agile development.

9.5.1 Guidelines to Support the Cross-Functional Team

We organize our guidelines to support the cross-functional team and the within-
iteration approach into factors related to people, process, tasks, tools, and the
developed artefact (Table 9.3). We base the taxonomy on the categorization of
[3, 36]. Brhel et al. [3] classify agile UCD integration types into process, people,
practices, and technology. Chow et al. [36] classified critical success factors of agile
software development as organizational, people, process, technical, and project
factors. Instead of UCD practices and supporting technologies, we concentrate on
tasks related to UX work and supporting tools in general, respectively. Finally, we
consider factors related to the artefact developed in a project context. This fifth
group of artefact factors are omitted from Table 9.3, but are only discussed in the
text as we do not want to give actual guidelines on the software under development.
Instead, we discuss the impact on the type and characteristics of the software for the
within-iteration approach.

Furthermore, agile principles require a motivated cooperative team to deliver,
from early on and continuously, software that satisfies the customer [18]. We build
our guidelines both on agile principles and a user-focused mindset.

People Factors First of all, the team must value togetherness as defined in [22];
team members need to be willing to work together. They should have a positive and
curious attitude towards the disciplines of other team members. Cooperation gets
easier if team members understand the work of other team members to some extent.
For instance, Gulliksen et al. [37] suggest that UX specialists should have some
knowledge of software development to improve the communication. Working in a
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Table 9.3 Supporting guidelines for the within-iteration approach

People Process Tasks Tools

Learn from others:
Broaden your
competence areas.

Work within one
iteration.

Integrate UX work via
tasks not via roles.

Communicate UX
tasks via backlog.

Be willing to
cooperate.

Produce working
design.

Minimize user
studies.

Establish feedback
channels.

Respect people from
other disciplines.

Allow trial and error:
accept design debt.

Treat UX-related
tasks similarly to
other development
tasks.

Utilize technologies
that allow rapid
design and
development.

Involve the whole
team in user
communication.

Hurry to markets to
enable actual user
feedback.

Appreciate
professionalism when
allocating tasks.

Allow maturity
difference in visual
and functional
readiness.

cross-functional team becomes a virtuous circle as team members learn from each
other [10]. Learning eases task allocation as competence areas of team members
become partially overlapping [10].

Like in agile development in general, the team benefits from close collaboration,
the emphasis being on face-to-face communication. At the minimum, either the PO
or developers should be co-located with the UX specialist [10]. Regarding the big
picture of the project and being able to satisfy the user need, the whole team should
be involved in communication with users [12]. This is also in line with the principles
of UCD. Continuous communication with the user and the customer is especially
important in rapid development where all the required information should be at
hand whenever needed.

Task Factors When a UX specialist is working with the development team and
the team expects that she/he will do almost all the UX related work, the UX
specialist will become a bottleneck [8]. When a single person is responsible for
a bunch of work, the work naturally is conducted serially, which will mean waiting
time. Thus, we suggest involving several persons of the team in the UX work. We
have studied which tasks can be performed by developers and the PO and which
tasks require special professionalism in UX [10, 12, 16]. Figure 9.4 presents a
summary of our findings. To conclude, POs have learned to successfully conduct
workshops with users to understand the user need and to gather user feedback to
improve the software [10, 12]. Developers have been able to lead the UI design
work in mobile development where the platform style is prominent and the user
need is well understood [11]. Moreover, developers are able to understand the
instrumental quality of the software under development [16]. Instrumental quality
refers to perceived utilitarian or functional quality such as usefulness in contrast to
hedonic quality that provides pleasure and experiences to the user [38, 39]. Thus,
we suggest integrating UX work with agile development via UX tasks instead of
trying to integrate a distinct UX specialist role as such. Moreover, UX tasks should
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Fig. 9.4 General task allocation between roles (Legend: PO product owner, UXS user experience
specialist, DEV developer)

be treated similarly to other development tasks and tasks should be allocated based
on professionalism and interest.

There is one fundamental difference compared to the iteration-ahead approach in
the nature of UX tasks. Where UX specialists in the iteration-ahead approach seem
to often produce rather ready-made UX design that the developers implement as is
[6, 8, 22], the within-iteration approach emphasizes the active role of the developer
in participating in UX work. This collaboration is essential for being able to design
and develop during the same iteration. Without it, the UX specialist would indeed
need time to produce the design ahead of development.

Process Factors An obvious process factor is to work within one iteration at a time;
the whole team should concentrate on the same tasks at hand. Thus, the mindset
should be changed from holistic UX design (big design upfront) to completing only
one or a few functionalities at a time and then changing the design and related code
later as needed. This does not mean that one should have no holistic idea of the
system and that nothing should be thought about beforehand. It simply means that
full designs are not deliberately produced, but instead, building the software can be
started as soon as the team has some idea of it. To enable such a way of working,
the team must allow trial and error and thus to be ready to refactor, iterate, and
even discard the already built design whenever reasonable. Thus, the team should
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welcome technical debt considering UX design in that design decisions can be made
on incomplete information. Technical debt has been defined as follows: “not quite
right code which we postpone making it right” [40, 41]. Consequently, UX design
debt can be defined as not quite right design which we postpone making it right;
it is design that is likely to require changes and improvement later when more
information is available. Allowing technical debt in UX design enables the team
to work on incremental design chunks instead of having to have a complete holistic
UX design available early.

Furthermore, in addition to delivering working software, the process should allow
the delivery of working design. By working design, we refer to functionality that
is “working enough” to be tested by users. Thus, we encourage building something
that the user can actually test in the first place. In the early phase, it can be something
that the user can, for instance, click through. Later it can be, for example, an added
feature that has only the user interface with no or only simulated backend.

Finally, the quicker the software is on the market, the quicker the team will get
actual user feedback from real use. It is difficult for a user to evaluate if they would
really use some feature, if they need something, or if they would be willing to pay
for a service before it is actually available [42, 43]. In addition, we have learned that
users are more prone to give feedback when the system is already in use compared to
when they just are asked to test something without actually benefitting from its use.
Testing on actual users and developed artefacts can also save time from arranging
user tests and therefore help to avoid wasteful activities.

Tool Factors Several factors related to tools and technologies have an impact on
how effortless it is to work with the cross-functional team. UX-related tasks should
be communicated via the same tool than other development tasks, for instance, via a
backlog management tool [12]. Moreover, UX tasks should be chunked to pieces
with similar size and level of detail compared to other development tasks [12].
Depending on utilized technologies and platforms, UX design can be designed and
communicated as working software, for instance, in HTML and CSS code. If UX
designers use such tools, they are able to produce the design as working software in
the same time or even quicker than by drawing the design [15]. Furthermore, modern
UX design tools allow varying the design fidelity [15]. Thus, the high-fidelity
production design can be produced whenever feasible offering more flexibility to
the timing of the work instead of fixing its delivery to a certain iteration. Finally,
mechanisms and channels for collecting user feedback should be established to
allow rapid feedback gathering.

Factors Related to the Developed Artefact and the Context The cost of building
something needs to be kept in mind. The idea of the approach is to decrease the cost
of unneeded and thus wasteful planning and to increase the revenue from reaching
the market early. However, in some contexts, for example, when hardware is present,
the cost of iteration can be higher than the cost of wasteful planning. Thus, if, for
instance, a new costly piece of hardware needs to be built for each iteration, the one
iteration-ahead approach might be more suitable to increase the likelihood of getting
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the overall system right with a smaller number of iterations. The same applies
for highly regulated contexts in which heavy testing is needed before entering the
markets. Thus, the within-iteration approach might be less suitable for situations
where cost of error is high. However, we have no empirical data to support that
planning and designing ahead of development actually would be less prone to error.

9.5.2 Ways of Working in BoB Framework

Most of the related research suggests separating product discovery and development
phases [3]. We agree that there should be a high-level idea or an early vision of the
product before starting to implement it. However, early product definition can be
very small, and the understanding can be fostered throughout the project.

The BoB framework includes a process that consists of analysis and build
tasks that are conducted continuously during the development cycle (Fig. 9.5). The
process is intended for within-iteration UX work conducted in cross-functional
teams. In principle, the same cycle is utilized throughout the project; thus, the
process mitigates the concept of separate upfront design phases. Instead of having a
particular upfront design phase, we suggest including the design and planning work
into several “normal” iterations that can contain both UX design and development
tasks. A UX specialist once described such an approach as follows: “One time we
started a project and we could not reach the user in the beginning. All we knew
was that the user needed to be able to fill in forms. So we implemented a fillable
form.” Thus, implementation can be started with a minimal understanding of the

Initial
backlog

Workshop

Clickable
version

1st … n:th
production

version

Backlog

Early product
definition

Feedback

Vision,
Most critical
user stories

Development

Fig. 9.5 BoB process model for the within-iteration approach. Dashed lines indicate the transfer
from early product definition to development
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user’s need and possible design. However, the early phase (design upfront or the
fuzzy front end) differs from the rest of the development in that there might be
nothing tangible available yet. The understanding of the project vision is minimal
and communication with the user and customer might be more abstract. We suggest
starting with a few short user workshops in which the product vision and most
critical user stories are evolved. In between those workshops, the team works
towards something tangible for the users to make it easier for all the stakeholders to
understand the early product vision similarly enough. An initial backlog is formed
based on the early vision and most critical user stories that have been created during
the early iterations. The deliverable from this early phase can be, for instance, a
partially functional prototype or a click-through template that realizes the most
important user story (or stories).

After the clickable version has been evaluated with users, the team starts to
work towards the first production version of the system (transfer from Early
product definition cycle to Development cycle in Fig. 9.5). The UX specialist either
implements the user interaction or pairs up with a front-end developer. The user
interaction is built based on continuous communication within the team and together
with users when needed. When a UX-related issue cannot be solved within the team,
developers start to build the next task on the priority list, and the UX specialist
investigates the problem until a solution is found, or until it is decided to postpone
the task. The team hurries a production version to the market to start getting actual
user feedback and then continues increasing the product incrementally. The team
works similarly during forthcoming iterations. Thus, the approach is similar both
in the early product definition phase and during the actual development phase. In
addition to working software, we recommend allowing the delivery of working
prototypes and partially functioning features to gain user feedback. Thus, the system
can contain both fully working features and forthcoming features that are delivered
for some user groups in order to allow getting early user feedback before launching
the feature. This approach is especially beneficial for the majority of situations
where a randomized experiment with control and treatment groups (A/B testing)
is not feasible due to the size of the user population

9.6 Discussion

The BoB framework we introduce in this chapter offers an alternative to the
commonly recommended one iteration-ahead approach. Our aim is to provide a
way to focus on building the user interaction modularly feature by feature instead
of running excessive user studies before the implementation. Whereas in the one
iteration-ahead approach implementation is conducted on studied and tested design
chunks [6], in our framework UX specialists conduct as few user inquiries as
possible and small functionalities are designed and implemented possibly in hours
or days after which the functionality is exposed to actual usage or usage that is close
to actual (for instance, partially functional features or clickable prototypes). The
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functionality or some larger part of the system is then iterated based on the user
feedback and new functionalities are designed based on what was learned.

The framework as such has not been in use in none of the studied companies.
Although cross-functional team approach was the most preferred way to organize
UX work among the participants, it was rarely utilized in the companies [8, 9, 13].
Companies preferred separate UX and development teams. However, this started to
change during the research process [11], and some of the companies have utilized
similar practices in their projects [12]. Those practices have included working in
cross-functional teams and having UX specialists and developers working in the
same iteration. In addition, Fig. 9.4 is fully based on what we have witnessed in the
studied companies. We built BoB to support this within-iteration work as there has
not been guidance on how to organize agile UX work in such setting.

Utilizing BoB framework requires that the UX specialist works from inside the
cooperative development team. Furthermore, it benefits from a mindset that allows
trial and error: when the UX design needs to be modified, the user interface will be
iterated and refactored. Compared to the one iteration-ahead approach, we expect
collaboration within the BoB framework to offer better visibility to the common
vision, the big picture, of the project as the team including a UX specialist works
in closer collaboration and makes design decisions together. We expect that the
close collaboration improves the team’s communication and increases developers’
commitment towards UX tasks as they are more involved in UX work. Finally,
we expect to get feedback from actual usage faster than in the one iteration-
ahead approach as getting to the market may require only one design-development
iteration instead of conducting design work first and then implementation work in
the following iteration. While user studies are valuable, it is the actual usage that
really validates the viability of the system.

Although we expect BoB framework to tackle several challenges in agile UX
work, it does not come without its limitations. BoB works best with small, co-
located teams—as agile methods do in general. Scaling up the framework is an
interesting possibility for future research. Based on what we have seen in our
research; such an approach has only been in use in co-located teams. Thus, as
developers are in a central role in the within-iteration UX work, it might be that the
approach only works when a UX specialist is co-located with the rest of the team.
Therefore, it might be needed that in larger projects with several teams, there should
be a UX specialist working in each team, or at least those teams that concentrate on
user interaction should include a UX specialist.

9.7 Summary and Conclusions

In this chapter, we presented BoB framework for integrating UX work into agile
development. The idea of our framework is to organize UX work in such a way that
designing ahead of development during the development iterations would not be
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necessary. We presented both supporting factors and a process model that enables
the within-iteration approach.

BoB increases possibilities to react to change, and it is to improve communica-
tion and common understanding on a team. In addition, it brings UX matters closer
to developers and welcomes them to participate to the UX work as well. Thus, it
is expected to mitigate the workload of the often overburdened UX specialist. The
fundamental goal of BoB is to minimize the amount of upfront design and study
activities and instead encourage trial and error in designing and developing for UX.
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Chapter 10
Challenges from Integrating Usability Activities
in Scrum: Why Is Scrum so Fashionable?

Marta Lárusdóttir, Åsa Cajander, Gudbjörg Erlingsdottir, Thomas Lind, and
Jan Gulliksen

Abstract Scrum is currently a widely used process in most areas of software
development. Conversely, usability activities as prescribed in the area of HCI are not
widely used in the software industry, especially not in agile software development
projects. Through an analysis of interview and survey data from five studies we
scrutinize the reasons for choosing Scrum, consequences of using Scrum, and study
the challenges of integrating usability activities in Scrum projects are scrutinized.
Our results show that the IT professionals appreciate the inherent values in Scrum,
which are speed and communication internal to the Scrum team. Also, working
in teams and focusing on a small number of tasks at a time is valued. The main
challenges are that including specialists in the teams is hard and Scrum does not
always match with external requirements for the organizations. Usability activities
in Scrum are found to be informal and implicit, even sometimes hidden behind
more fashionable concepts such as security and accessibility to increase priority.
In addition, usability activities are often seen as not fitting in the pace of the project.
Two of the underlying questions in the paper are: Why is Scrum so fashionable?
How can usability activities be better integrated in agile projects? Answers to these
questions are discussed in the chapter.
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10.1 Introduction

Software development methods and processes have changed over the years, and
one management idea adapted to software development has been followed by
the other. Some of these processes focus on project management, whereas others
include everything from business modelling to code structuring as for example the
previously popular process the Rational Unified Process [1]. Some of the software
development methods that have been popular are based on explicit core values such
as communication or customer satisfaction that are emphasised in agile software
development processes [2]. Since the launch of the Agile Manifesto in 2001 [3],
agile methods such as Extreme Programming, Dynamic Systems Development
Method and Kanban have gained popularity with Scrum as being the most popular
process [4]. Scrum has indeed become so popular that it has expanded the domain
of software development and moved into other areas. The ideas and core values of
Scrum are hence integrated areas far beyond software engineering and computer
science. Recently we have observed it being used as the silver bullet of supervision
for PhD students, as well as in the instructional enterprise of teaching computer
science. Here the ideas used are continuous feedback as well as planning ahead in
sprints. One of our underlying questions in the paper is hence: Why is Scrum so
fashionable?

From the survey that Version One launched in 2014 [4] one can see that the
reasons given for using Scrum are: “Accelerate product delivery” (59 %), “Enhance
ability to manage changing requirements” (56 %), “Increase productivity” (53 %)
and “Enhance software quality” (46 %). When asked about how they measure
the success of their agile initiatives, the most frequent measurements are: “On-
time delivery” (58 %), “Product quality” (48 %) and “Customer/user satisfaction”
(44 %). It is interesting to note that when asked about the benefits of using agile,
extended customer/user satisfaction is not on the list. Moreover, when explicitly
asking companies about why they use Scrum, we often also get the answer that
this development process works better than the previous processes used, but also
that Scrum has both advantages and disadvantages [5–7]. Still, there is truly a
collective belief that using Scrum is a better way of working. It has been an
implicit assumption about Scrum is that it addresses user perspectives better than
traditional software processes [8], and that by simply applying an agile development
process, systems could become usable for end-users. However, previous research
has shown that this is not always the case, and that the context of Scrum impacts
user involvement as described in, for example [5, 7]. Another underlying question in
the paper is: How can usability activities be better integrated within agile projects?

There is still much to explore when it comes to the reasons for some methods to
become popular, whereas others remain unknown. Hence, based on five empirical
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studies of Scrum and usability activities, we scrutinize the reasons for using Scrum,
what the consequences of the choice were and what challenges were met when
integrating usability activities in Scrum. Hence the main contribution of this paper
is answering the following questions:

• What are the companies’ reasons for using Scrum?
• What are the experienced consequences of using Scrum?
• What are the challenges of integrating usability activities in Scrum?

Finally, we also discuss the two underlying questions above. We discuss if one of
the reasons for Scrum being so popular could be that it has become a management
fashion, as defined by Abrahamson [9]:

“a relatively transitory collective belief, disseminated by management fashion
setters, that a management technique leads rational management progress” (p.
257). Moreover, we discuss and relate the popularity of Scrum to the Diffusion of
Innovation model by Rogers [10]. Additionally, we discuss how usability activities
could be better integrated in Scrum projects.

The main contribution of the paper is a deeper understanding of the work envi-
ronment that IT professionals working in Scrum projects have and the challenges
they have when integrating usability activities in their software development.

10.2 Background

In this section we present the definition of the Scrum development process in the
literature, how usability activities are explained in the literature and how these are
practiced in the industry, the background of the integration of usability activities in
Scrum in practice and finally the theories on fashion and diffusion of innovation.

10.2.1 Defining the Scrum Development Process

Scrum is currently a popular process used in most areas of software development
[4]. In this subsection we will describe how the originators of Scrum define the
process.

Jeff Sutherland and Ken Schwaber described the Scrum process in 1995 [2, 11].
They are the official pioneers of the process. In that document, Scrum is called
a process. Today the process is owned by the Scrum Alliance, which certifies
consultants and provides courses in Scrum. The paper that inspired Scrum had the
title “The new new product development game” [12]. The authors explain “the rules
of the game in new product development are changing. It takes more than high
quality, low cost, and differentiation to excel in today’s competitive market. It also
takes speed and flexibility”.
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Some discussions have been whether Scrum is a framework or a process. Among
the information that IT professionals ordinarily want to extract from descriptions of
software development processes are information on: what is going to be done, when
and where it will be done, how and why it will be done, who is going to do it, and
who is dependent on it being done [13]. This is provided by Scrum, so we therefore
call it a process in this paper.

Various types of software development processes have been suggested for the
last 30 years. The main types are sequential software development, iterative devel-
opment and incremental software development. The sequential software process is
often named the Waterfall process [14]. The fundamental thought in this process is
that it is sequential, so that each stage should be more or less finished before the next
begins. In the 1990s more emphasis in software development was on delivering parts
of the software to customers iteratively and incrementally, so time to market would
be shorter [14]. In incremental software development the software requirements
are divided into parts, which are implemented and a deliverable version of that
part of the software is made [15]. The basic idea is that the IT professionals
use the knowledge they gained in previous increments, both from developing the
software and from users, to iterate the current version of the software during the
development of current and future increments. The implementation starts with a
simple set of requirements, and iteratively evolves until a full version of the software
is implemented in a plan-driven way. This is also the fundamental idea behind
Scrum.

In Scrum, the projects should be split up into 2–4 week long iterations called
sprints, each aiming to end up with a potentially shippable product. In Scrum,
self-organizing and strongly united teams are heavily emphasized, typically with
six to eight interdisciplinary team members. One of the benefits of using agile
development processes was claimed to be that customers’ needs are taken more
into account than when developing software using sequential processes [2]. Scrum
is a simple process with a few ceremonies, roles and artefacts. The roles are called
Product Owner, Scrum Master and Team Member [16]. The Scrum team is self-
organising and works independently during the sprints. Daily Scrum meetings are
prescribed where the Scrum team meets and plans the work during the day, and
where the tasks are distributed in the group. The work in the Scrum team should be
guided by collaboration and communication. Demos of the outcome are made at the
end of every sprint.

The Product Owner has the responsibility to represent the needs and ideas of the
customer, being responsible for writing the so called user stories and for managing
these in a document called the Product Backlog. User stories are described in a
standardised way to express the users’ needs and the business value in sentences
with a specific structure. The Product Backlog contains the requirements for the
software to be built, often described as user stories. Parts of the Product Backlog
may be technical and parts may be more human oriented. The project is often
analysed to some extent and a vision of the product is made before the actual
iterations start. That period is often referred to as Sprint Zero or pre-study phase.
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The sprints are planned in sprint planning meetings, and the requirements to
be addressed in each sprint are defined in the Sprint Backlog. By the end of each
sprint, the Scrum team should release a potentially shippable product. At this point
it is recommended in Scrum that the team collect feedback from the stakeholders
to adapt the software to the users’ needs in subsequent sprints. The team and the
Product Owner define an exit-criterion of the items in the Sprint Backlog called “the
definition of done”. It describes when the items are completed and can be delivered
to the customer. The definition might include descriptions of tests to be done. The
Scrum board is a physical or electronic task board used by the team members to
manage the different tasks and what to do during each sprint. The Scrum Master is
often considered as a coach for the Scrum team. The Scrum Master is responsible
for the process used during the software development and can, for example, decide
how long the sprints should be.

10.2.2 Usability Activities

When computer development grew from being systems developed by operators
for the operators themselves, to developing computer systems to be used by non-
computer science users for the purpose of supporting their work tasks, the need
to focus on usability became evident. The multidisciplinary research field of human
computer interaction grew out of human factors and cognitive psychology, providing
a theoretical framework for the study of humans interacting with systems [17].

The ISO 9241-210 standard [18] called: “Human-centred design for interactive
systems”, is a common framework for defining how to include the users’ needs
in software development in theory. Four major usability activities are described in
the ISO 9241-210 [18] standard that shall take place during the development of
software. First the usability activities should be planned. Then the four major four
activities are explained: (a) Understand and specify the context of use, (b) Specify
the user requirements, (c) Produce design solutions to meet these requirements,
and (d) Evaluate the designs against requirements. It is stated in the standard that
these four usability activities are interdependent and each activity uses outputs from
the other activities. This means that it is recommended in the standard that when
a specification of the context of use has been made, the user requirements could
be described based on this understanding. Additionally, design solutions could be
made based on these user requirement specifications. The outcomes of each of the
three human-centred design activities should be evaluated and iterated according to
the evaluation results, where appropriate. The ISO 9241-210 standard [18] defines
the human-centred design as: “An approach to system design and development that
aims to make interactive systems more usable by focusing on the use of the system,
applying human factors/ergonomics and usability knowledge and techniques (p.
2)” It is also stated in the standard that: “Human-centred design activities can
be incorporated in design approaches as diverse as object-oriented, waterfall, HFI
(human factors integration), agile and rapid development (p. 10).” The usability
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activities should therefore have the capability to fit into the agile development
process of Scrum as well as in any other development processes.

In the late twentieth century discussions of user experience (UX) broadened
consideration of usage qualities beyond usability, and sought a concept to include
more satisfaction-related qualities that were already associated with games and
entertainment technologies [19]. UX considerations extended usability activities
beyond quality-increasing testing and improvement to focus more on attractiveness
(with the intention of increasing sales), and relating more to design than to testing
[20]. UX has become a concept that people relate to outside of the immediate sector,
meaning that marketing and project managers need to address these issues on a more
strategic level [21]. Thus we now see interaction designers and UX lead roles at a
managerial level [22]. All of a sudden there is money to be earned through proactive
UX/usability work, instead of this only being a reactive quality-increasing activity.

The establishment of the field as a profession was accompanied by the standard-
ization efforts conducted by ISO [18, 23]. Even though the role developed and an
increasing number of people could claim this role from education and work [24, 25]
usability professionals have always struggled with the justification of the role [26]
and the call for a need to cost-justify its activities [27]. One approach of making the
field more attractive was tighter integration with software engineering models [28,
29], but still integrating usability activities into agile development has challenges.
In studies in practical settings, the main challenges found for the integration of
usability activities were availability of IT professionals and time [30, 31]. The
profession gained further popularity with the growth of accessibility [32] since legal
binding obligations to adhere to accessibility requirements made it necessary to
incorporate accessibility professionals. It did however not reach the level of being
popular and one reason for this may be the view that the profession’s work is too
research focused, and does not include the demanded levels of agility.

10.2.3 The Integration of Usability Activities into Scrum
in Practice

In Scrum the customer’s needs and thereby the user needs are meant to be taken
more into account than in older development processes, like Waterfall and RUP
[2]. Through the product owner role, the priorities of the customer are considered.
That does not necessarily mean that the users’ needs are taken into account, because
the customer representatives are not always the ones who will use the software.
The Product Owner does not always state the needs for usability of the software in
practice either [33]. One of the main conclusions in an extensive literature survey
from 2010 on the integration of the usability needs into agile processes in the
software industry is that the users´ needs were not sufficiently included in the agile
development processes [34]. A recent literature study from 2015, states that usability
methods are often used too late in the development of software in the industry and
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managing the product vision and time boxing the user-centred design work are well
known continuous challenges [35].

Recent results show that many IT professionals frequently use some kind of
usability techniques in Scrum projects, to support the four usability activities, and
that they generally rate the techniques as being useful [5]. The highest rated usability
techniques according to this study were workshops, informal usability evaluation
with users and meetings with users. It is noticeable that all of these techniques
are rather informal. Similar results have been presented in a study showing that
all kinds of prototypes are used more frequently in Scrum projects than when using
software development process made by the corresponding software company [36].
An extensive literature study shows that the most common usability techniques in
agile development are low fidelity prototypes, user testing aimed at refining the
prototypes in the next iteration and inspections [37].

Organisational and contextual settings for successfully integrating usability
activities into agile software development have been explored in several research
studies. Close collaboration between the development team and the usability
professionals has been considered as one of the biggest success factors for inte-
grating usability activities in Scrum projects [37, 38]. The usability professionals’
understanding of their job role and the need to establish and communicate an
overall team vision were pointed out as the two major themes highly important
for the success of integrating user activities in agile development [39]. Often user
experience issues are considered important both on strategic and operational level,
but the current work processes and management styles can limit the impact of the
usability professionals’ work [40].

10.2.4 Diffusion and Fashion

Rogers [10] has shown that modelling diffusion processes typically result in a
characteristic S-shaped curve. The curve traces the accumulated adoption of an
innovation over time as it initially accelerates, reaches a peak rate of diffusion,
and then decelerates as the level of saturation approach its maximum. Early on,
when diffusion is slow, only those categorised as “innovators” and “early adopters”
are interested in the innovation. The rate of diffusion increase as the interest of
the majority of potential users peaks, influenced by factors such as the perceived
maturity of the innovation, financial incentives provided by investors promoting
the innovation, proximity and relationship to other innovation adopters, etc. Upon
approaching saturation, the rate of diffusion decrease as the group categorised as
“laggards” is the only group left in the population of agents that will eventually
adopt the innovation.

The fashion metaphor has been widely used to describe and explain the popular-
ity and rapid diffusion of certain “new” management ideas in the form of concepts,
models, methods and techniques [41]. The metaphor draws on aesthetic fashions,
notably the clothing industry, but according to Abrahamson [9] there are two
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important differences between management fashions and aesthetic fashions: “First,
whereas aesthetic fashions need only appear beautiful and modern, fashionable
management techniques must appear both rational (efficient means to important
ends) and progressive (new as well as improved relative to older management
techniques)” (p. 255).

Much research on the use of the fashion metaphor in management research builds
on the perspective of new institutionalism [42–45] and describe how management
ideas are chosen based on an organization’s wish to be more “fashionable” rather
than actual needs. Czarniawska and Joerges [44] describe how organizations adapt
to new ideas and how these ideas get their velocity, i.e. ability to spread widely,
mainly from being in vogue in the sense that many people/organisations in different
places and over time will “catch on” to fashionable ideas and use them. Fashion can
thus explain “many puzzling developments in and between organizations” (p. 24).
In other words the metaphor of fashion can be helpful in understanding changes that
occur across an organisational field and even how institutions are altered or changed.

Clark [46] points out that organizational conformity to the latest fashion may
result in disappointment and frustration as the models and techniques do not always
live up to the expectations set for them. This in turn may result in the lack of
institutionalization and organizations abandoning the ideas in favour of others in
the process of becoming fashionable.

10.3 Method

The results and discussions in this chapter builds upon several qualitative interview
studies with usability and user experience professionals and quantitative survey
studies in agile projects. It is a synthesis chapter that integrates results on how IT
professionals working with software development in agile projects conduct user-
centred activities. An overview of the studies described as study 1–5 is given in
Table 10.1. In total 37 IT professionals were interviewed and 74 took part in surveys.

Table 10.1 An overview of our studies that are integrated in this paper

Study no. (id)
Research method
(year of study) Information on the studies

Study 1 (S1) Survey and
interviews (2009)

25 IT professionals from 18 software companies in
Iceland responded to the survey, 6 of the same
respondents took part in interviews

Study 2 (S2) Survey (2011) 49 IT professionals mainly in Sweden responded
Study 3 (S3) Interviews (2010) 21 IT professionals from 14 companies in Sweden

interested in usability and UX
Study 4 (S4) Interviews (2013) 6 IT professionals in Sweden working at a software

company developing a system for health care
Study 5 (S5) Interviews (2013) 10 IT professionals in Iceland working at 10 companies

with systems development
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Hence, data was gathered from 111 professionals mainly in two countries. All the
participants used agile processes and conducted some usability activities in their
software development.

The motivation for Study 1 was to compare usability evaluation to other types
of testing in Scrum projects. The participants were also asked about how they use
Scrum in their projects and what the positive and negative aspects arise from using
Scrum. The informants were mainly working at software companies developing
various types of software, but some were working at banks and telecommunication
companies developing software for that company. Around half of the companies had
more than 40 employees.

The objective of Study 2 was to get an overview of what user-centred techniques
were used by IT professionals working in Scrum projects mainly in Sweden. In this
study the informants were also asked how they use Scrum and what the drawbacks
and advantages are. One third of the respondents were working at companies having
more than 250 employees, and one third had between 50 and 250 employees. Almost
half of the respondents were working in Internet and e-commerce systems, and 20 %
were working in the computer industry. The remaining respondents were working
on telecommunication, in the financial sector, e-health or in other areas.

In Study 3 we interviewed IT professionals in four different roles: Team
members, Scrum managers, business analysts and usability experts. The informants
came from 14 companies in various organisational contexts. The main types of
organisations were product development and consulting companies, or a combi-
nation of those. Some of the companies were international, having employees
worldwide. The number of employees reached from 8 to 12,500. The purpose of the
study was to understand the challenges that IT professionals interested in usability
activities face when integrating usability activities in agile software development.

Study 4 was an interview study related to the introduction of a controversial
eHealth system where Scrum was used by the vendor company. The purpose of the
study was to evaluate the development process from a usability perspective. The
interviewees were members of the Scrum team or managers. The vendor company
had approximately 10,000 employees.

Lastly, study 5 was an interview study focusing on the strengths and weaknesses
of using agile processes such as Scrum and Kanban. The interviewees were all
managers or project managers are software companies in Iceland, developing
various types of software. The sizes of the companies varied from 4 employees
to over 500.

We have published seven papers describing and discussing the results of each of
the studies [5–7, 47–50] and three theses have been written by HCI students [51–53].
Some material gathered in these studies has not been published in these scientific
papers, but is used in this chapter.

We use a mixed methods approach in the synthesis research for this chapter. Data
from five previously conducted surveys and interview studies are analysed again
using the fashion metaphor described in Sect. 10.2.4, so all the material from these
studies was analysed again for gathering new perspectives. The main themes that
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we analysed now were: reasons for using Scrum, consequences of using Scrum and
usability activities in relation to Scrum.

The analysis used a mix of predefined categories as well as categories that
emerged during the analysis. Two of the researchers analysed and coded the data
together and discussed the results with the other authors. The quotes in the paper are
from our informants. In some cases, we have adjusted the words used to make them
more readable. We refer to the source of the particular result using study numbers
in Table 10.1 (e.g., S1, S5).

10.4 Results

In the results section, we start by presenting results that indicate why Scrum can
be seen as a fashion. We will elaborate on the reasons mentioned in S1–S5 for
choosing Scrum as a systems development method. We will start by presenting
results in relation to why companies choose Scrum, where the inspiration comes
from and motivations behind the choice. We will also present results in relation
to the consequences of choosing Scrum. We will also elaborate on perspectives
found in S1–S5 on why conducting usability activities in Scrum have not become
fashionable.

10.4.1 Reasons for Using Scrum

There are many reasons behind choosing Scrum as a development process. These
reasons are often presented in a rational and objective manner, as if the choice was
based on an objective and rational decision-making process. In our studies many say
that the inspiration of using Scrum comes from the ideas inherent in the method, and
these are very appealing to the system developers (S1, S2, S3, S4, S5). One of the
inherent values that are appreciated in Scrum is the focus on “speed” and the “agile”
way of working or as one of the informants describes it: “get the f***ing work
done as fast as possible” (S4). One of the benefits of using Scrum, according to the
interviewees, is that the team is to work independently, and this made the systems
development model appealing to use (S3). By working independently, the team can
focus on their task and does not have to use time on synchronizing with many others.
The process leaves the decisions to the team, and this is inspiring for the system
developers. Another appealing feature in Scrum is the focus on communication
within the team, for example in the stand-up meetings (S3, S5). One can notice that
these stand-up meetings are the most valued part of Scrum, and the most popular
Scrum activity when implementing the process (S1).

Another advantage is the short sprints used, where a potentially shippable product
is delivered to the customers after each sprint, which gives the developers a good
pace to work in (S3, S4). One informant explains: “I guess for a programmer
it’s perfect to get a small piece of work that you can develop and deliver” (S3).
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Additionally the team members mention that focusing on only several tasks during
the sprint and not being interrupted all the time by requests from the customer is
one of the advantages of Scrum. One informant explains that the team members
are protected from interruptions from customers (S5). These sprints imply that the
visions of the customers are considered through the whole development process.
When following this process with short sprints one avoids discovering failure at the
end of the whole systems development project when it is too late to do anything
about the problems, as one of the informants described: “When we start to work and
showing the end-users the product as often as we do using Scrum, we always get
the feedback that now I understand what you were talking about. And then you can
continue that discussion: Is this what we are showing you what you were expecting
to get? And then you have this discussion all the way from the beginning instead of
the ordinary way when you have 2 weeks to deliver when you are showing them:
This is what you get and they go: Wooooaaaaa! We don’t want this. So we get all that
very early in the project which means that when we have the final delivery we know
that this is the product that the customer actually can use because it is well suited
in their way of working and the kind of process that they need” (S3). The short
sprints provided a suitable framework for managing the direction of the software
being developed as the project’s vision could be described as a moving target
depending significantly on external factors such as necessary integrations with third
party systems, a precarious political situation regarding this kind of (nationally)
unprecedented service, and rulings from national regulating authorities (S4).

The choice of Scrum as a development process is also based on previous
development processes used and many informants position their choice of Scrum
in relation to the waterfall model (see the citation above where the informant refers
to “the ordinary way”). However, it seems to be easier to say what did not work
in previous systems development processes (or waterfall), and why they did NOT
work. It is more difficult to say what DID work with them, as this informant
exemplifies: “I think the waterfall model is really bad.” (S3) Another informant
describes the differences between Scrum and waterfall by saying: “But I think that
maybe the most important thing with Scrum is the knowledge that it’s a fluid world.
The requirements will change. And that’s in your mind set, so you’re more liable
to cope with that. In a more traditional waterfall development you believe that these
are the requirements and they’re going to remain fixed, which is never the case.
So that’s probably the most important thing about agile methods that you realise
that things are going to change as we go along” (S3). Moreover, as can be seen
in the citation the choice of Scrum is motivated by the values inherent in Scrum
regarding the inevitability of changing requirements. Many organisations tend to
use their experience from their previous methods, choosing a development process
that is different from the old process used. One informant describes the situation
in Iceland by saying: “So my experience in Iceland is that usually companies have
no strict processes. In many companies there is no process defined. A little bit of
chaos or some kind of process but no formal process” (S5). Introducing Scrum to
those companies gave the developers structure to the previous less organised way of
working the informant explained (S5).
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10.4.2 Consequences of Using Scrum

In our studies we have seen that most companies have adapted Scrum or introduced
a few inspirations from Scrum, and they describe that they are using a “Scrumish
method” (S3, S5). This can be seen as an indication that Scrum does not actually fit
as a development process and one of the consequences of choosing Scrum was that
it needed to be adapted.

Possibly some of the core values of Scrum are currently fashionable, such
as speed and agility, and these are the ones organisations choose to implement.
Most companies do however use the majority of the roles, activities and artefacts
recommended in Scrum (S1, S2, S4, S5). Most Scrum projects have a Product
owner, and a Scrum master but in some cases their roles have been omitted, replaced
by a project manager or by members of the teams. Like one of our informants
described: “We are not terribly concerned with the Scrum Master role. We have
one (rotating) pair working outside the sprint to take care of technical support,
disturbances and general application health not directly related to customer needs”
(S2). The most popular activities used are sprint planning used for planning the
scope of the starting sprint and stand-up meetings for checking the status of the
sprint on daily basis. When looking at the artefacts, the least used artefact is the
burndown chart (S1, S2).

Some informants find it problematic that the Scrum team is supposed to consist
of team members that share the workload according to oral agreements made in the
team. There is not really a good way to include specialist roles focusing on one of
the quality aspects of systems development. Either the specialists are team members,
or they are working outside the teams. None of these work situations are without
problems, and organisations have tried out different solutions to solve this. Being
outside can make the specialist feel like an “add on” to the project, and not a core
member (S3), or as another expert explained it: “I worked in a small parenthesis
outside of the team” (S4). In the interviews it became obvious that members
of the development organisation were described and presented according to their
background and education, as well as their speciality in systems development rather
than as being team members. The specialist roles do not have an obvious place
in the Scrum structure, and this is a problem for many projects (S4). The Scrum
development process does not handle this need for specialists in the development
projects. One of the usability specialists says: “I interfere in their process to help”
(S3). Some of the specialists think that Scrum does not fit their needs, and that they
would have liked a development process that supported their work in a better way.

Sometimes Scrum does not match with external requirements in the organisation
(S3). Scrum does not fit since there are numerous other requirements due to
adherence to standards, and the requirement of a specific area of application. Some
projects need to dissolve the Scrum structure in order to comply with external
circumstances, and the Scrum process does not really fit the circumstances of the
organisation, as in this quote: “Right now we have mixed the teams up, because
we have to do so at the end of our development cycle” (S3). One problem that was
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mentioned is that it is not possible to add functionality within a sprint, even though
the customer really needs that functionality (S3). This makes Scrum somewhat
inflexible despite the fact that it is presented as very flexible. Several organisations
using Scrum feel that it is a problem that the sprints are fixed, and in some cases
the Product owner has the rights to add emergency work during the sprint (i.e. even
though this was not planned in the sprint planning). “Some requirements are urgent,
cannot wait 2 weeks. We have created exceptions to the sprint process for specific
tasks” (S5).

One disadvantage mentioned with Scrum is that there is no clear vision of the
product, which can be problematic in several ways. One informant describes: “There
is no clear description of what the system is going to be when the project starts, and
Scrum requires that the procurer or customer is much more active all through the
project. It is problematic for the procurer or customer not to have a clear vision of
the product. They pay for something without having a clear idea of what they will
receive.” (S3). Another informant describes the problems with the vision in this way:
“But the problem is, that there is now no one that actually is responsible for putting
this piece of functionality into the big picture. So there is no one responsible for
the full user experience. That’s the problem. After a while you have added so many
pieces that you don’t know where to put them anymore. And if you don’t have the
vision clear in your head or on paper it’s starting to get quite difficult to know what
to do with this piece of functionality and then you do something, just to squeeze
it in. And that’s the reason for that I think it’s so important to do a thorough pre-
study before prototyping and testing. Because if you have that it’s so much easier
to prioritize and say okay say that from this vision we have decided to do this piece
now and that piece then. At least we know where it all fits in. And then of course
this vision will change all the time, because the market changes or whatever. But still
you can work on the vision then and know where to put the pieces” (S3). Several
other informants share this concern, that the holistic view for the system is missing,
since the sprints slice the development project in small groups of functionality that
become potentially shippable product after each sprint.

10.4.3 Usability Activities in Scrum Projects

Usability activities are mostly not an obvious part of Scrum projects, and usability
experts face problems when integrating their work (S3, S4, S5). Activities such as
usability evaluations, as for example defined by Benyon [54] are rarely used in the
way described in such standard literature, despite the fact that the organisations had
well educated usability experts in the teams [7].

Some organisations see usability activities as something completely different and
less prioritized than the rest of the system development tasks and other user stories
(S3). User stories connected to usability are placed on a separate Scrum board. The
two Scrum boards live in parallel in the projects, and they had one Scrum board
that was the “ordinary Scrum board” and one Scrum board that was the “usability
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Scrum board”. However, the most important thing in the project was to work with
the ordinary Scrum board, and the user stories on the usability board were only
dealt with if the system developers in the team had time. This was explained by one
informant: “we had kind of a second Scrum board. Whenever there was time over,
because often we could do it in half an hour to an hour. So then we could take one of
these notes and fix it and just check, this is done, put it back and then he evaluated
it. All this was kind of informal” (S3).

It is noticeable from the studies that some usability experts wrap usability
problems in more fashionable concepts. One example is the usability expert who
rephrases the usability problems as security problems, and makes them more
interesting for the organisation in this way: “We are working on really enhancing
the benefits of usability in the area of IT security” (S3). Another usability expert
explains that the only way to make usability problems interesting in the organisation
is to present them as new user stories that needs to be solved, not improvements to
the old system from the usability perspective, or re-launching old user stories (S3).

Usability work is sometimes carried out as a completely separate activity from
the work in the team (S3, S4), and sometimes due to the fact that the level of usability
and the design needs attention (S4). The usability experts are not a part of the Scrum
team, but merely give written input from a distance and are invited to sprint demos
and project meetings, but otherwise they do not work closely with the development
team. One informant explains her position in this way: “I have only been working
with some kind of test of the system, and then given small comments on the user
interface” (S4). The same informant also says that she was a part of the team during
the most intense period of the development, as is described in this quote: “During the
period that I worked full time with testing and evaluation, then I was participating in
the stand-up meetings, but I did not really participate in the meetings” (S4). So, even
though the informant was working actively on the project and technically included
in its activities, she was not an active part of the team. Another usability expert who
had been working at the company for 6 months, explains that he, when trying to
find out what the team is doing, asks the Scrum team: “Can I be at your meetings?”
(S3), i.e. from his perspective he is not included in the team. He explains that he is
carefully taking small steps to change this culture.

One of the reasons frequently mentioned for why usability activities are not
emphasised is that it is too time consuming (S1, S3, S4). When comparing
why developers use some testing techniques less often than other techniques
while developing their software, lack of time is the most frequent reason for not
conducting usability testing (S1). This is also true, for security and performance
testing. An interesting outcome from the comparison in the study (S1) is that the four
core testing types, unit, integration, system and acceptance testing [55], are always
budgeted for, but for the quality aspects like usability, performance and security are
not in the budget by default and sometimes that is the reason for not conducting
those (S1). Many informants mention the vagueness of the concept usability. It
is often seen as something fuzzy, hard to measure and usability requirements are
always changing (S1, S2, S3). This perspective could be one of the reasons for why
the IT professionals see usability activities as time consuming.
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One respondent explained that if the project is really agile, the changes are not
that extensive each time and the importance of being quick to market is strong, so
usability testing is really not needed, because a shippable product has been delivered
and the customers can complain (S1, S3, S4). Furthermore, because the changes are
small, extensive usability testing is not needed and is too expensive. “The main thing
is to confess your fault and change quickly according to the customers’ complaints
so you can be very quick in adjusting to their needs” (S1) one of the respondents
remarked. This respondent explained that asking for usability testing was really
the customer’s responsibility. We have also heard the opinion that IT professionals
really want to gather feedback from users, but users were not always willing to take
part because they were busy doing their own work and did not want to be involved
in software development.

Some informants describe that they launch the system, and expect the users to
tell if the system doesn’t work while using the system (S1, S3, S5). One informant
describes her experiences by saying: “As soon as the user gets the possibility to start
clicking himself then it feels like their brain is finally working – they say: Oh now
I understand even though you can simulate it on the whiteboard as well. But I think
that is a big difference that we actually have a product in the end of every sprint.”
However, users seldom complain due to numerous reasons related to not having the
vocabulary, power, and blaming problems with the system on themselves (S5). The
system developers hence get very little feedback, and they interpret this silence as if
the users are satisfied with the system.

10.4.4 Summary of Results

In our studies we have seen that Scrum has become popular for a number of reasons.
In the following, we summarise the reasons and the consequences of using Scrum.
Furthermore, we summarise the challenges of integrating usability activities in
Scrum projects.

The main reasons we have seen of using Scrum are:

1. Many of our informants mention that the emphasis on speed, reflected in the short
sprints and frequent deliveries, is very positive in Scrum.

2. The team members can focus on a few issues at a time and get the feeling of
achievement every other week.

3. The team works independently and communication is encouraged within the
team. This is described as beneficial for the work environment and group culture
of the team.

4. The acceptance for requirements changing over time is seen as positive.

However, there’s also a negative side of what is described as primarily positive.
In our cases we have detected a number of aspects where Scrum falls short of being
the ultimate process for all purposes for all actors involved. Below is a summary of
the consequences of using Scrum:
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1. Scrum does not seem to fit everyone, the respondents in our cases referred to
themselves as using a “Scrumish method”, indicating that they do not do Scrum
by the book.

2. The consequence of the frequent deliveries in Scrum is that often there is no time
for usability activities. We have seen that often the team members do not find
time to gather feedback from users. This may be because of the emphasis on
speed in Scrum and the changes of requirements from the users are not always
welcomed by the team members. We have also seen that the developers rely on
users to provide feedback after using the latest delivery for some time, but that is
not often the case.

3. The team is supposed to provide expert knowledge but Scrum makes it hard for
experts to fit into the team structure. The experts feel like outsiders in the process.

4. Due to the fragmented nature of the Scrum process it is hard for both the team
and the customer to have a clear vision of the result of the process early on.

Additionally, we analysed the challenges for integrating usability activities in
Scrum projects in practice. Our main results are summarised below:

1. The fragmented nature of Scrum, mentioned above, is fundamentally at odds
with the methods of experts working with usability, as they want to grasp the
whole picture from the beginning. Also this lack of a holistic approach leads to
that none has the full responsibility of the whole user experience.

2. The usability experts do not become members of the teams, but give written
feedback from a distance.

3. The usability aspects do not fit into the “quick” processes of Scrum and are thus
perceived as too time consuming and costly and are often not even a part of the
budget.

10.5 Discussion

In this section we discuss the two underlying questions in the paper: Why is
Scrum so fashionable? and: How can usability activities be better integrated in agile
projects?

10.5.1 Why Is Scrum so fashionable?

According to Abrahamsson [9] management fashion differs from aesthetic fashion
in two ways. Firstly, fashionable management techniques need to come through
as both rational and progressive and not only as beautiful and modern. Secondly,
whereas aesthetic fashion is shaped by socio-psychological forces alone, manage-
ment fashion is shaped by economical and technical forces ([9], p. 255). Many
of the people we interviewed in our studies said that they were using a Scrumish
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method, only using bits and pieces from the Scrum process. One indicator of Scrum
being a fashion, is the fact that it seems more important for many companies using
Scrum to be able to say that Scrum is used, than it is to actually use the whole
process and incorporate its ideas extensively. It is also obvious that many different
actions are performed under the Scrum label. Scrum has become one of the most
used methods for software development and this homogenization can be interpreted
as an urge amongst organizations operating in the same field to show that they
have knowledge of the latest management models [56]. This might thus indicate
that the organizations using Scrum are interested in retaining legitimacy amongst
their “peers” [42]. Scrum might thus be used as a tool in the employer branding
of the companies so the employers are proud to be able to say they are using
the fashionable Scrum process and use that as a sign of being one of the leading
companies. However, it should be noted that few management models used for
software development are fully incorporated without adaptations in an organisation.
Also a model like Scrum can be seen as fashionable when it is chosen for its
legitimizing effect rather than for practical reasons.

This does not mean that Scrum does not fit the purposes of these organizations.
On the contrary, the process is put forth as a rational way to develop software as it
allows for an iterative and swift development process, where the development team
is able to focus on a few requirements at the time. Also, delivery through sprints
provide continuous results which is seen as beneficial for the customer since they
have control of the progression of the development. There are thus many rational
reasons for using Scrum present in our data, which according to Abrahamsson [9] is
necessary for a management technique to become fashionable. The question is rather
if Scrum is always the best alternative, in every case where it is used. As listed above,
in the summary of results section, there are several aspects of the Scrum process
that are criticised by the IT professionals in the studied cases, indicating that other
development processes might have been more useful but Scrum was chosen because
it was fashionable. In a recent study, one of the conclusions is that IT professionals
are leaning towards Kanban, since Scrum does not fit their needs [57].

From a diffusion perspective [10], the Scrum principles can be seen as a factor
facilitating its diffusion. As mentioned above, the Scrum principles are few and
flexible enough for organizations to be able to claim having adopted Scrum with
minimal need for adapting their earlier way of working. In Rogers’ terminology,
Scrum offered a high relative advantage through its increasing legitimacy and
fashionability while enjoying a high level of compatibility with previous processes,
coupled with low complexity thanks to the comparatively lightweight principles.
With Scrum being an intellectual innovation, not requiring any hardware or other
specific artefacts to diffuse, its low complexity could also be seen as contributing to
a higher level of trialability and observability. Thus, once considered fashionable
enough, Scrum could diffuse rapidly as it did not require a significant investment
in time or resources for an organization to climb aboard the Scrum bandwagon.
Scrum could also reach a large portion of the software development community as
the principles allowed for the process to be adopted, whether by name or in earnest,
by a wide range of organizations. However, as there are other processes belonging
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to the agile family based on even fewer and more flexible principles that have not
been widely adopted like the Kanban process, this could suggest that the perceived
relative advantage of Scrum was the deciding factor. The successful diffusion of
Scrum could then be attributed to an initial advantage over other Agile processes,
such as XP, DSDM and Kanban, through serendipitous events, its popularity and
legitimacy (relative advantage) then gaining faster than that of its competitors
through a process of increasing returns as more and more organizations adopt
Scrum.

10.5.2 How Can Usability Activities Be Better Integrated
in Agile Projects?

One of the aspects that comes through in the accounts of the IT professionals in
our cases is that Scrum is a development process that foremost suits the develop-
ers themselves. Usability experts and other experts find difficulties in becoming
included in the development process as it is fragmented and the sprints provide
only a short-term perspective. We have also seen that the responsibility for usability
activities is not clearly defined. This is also enhanced by the lack of documentation
in the Scrum process. Also it seems like the usability experts, at least in some cases,
will refer to usability problems as for instance security problems to “sneak” the
usability aspect into the process. This may also indicate that the usability aspects are
out of fashion in the software development business and rebranding it is a way to
make it more up to date and attractive [58]. There are of course many ways to better
integrate usability activities in the different cases, adding a responsible person in
some of the projects and better define the documentation in other projects, but there
seems to be a lack of a holistic view on how the vision is for integrating user centred
design in agile processes.

Management processes like Scrum may thus endure and be used successfully in
the sense that they are perceived as useful by those using them, whilst they may fail
in the sense that they do not create an adequate development process in terms of the
final product or service from the end users’ point of view. Important factors may
be overlooked in the process. This can be seen for example in one of our studies
where the developers did not know how the customers use the developed product
and the communication between developers and customers was not frequent. Even
when the Scrum process is performed in business to business, the Scrum team may
perceive it as problematic to involve the customer in the process and as illustrated
in one of our studies, where we have seen that team-members are almost protected
from customers. This shows that the urge to involve the user is low in that case.
When the end user is not the same as the customer paying for the system the risk
of the end users’ needs to be overseen in the development process is even greater.
Agile processes strongly encourage customer participation, but what Scrum does
not address is the user’s involvement. Often the difference between the customer
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and the user is not clear for agile software developers [57], so they think that by
including the customer’s perspective they have included the users’ needs, which is
not always the case in practice. Providing IT professionals with tools or techniques
to plan user involvement, by defining who would be preferred participants, when it
should preferably happen, where it should preferably happen and what should be the
main goal of the user involvement could be one way of better integrating usability
activities in agile projects.

Some software development companies market themselves as producing soft-
ware with good user experience, e.g. Google. However, surprisingly few have
adopted usability methods and successfully incorporated these into development
practices. This can for example be seen in the results in one of our interview
studies, where only very few interviewees named particular usability methods
such as heuristic evaluation and user testing. In the same study, the interviewees
contacted users informally and usability activities were not explicitly integrated
into the development process. However, developers in general believe that they
already develop highly usable software. Even if it leads to (even) better software
from the user’s perspective, it is not obvious to a software development company
why they should extend usability practices beyond what they are already doing.
This is a significant difference from the greening trend [41] where many consultants
relied on rhetoric and associating environmental responsibility with established
traits and values, e.g. by calling it a challenge that only the flexible and far-sighted
companies would prosper from. Fineman [41] describes how the greening trend
of incorporating environmental responsibility into management methodologies in
the 1980s and 1990s was hard to sell on its altruistic values alone, they also had
to satisfy more salient management issues such as profitability, efficiency, and
performance. Growing public concern and environmentalist movements were not
enough. Though it has become fashionable to appear green, Fineman [41] concludes
that actually embracing all of the diverse environmental issues applicable to a
corporation remains a quite complex and confusing task for managers.

There are many similarities in these two trends, the greening trend and the user
experience trend. It has been hard to sell to managers that usability is important at
least in the 1980s and 1990s and the reasons were similar, the managers emphasise
profitability, efficiency, and performance that are hard to associate with usability
work. Nowadays, UX has become more fashionable in the software industry and it
is commonly respected by IT professionals that UX activities are important.

Still, integrating usability and user experience activities in Scrum projects
remains quite a complex and confusing task and it remains a challenge for HCI
researchers to help them to solve that task. Since usability professionals want to
grasp the whole picture of the user experience from the beginning of the software
development, the fragmented nature of Scrum is fundamentally at odds with their
vision of how to approach their work. The usability aspects do not fit into the “quick”
processes of Scrum and are thus perceived as too time consuming and costly and
are often not even a part of the budget nor are the usability professionals a part
of the teams, and end up being outsiders. Also this lack of a holistic approach
means that none has the full responsibility for the entire user experience. The
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understanding of the reasons for choosing Scrum, the challenges for using the
process and the challenges for integrating usability activities into Scrum explained
in this paper, gives a good basis for both describing new ways for supporting
usability professionals and for planning research on this topic.

10.6 Conclusion

The forces behind the development of the Scrum process were probably the rapidly
increasing demand for new IT systems in the late 1990s, creating a need for new
methods and techniques for managing the software development process. One of
the approaches is the iterative way of developing software, which is illustrated
by the sprints in Scrum. However, the downside can be that the holistic view is
missing in the development process and that it may be difficult for the customers
to continuously receive and implement new features of the system and learn how to
use those.

In some cases, a certain development process, selected for being fashionable,
may be used to produce a solution aimed at improving the work environment for a
particular group. Management models that are chosen for the wrong reasons may
endure and be used successfully in the sense that they are perceived as useful
processes by those using them, in the case of this paper by IT professionals, whilst
they may fail in the sense that they do not enable other stakeholders to improve their
users’ work environment or create an adequate IT system from the users´ point of
view. The consequence of Scrum being fashionable is that important factors may
be overlooked in the development process of the IT system. The bottom line is
that management processes that seem to work for IT professionals may not give
a final result that works for those who will actually use the IT system. It remains
a challenge for us HCI researchers to help IT professionals to integrate the users’
perspectives in their agile software development.
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Chapter 11
Integrating Both User-Centered Design
and Creative Practices into Agile Development

Gilbert Cockton

Abstract Tensions between software development methodologies and user-
centered design (UCD) have always existed, but waterfall methodologies do provide
a process context within which UCD methods can be clearly integrated whenever
this is required. Popular agile methodologies such as Scrum create different
challenges to integrating UCD. However, fitting UCD into agile methodologies will
not necessarily result in high software quality. The combined approaches can still
have significant design gaps that must be addressed by additional creative design
practices. This chapter relates selected historical methodological trends to tensions
between software and creative design. To resolve these tensions, innovative software
development needs to draw on creative design practices in addition to UCD and agile
methods. Specifically, innovative software development needs to draw on three key
insights from design research: creative design work co-evolves problem and solution
spaces; design materials talk back; and, the best design work is generous in scope
and intent. These three insights are used firstly to structure a critique of the Agile
Manifesto and secondly to provide the basis for proposing a balanced approach to
software development that can appropriately integrate engineering, user-centered
and creative design practices.

Keywords User-centered design • Agile software development • Worth-focused
design • Creative design • Balanced integrated generous design

11.1 Agile, UCD and Rational Engineering Design

In the late 1960s, engineering practices became advocated as the solution to diffi-
culties with software development, where software was delivered late, over budget
and with inadequate functions and/or performance. A software development process
was advocated and adopted, with linear development based on rigid separation
of problem analysis, requirements specification, design and implementation [1].
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Table 11.1 The scientific method and the engineering design process [4]

The scientific method The engineering design process

State a question or problem Define a problem or need
Gather background information Gather background information
Formulate hypothesis; identify variables Establish design statement or criteria
Design experiment, establish procedure(s) Prepare preliminary designs
Test hypothesis by doing an experiment Build and test a prototype(s)
Analyse results & draw conclusions Verify, test & redesign as necessary
Present results Present results

This linear process has well recognized origins in management models [2, 3] for
military and space projects at both programme (e.g., NASA’s PPBS: planning-
programming-budgeting system) and project level (NASA PPP’s: Phased Project
Planning). This process was assumed to transfer well from large military and space
projects to less well-resourced and faster moving contexts than defence and space
programmes and projects that last several years.

Half a century later, NASA’s 1960s idealized engineering practice remains
attractive. It can be aligned with ‘the’ scientific method, as in Table 11.1’s accept-
ability criteria for a Science and Engineering Expo for 6th–12th grade students [4].

The choice of the High School Science and Engineering Expo example in
Table 11.1 is not unfair, because similar comparisons of idealized method and pro-
cess can be readily found in undergraduate text books on engineering design [5, 6].
Vocabularies sometimes differ slightly from the simple language in Table 11.1,
but not markedly so. A linear process of problem definition, problem analysis,
requirements specification, design, implementation, verification and validation is
common to most accounts of rational engineering design.

The phase order for rational engineering remains linear even when its underlying
‘waterfall’ structure is bent into a V or curled into an iterative spiral [1]. It is
idealized and normative, as it states what should happen rather than reflecting what
does happen. After three decades of attempts to live up to rational engineering
ideals, agile software methodologies, “undeniably one of the most important recent
developments in software engineering” [7], emerged across the 1990s as realist
responses to the failed appearance of rational engineering, which turned out to
be more mythical than actual, like a unicorn (extensively known, immediately
recognizable, but absolutely imaginary).

Requirements are the essential wall between problem analysis and solution
synthesis in rational engineering. Ideally these requirements will be complete,
correct and unambiguous. When they are not, documentation associated with
information gathering and requirements specification can be very wasteful, since
as development progresses, new information and client feedback can invalidate
much carefully prepared requirements documentation. Agile software development
methodologies (‘Agile’ for short) are in part a reaction to the inevitable waste here,
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with differing degrees of response to minimising ‘upfront tasks’ of problem analysis
and requirements specification.

There are over a dozen agile methodologies, and most have one or more
‘upfront’ phases of analysis and specification (e.g., Crystal Clear, DSDM, FDD [8]).
However, the agile methodologies that are currently in extensive use do not have sig-
nificant upfront phases. The most popular agile methodologies are currently Scrum
and related variants, as used by 72–80 % of 2014 respondents to the State of Agile™
Survey [9]. These come close to eliminating what they see as wasteful bureaucratic
‘upfront tasks’ [7]. As a result, their iterations cannot span a complete waterfall
process of problem definition, problem analysis, requirements specification, design,
implementation, verification and validation. Problem definition and analysis become
folded into iterative requirements identification. Also, verification and validation
largely happen through customer use of released software versions.

UCD [10] as standardized as ISO’s Human-Centered Design Process for Inter-
active Systems [11], has not made this break from rational engineering design. One
small relaxation of a waterfall sequence in [11] was the addition of more flexibility
in iteration (originally all phases had to be iterated through, but now any phase can
be jumped back to after evaluation). Apart from this ability to jump back to any
previous development phase following evaluation, ‘Standard’ UCD (SUCD [11])
is essentially an extension of rational engineering with human science practices.
Investigative human science methods are used for problem definition and analysis
(early focus on users and tasks [10]). Experimental human science methods have
been adapted for verification and validation (empirical measurement [10]). SUCD
is thus not well placed to integrate with popular agile practices, because it depends
on a rational engineering design process to provide stable contexts for user-centered
analysis and evaluation. Popular agile methodologies remove both these contexts
as separate homogeneous development phases, by reducing or removing problem
definition and analysis as distinct phases, and by releasing versions of software to
clients without prior empirical evaluation.

Most attempts to (re-)integrate UCD within Agile follow the majority of method-
ologies (i.e., the less popular ones) and require considerable upfront activity before
development sprints. Such a ‘Sprint 0’ recreates the ISO 9241-210 [11] context for
problem definition and analysis. Adding empirical evaluation is less straightforward,
and has to either occur within the current or a subsequent sprint. The tactic here is to
reimpose as much of SUCD as possible. However, this ignores how Agile has been
motivated by early delivery of business benefit and the ability to respond promptly to
change. To ensure these benefits, the most popular agile methodologies restrict most
development work to sprints combining design and implementation [7]. We should
not underestimate what is being asked when UCD advocates expect advocates for
the most popular agile methodologies to move back towards a waterfall structure,
even when it is incremental, iterative or both.

The apparent impasse here is only a problem if we expect the integration of
unmodified SUCD with revised popular agile practices to be sufficient to support
the design of high quality software. However, it is not clear within popular agile
practices or SUCD where design work actually gets done. The former subsume
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design under implementation, whereas the latter focuses on problem analysis and
evaluation of user experiences. Neither have strong distinct approaches to software
design.

11.1.1 Add Creative Design Too?

An alternative to simply combining UCD with popular agile practices is a broader
flexible balanced integration of engineering, creative and user-focused practices that
can be adapted to the specific needs of a software project. Agile and UCD already
cover much of the required engineering and user-focused practices. However,
creative design practices are not well represented, and the gap between creative and
engineering design has widened since the 1960s.

In the 1960s, creative and engineering design appeared to be alignable, and where
they were not, the belief was that they could be. This position barely outlasted that
decade: design research largely abandoned normative methods for studies of how
designers actually worked (method research remained popular in engineering). Over
four decades of design research on actual work practices provide insights that should
be considered as a basis for effectively integrating UCD and agile practices into a
broader high quality development process.

This chapter identifies and reviews three key design insights in the next section,
relating them to UCD and agile:

• Creative design work co-evolves problem and solution spaces
• Design materials talk back
• The best design work is generous in scope and intent

These three key insights are primarily based on four decades of published design
research. The origins of these insights, which were distilled by the author, are
explained in Sect. 11.2. Selected key references (e.g., [2, 3, 10–13]) are related to
their historical context. Section 11.3 next revisits the Agile Manifesto’s principles
[14] from the perspective of these three key insights into creative design practice.

The argument developed below is primarily based on the author’s experience as
a researcher in an academic design department since 2009, but is also informed by
the author’s experience of design-lead software development (1981–1996, e.g., [1],
a collaborative IFIP Working Group report which is referenced several times below),
Critical UCD practice (1995–2011, e.g., [15, 16]) and creative design practice
(e.g., [17, 18]). Having worked in software engineering, UCD and creative design
contexts, it has been clear that all three contexts bring strengths and weaknesses.
These contexts can however be combined to maximize their strengths and minimize
their differences. Section 11.4 proposes that this can be explored in the context of
an integration of creative, engineering and user-centred design paradigms proposed
by this chapter’s author, known as BIG Design [18].
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11.2 Creative Design Practices

Most people with experience in software development and UCD genuinely and
appropriately believe that they know about design. The author was among them
for the first quarter century of his software career. On moving into creative design
contexts a decade ago, I learned that I didn’t know everything about design, and I
also learned that much of what I believed about engineering design practices (i.e.,
the ideals) had little basis in fact (e.g., [12, 13]). Belief in rational engineering design
practices remains very widespread and well intentioned. However, it does stand in
the way of understanding creative design practices that have served humans well
for most of history: creative design practices span millennia, whereas engineering
design only spans centuries and UCD only decades. In this chapter, I argue that some
difficulties with agile development and UCD, both separately and in combinations,
can be overcome by embracing three key creative design practices. I begin with the
historical context of design methods research.

The NATO Science Committee conferences on Software Engineering in 1968
and 1969 made software development a focus for rational engineering methods [19].
However, creative design research was several years ahead. A major conference on
Systematic and Intuitive Methods in Engineering, Industrial Design, Architecture
and Communications had been held in 1962 [20]. From the outset, design methods
research had sought to be cross domain, and thus both engineering (‘systematic’)
and creative (‘intuitive’) design were within scope. However, disillusion and
suspicion about systematic methods quickly set in within creative design research.
Idealized normative methods were never widely adopted in creative design practice.
The NATO Science Committee conferences on Software Engineering were thus
going in the opposite direction from creative design research, i.e., aiming to be more
systematic and less intuitive.

Design research studies quickly refocused on how designers actually did go about
their work, rather than on how they should do their work. Following Herbert Read’s
distinction between education into and through art, for Frayling [21] these studies
would be research into design, i.e., they have design work practices as an object
of study. In contrast, earlier design methods research had been research for design
[21] that aimed to create novel practical knowledge that would be applicable across
design work.

In the three decades after the demise of the 1960s Design Methods movement
(research for design), research into design predominated in design research, but
with a continued broad range of domains from creative craft practices to technical
practices in engineering, with the aim of producing domain independent knowledge
(e.g., with engineering, industrial design, architecture and communication design
being four specific domains of design practice). Studies of actual engineering design
across diverse practices, such as electronics [12] and software [13] revealed that
engineering designers move opportunistically between supposedly linear homoge-
neous phases:
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the sudden discovery of new requirements and partial solutions : : : the immediate
development of solutions for newly discovered requirements, and drifting through partial
solutions are shown to be important causes of opportunistic design : : : top-down appears to
be a special case for well-structured problems when the designer already knows the correct
decomposition [13]

A range of designerly ways of knowing [22] were identified as a result of
many such case studies. For example, the “immediate development of solutions
for newly discovered requirements” and “drifting through partial solutions” in [13]
are examples of co-evolving problem and solution spaces. However, experiences
from decades of research into design have not been fully exploited yet in software
engineering research ([13] is largely overlooked). Research into design here is part
of an area known as empirical software engineering, but that “objective study of
software processes, : : : [is] still a science in progress” [7]. The lack of progress
here makes software development methodology prone to extremism and dogmatism
a half century after design research lost its appetite for normative methodologies,
and focused instead on evidence-based understandings of design work, where, for
example, Cross identified five strongly evidenced designerly ways of knowing [23]:

1. Designers tackle ‘ill-defined’ problems.
2. Their mode of problem-solving is ‘solution-focused’.
3. Their mode of thinking is ‘constructive’.
4. They use ‘codes’ that translate abstract requirements into concrete objects.
5. They use these codes to both ‘read’ and ‘write’ in ‘object languages’.

These five aspects can be distilled into two key insights, one related to the design
process and the other to design products, i.e.:

• Creative design work co-evolves problem and solution spaces
• Design materials talk back

This reduction of these five aspects into two key insights simplifies the translation
of design research into practical applications. Cross first two aspects relate to the
co-evolution of problem and solution spaces, as covered in Sect. 11.2.1 below.
The ill-defined (‘wicked’ [2]) nature of design problems is largely addressed by
‘solution-focused’ practices, which improve designers’ understandings of problems
through the exploration of possible solutions. This solution focus is constructive
(third aspect), i.e., designers “build to think” [24] and is guided by ‘codes’ that
should be understood as being largely tacit, being used generatively to form and
realize design ideas (fourth aspect). However, codes also support critique of the
outputs of design work, through which design materials ‘talk back’ (second key
insight, Sect. 11.2.2 below).

A third insight is clear in Cross’ synthesis on Design Thinking [25], where
he provides examples of designers going beyond what was asked for or thought
possible.

• The best design work is generous in scope and intent.
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This insight is covered in Sect. 11.2.3 below. The three-decade span across Cross’
research here [23, 25] emphasizes the extent of design research that underpins our
current understandings of creative design practice.

Within creative design research, research for design is expected to be compatible
with research into design across a broad range of design domains. In other words,
research for design must be compatible with the results of research into creative
design practices. This does not mean that new proposed knowledge and practices
in support of creative design should leave it unchanged (there would be no point
in that), but it does mean that it should be feasible to incorporate new proposed
knowledge and practices. The best way to demonstrate feasibility is through use,
which involves Frayling’s third mode of research in art and design: research through
design [21]. Here, practice-based or (practice-led) research applies new proposed
knowledge and practices in the context of realistic projects, keeps adequate records,
and applies reflection to assess the effectiveness of design practice innovations.

There is thus a longstanding opportunity to integrate not only UCD, but also
creative design practices into software development. Furthermore, creative design
research brings with it a range of mature knowledge and practices that can accelerate
effective innovation in software design practices. The relevance of the three key
insights above (co-evolving problems and solutions, talk back, generosity) for the
integration of agile development and UCD is now discussed within the broader
context of designers’ knowledge of artefacts, use and production, including the tacit
knowledge implicit in design work, openness to change, reflection in and on action
and dealing with uncertainty, instability, uniqueness and value conflicts [23].

11.2.1 Creative Design Work Co-evolves Problem and Solution
Spaces

In design research, 1960s ‘first generation’ design methods were quickly seen as
overly simplistic and rigid, and only able to deal with ‘tame problems’ which can be
defined clearly, completely and uncontroversially, in contrast to ‘wicked problems’
[2], which are much harder to address systematically and rationally.

The classical systems-approach of the military and the space programs is based on the
assumption that a planning project can be organized into distinct phases. Every textbook of
systems engineering starts with an enumeration of these phases: “understand the problems
or the mission,” “gather information,” “analyze information,” “synthesize information and
wait for the creative leap,” “work out solution,” or the like. For wicked problems, however,
this type of scheme does not work. One cannot understand the problem without knowing
about its context; one cannot meaningfully search for information without the orientation
of a solution concept; one cannot first understand, then solve ([2], p. 162)

Note the last clause: “one cannot first understand then solve”. Studies of creative
design work have consistently shown that it is not organized sequentially into
two rigidly separated high level phases of problem framing and then solution
framing (e.g., [26]). Instead, problem and solution spaces co-evolve during creative
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design work (i.e., all design work that does not address a ‘tame problem’, which
includes much engineering design). This understanding however has not yet become
common place in Software Engineering, and thus Meyer scolded popular agile
practices for abandoning “normal engineering practice – the practice, in fact, of
any rational endeavor – of studying a problem before attempting to solve it” [7].
This assumes that all engineering design is a rational practice, when the evidence is
overwhelmingly that this is not so (e.g., [12, 13]). While much engineering design
addresses tame problems [2], this does not mean that it does so rationally, i.e.,
without recourse to creative design practices.

In their analysis of Wicked Problems, Rittel and Webber [2] noted the limitations
of rational engineering design, which could handle ‘tame problems’, but not the
complex problems that NASA’s PPP (Phased Project Planning) aimed to address.
This critique of NASA’s influential approaches was repeated over a decade later
in the paper that inspired Scrum [3]. However, as idealized engineering design,
SUCD aligns with Meyer’s assumptions, i.e., that one can first understand then
solve [7]. SUCD requires users and tasks to be thoroughly understood before any
design work starts [10, 11]. The belief here is that one can “meaningfully search
for information without the orientation of a solution concept” [2]. However, the
resulting understanding of the problem may have no implications for any solution,
since with no orienting solution concept, relevant information is unlikely to be
acquired and considered. Put another way, understandings of users and tasks may
not be translated into requirements, nor may requirements include criteria for
success from a user experience perspective. SUCD has thus found places for itself
in rational engineering design, but it has not always been able to do so in ways
that systematically, consistently or effectively influence core design and evaluation
activities.

Rational engineering exerts a powerful hold over human scientists, who
pioneered UCD practices, as well as those who continue to advocate them.
Analogies with ‘the’ scientific method (as in Table 11.1 above) marginalize other
conceptualizations of design, especially opportunistic design. Nevertheless, Gould
and colleagues [10], who established SUCD’s three key principles of usability,
eventually reported that they had come to work opportunistically [16]. Although
their first principle (early focus on users and tasks) insisted on upfront user studies
ahead of any design work, after a decade of applying their principles, they reported
that up to 75 % of their user-centred activities had become focused on usage of the
current version of working software in the field [16]. This is exactly what would
happen in agile practice. Even so, Gould and colleagues continued to insist that their
three key principles for usability had stood the test of time over almost two decades.

SUCD is philosophically opposed to opportunistic co-evolution of problems
and solutions, even though the latter is the reality confirmed by studies of design
work [12, 13]. In contrast, rational engineering design remains an ideal (apart from
when dealing with tractable ‘tame problems’ [2]). Given this, agile development is
potentially more open to creative design practices than SUCD, but not totally open.
Agile has simply increased the pace of iteration, largely by reducing development
work to agreeing a task list for the next sprint, implementing the agreed features
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on this list, and then delivering what Scrum calls a ‘potentially shippable product’
to the client [7]. Requirements under consideration are thus phased and frozen (the
closed-window rule, [7]). The difference between agile iterations and those within
previous structured methods is largely down to the length of the sprint. While this is
a conceptually small difference, it brings considerable benefits, especially the ability
to evolve requirements and to receive rapid verification and validation feedback
from software in actual use. However, the closed window rule (no changes to
requirements during sprints) will limit co-evolution of problem and solution spaces.
Requirements discovered during design and implementation [13] cannot be acted on
during the particular sprint or iteration where they were discovered without breaking
the closed window rule.

While agile methodologies have distanced themselves from the impossible norms
of rational engineering, they have not completely cut themselves free. Lean has a
preference for making decisions as late as possible when all necessary information
is available [7], mirroring the UCD belief that one must first understand before any
attempt is made to solve. Similarly, Scrum’s co-creator Jeff Sutherland has written
that not until “the customer need is clear” do “you write the minimal lines of code
to meet the defined need” [27]. How this can happen in the absence of upfront tasks
is unclear: perhaps clarity on ‘the customer need’ is left to the product owner role
in Scrum (if so, this will only work for ‘tame problems’ within the product owner’s
experience, since by definition only tame problems can be correctly specified in
advance of design and implementation [2]).

The first problem for the most popular agile processes as regards problem-
solution co-evolution is that they continue to separate problem focused activities
from solution focused implementation. Each iteration can become a truncated
waterfall sequence (especially where Kanban boards are used [7]). Thus neither
SUCD nor agile methodologies are compatible with creative design practices that
impose no constraints on co-evolution of problem and solution spaces. A flexible
balanced integration of engineering, creative and user-focused design and evaluation
practices requires minimal constraints on co-evolution of problem and solution
spaces [25]. If co-evolution of problem and solution spaces is constrained, then so
are creative design practices, since these have been identified to be the only ones
that are capable of handling the complexity inherent in ‘wicked problems’ [2]. The
appropriate balance of foci on problem and solution framing is project specific.
Methodologies should not impose specific balances of activities, either by focusing
overly on problem analysis or on solution synthesis. Agile methodologies tend to
be biased towards the latter as a result of adverse experiences with overemphasis on
problem analysis. What has not been considered is that both problem and solution
spaces can be developed in parallel.

A second problem specific to popular agile practices arises from the truncation
of the waterfall phase sequence (due to the near removal of upfront activities
[7, 8]), which largely discards problem focused activities, which are seen as
sources of ‘waste’ in popular agile methods (lean approaches avoid waste [7]).
Solutions (as working software) are preferred over understandings to drive the
development process forward. However, understandings are still important, but there
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are few representations of these in popular agile methods, where only solutions are
visible, not problems. The resulting ad hoc solutions are “no substitute for serious
requirements and design” [7].

Even when an agile activity represents some aspects of a problem space, these
can disappear. For example, an early explicit form for User Stories (developed
at Connextra, one of the earliest adopters of Extreme Programming [28]) – “As
a <role>, I want <goal/desire> so that <benefit>” – covers benefits, beneficiaries
(roles) and work goals/desires related to these. However, “so that <benefit>” can be
dropped and goals/desires are expressed as system capabilities, and not the actual
goals or desires of an appropriate role. Also, roles can be reduced to ‘user’ [29]
and thus lose contextual specificity. User stories can thus be reduced to “user wants
<feature>”, which ignores the problem space. It is simply <feature>.

Similarly, if both test-driven development and Scrum’s “definition of done” [7]
remain narrowly technical within the solution space, then opportunities to integrate
problem space insights will be missed. Software may thus pass internal quality
checks, but not deliver value for the customer or user. Here the lack of a high level
holistic overview will direct attention away from anticipating the consequences of
design decisions.

This raises issues with the Agile manifesto [14], which values ‘working software
over comprehensive documentation’. As with all four clauses of the manifesto, value
in the latter is recognised, but the former is valued more (‘over’). This begs the
question of how valuing is demonstrated, which must be either through people,
places or things. That aside, it is not clear how popular agile practices and roles
value documentation, comprehensive or otherwise. Popular agile methods are overly
focused on the solution space as working code. The same applies to the Agile
manifesto’s valuing of ‘responding to change over following a plan’ [14]. While
the manifesto’s authors may well have rigid waterfall methodologies in mind here,
and the plans that came with them, a backlog of user stories is still a plan of sorts.
It is of course expected to change, but with limited, if any, evidence of the value
that these user stories address, responding to changes is likely to be inevitable,
rather than valued. Furthermore, the idea of ‘changing requirements’ introduces
the danger of blaming inadequate problem framing on some mythical change to
a world that has not changed. Related to this, valuing ‘customer collaboration
over contract negotiation’ [14] can constrain the customer’s role to agreement on
solutions without prior agreement on problems.

In contrast, creative design practices can support an appropriate balance of co-
evolving problem and solution focused activities, tracked through a ‘brief’ in project
contexts with minimal contractual detail or constraints. Creative design has always
valued customer collaboration over contract negotiation, to the extent that potential
customers who are overly focused on contractual details are unlikely to become
customers. Partnership with clients is fundamental to successful creative design
practice. In the UK, IT, software and computer services [30] are:

The largest constituent part of the Creative Industries, accounting for 43.5 per cent of the
Creative Industries GVA [Gross Value Added].
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Although software is regarded as a creative industry in many countries’ national
statistics, its customer relationships are not always the same as those in areas such
as advertising, design and media. Customer relationships can place constraints on
the adoption of some creative design practices.

Evolving creative design briefs (that are often presentations rather than docu-
ments) can track dynamic understandings of problems alongside solutions. This
makes problem-solution co-evolution a meaningful reality, rather than an imag-
ined ideal. Such briefs are evidenced via, and supported by, a range of explicit
representations such as sketches, with a range of formats from rough to highly
finished. Sketching is fundamental to creative design practice [31]. Sketching can
be practiced in ways that both co-evolve and integrate problem and solution spaces.
While sketches (e.g., wireframes) and prototypes are used in agile practices, the
key point here is that in creative design they typically develop the understanding of
the problem as well as the solution. To benefit fully from the creative potential of
sketching, it must not be restricted to refining solutions.

As already stated, requirements are the essential wall between problem analysis
and solution synthesis in rational engineering, but this wall constrains the ways in
which problem and solution spaces can be integrated and overlapped. The question
thus arises about the nature of requirements in a context of co-evolving problem and
solution spaces. The answer is that requirements have a limited role, if any, in such
contexts. Instead, an evolving brief tracks both problem and solution spaces, with
no need for a wall in between:

• What we believe we should be trying to achieve?
• What we intend to develop as a solution?

Either of these can be considered as the requirements, i.e., what must be achieved
or what will be developed. User stories in agile methodologies can bridge between
both, but only if roles and goals/desires are present and valid. Creative design briefs
have the advantage of maintaining coherent understandings of problem and solution
spaces, whereas user stories fragment the latter and may delete the former from
view.

Sketches and related documentation and presentations support argumentation.
Rittel and Webber advocated ‘second generation’ design methods based on argu-
mentation rather than rational planning [2]. Argumentation is essential given the
unique nature of wicked problems, which have to be understood and resolved
within their specific contexts. Argumentation can deliver Design Rationales through
conversations between people and the materials of a design situation [32]. This leads
into the second key insight from research into creative design (Design Materials Talk
Back). Before turning to this second insight, the complex discussion of co-evolving
problem and solution spaces above is now summarised:

• Rational engineering needs requirements to form a wall between problem
analysis and solution synthesis.
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• SUCD has a limited role in formation and use of requirements, despite its
rational philosophy. SUCD both depends on, and is disempowered by, rational
engineering design.

• In creative design, problem analysis and solution synthesis co-evolve. Studies of
design work indicate that much design work is creative. Only ‘tame problems’
are amenable to rational design.

• Evolving briefs (largely) replace requirements in creative design. Developing
the brief is one of the most critical activities in creative design. Evolving briefs
maintain coherent understandings of both problem and solution spaces.

• The appropriate balance of efforts for problem analysis and solution synthesis is
project specific. Methodologies should not impose specific balances of activities,
especially ones that focus overly on problem analysis or solution synthesis.

• Popular agile practices are overly focused on the solution space, perhaps exclu-
sively so. Agile practices retain many features of rational engineering design,
constraining co-evolution of problem and solution spaces.

• Making room for the co-existence of engineering, creative and UCD must allow
co-evolution of problem and solution spaces and their continuous integration.
Rational engineering blocks this via requirements specifications, which close
down opportunities for integrating problem analysis and solution synthesis.

Co-evolution of problem and solution spaces is the fundamental characteristic
of creative design work. It inevitably requires complex analysis, which further
complicates the relationships between creative practices, engineering and UCD.
However, engaging with this complexity is necessary to provide a foundation for
balancing and integrating three distinct approaches to design work (i.e., engineering,
UCD and creative practices). The other two key insights into the nature of creative
design are more straightforward.

11.2.2 Design Materials Talk Back

The rationality of normative engineering design makes it very attractive, and it
is thus defended vigorously by its advocates (e.g., Meyer’s defense of ‘upfront
tasks’ [7], and Gould and colleagues’ inability to acknowledge the value of creative
opportunistic actions over planned rational ones [16]). The rapid demise of the
Design Methods movement did not influence Herb Simon until his third edition
of his Sciences of the Artificial [33], 24 years after Rittel and Webber [2]. By then,
Simon embraced the possibility of goal-less designing, which occurs for solution-
led co-evolution in creative design (e.g., [34]). Before that, frustration with the
tenacity of the idea of rational design had already led Donald Schön to confront
Simon and other rationalists with the realities of creative reflective professional
work [35].

Schön’s Reflective Practitioner [35] extended known opportunistic behaviours in
creative design to a range of professions (hence two educational references for this
chapter: [36, 37]). In contrast to Rittel and Webber’s conceptualization of design as
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argumentation [2], Schön conceptualised design as reflective conversation with the
materials of a design situation [32]. Argumentation is externally oriented, whereas
reflection is internally oriented. Reflection happens at different points in design
work. Reflection during design activities (e.g., sketching) is reflection in action.
Reflection at the end of a block of design work is reflection on action.

Studies of sketching show repeatedly that they are not simply mute passive
externalisations of possible design solutions, but instead ‘talk-back’ to the designer
[25]. Far from simply recording ideas, sketches typically lead to new idea genera-
tion. During sketching, designers can reflect in action on either the solution space,
the problem space, or both. This nudges forward the co-evolution of problem and
solution framing.

Schön [32] generalised beyond sketching to any materials of a design situation.
Any artefact formed during design work is capable of talking back, and in this sense,
they are not wasteful (especially rough sketchy ones), even when customers never
see them (working sketches get tidied up and ‘rationalized’ for presentations).

Popular agile methodologies value working code as the main material of their
design situations. Code can undoubtedly ‘talk back’ (especially when it does not
work), but conversations here are expected to remain within the solution space. This
is due to an expectation that problems with interpretations of a relevant requirements
should not arise once coding is underway, as ‘requirements must be straight before
coding’ starts [27]). Once working code is in customer use, the code cannot talk
back directly, but is instead mediated by customer use and feedback. This introduces
a distance between the software designer and the main material of their design
situation. Such distance is often helpful, prompting both Schön’s reflection on action
[35], and the later extension to reflection for action [36]. However, the quality
of software released to the customer can be much improved through continuous
reflection in action. A UCD mindset here is likely to improve that of software
developers who are exclusively focused on the internal quality [1] of their work.
This again raises issues with the Agile manifesto [14] and its valuing of ‘individuals
and interactions over processes and tools’. In the absence of UCD experts within
an agile team, UCD processes and tools can help software developers to focus on
external quality [1]. Again, processes and tools that are not (fully) present are not
(really) valued, so the test of the Agile manifesto’s recognition of value in the latter
(‘processes and tools’) is their manifestation in design work. What is clear here is
that, in Schön’s terms, popular agile methodologies have restricted the materials
of their default design situations, by limiting documentation and other non-code
resources. This restricts the range of conversations that are possible within agile
design work to ones with code, wireframes and similar informal representations,
plus whatever reflection on action occurs within retrospectives [7]. Refactoring
often results from retrospectives, but is largely restricted to code, whereas many
other design materials could also be profitably refactored after a run of sprints (e.g.,
personas).

UCD methods clearly add materials to design situations, such as personas,
scenarios and user test results, all of which could extend the range of possible design
team conversations. However, quality standards for UCD materials typically reflect
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human science values, reporting facts about users, tasks and user experiences. Such
materials can ‘talk at’ rather than ‘talk back’ unless software developers have been
involved in creating them, since materials primarily talk back to their (co-)creators.

In summary, popular agile methodologies constrain the range of materials for
a design situation, and UCD can limit their ability to talk back. This raises two
questions:

1. What design materials, are needed to support creative reflection in, on and for
action [35, 36], in addition to code and resources from valuable UCD practices?

2. How can broad agile teams be involved in the creation and use of design materials
in ways that maximize their ‘backtalk’ (talking back) across the whole team.

To answer the first of these questions, John Heskett identified four sources of
design outcomes in his introductory overview on design [38]:

The forms and structures of the immediate world we inhabit are overwhelmingly the
outcome of human design. : : : The human factor is present in decisions taken at all levels
in design. : : : Choice implies alternatives in how ends can be achieved, for what purposes,
and for whose advantage. : : : also : : : by what means we can evaluate their effect or benefit.

The four sources of design outcomes in the above are:

1. artefacts (“how ends can be achieved”),
2. purpose (“ends”),
3. beneficiaries (“for whose advantage”),
4. evaluations (“by what means we can evaluate their effect or benefit”).

Each of these four sources of design outcome above is a design arena that
contributes specific materials to a design situation. In the most popular agile
methods, the artefact is simply working code and the beneficiary is simply the
customer. However, neither purpose nor evaluation are well represented as design
arenas. At best, purpose will be scattered across dozens of user stories as disparate
goals or desires. Software testing is not evaluation, nor is quality assessment.
Neither agile nor UCD have well focused comprehensive approaches to evaluation
[15], since they do not e-valu-ate, i.e., identify achieved value. Instead they typically
identify flaws in software artefacts or usage. By inserting hyphens in the word e-
valu-ate, we make it clear that e-valu-ation must focus on value, and not just defects
or correctness.

In terms of design arenas, agile development does well with artefacts. UCD
does well with beneficiaries. UCD and agile development include basic evaluation.
Neither are strong on purpose, a design arena where creative design can excel. This
leads into the third key insight from research into creative design (The Best Design
Work is Generous in Scope and Intent, see below), but before turning to this, we
will consider initial answers to the two questions.

1. What design materials, are needed to support creative reflection in, on and for
action, in addition to code and resources from valuable UCD practices?

2. How can broad agile teams be involved in the creation and use of design materials
in ways that maximize their ‘backtalk’ (talking back) across the whole team.
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In answer to the first, the design materials required must span all four design
arenas, i.e., artefacts, beneficiaries, purpose and evaluations. They must span these
in such a way that the achieved balance is appropriate for a specific project.
Together, the materials and practices across these four design arenas are genuinely
things in the sense of assemblies (as in Old Norse: þing [thing]) a sense used
extensively in Binder and colleagues’ [39] conceptualization of design situations
as Design Things.

Conversations with all design materials should be possible, and referring back to
the second question above, agile team members need to be involved in their creation
and use in ways that maximize their ‘backtalk’ across the whole team. To achieve
this, team members’ competences should be broad enough to engage in worthwhile
conversations with a broad enough range of design materials. Scrum’s origins in
Takeuchi and Nonaka’s “new new product development game” [3] are relevant
here. An example from Epson in [3] shared an expectation that team members be
well versed in two technological fields (e.g., mechanical and electronics) and two
functional areas (e.g., marketing and design). Scrum’s three roles are not configured
to achieve such breadth, and thus Scrum misses some key guidance in the paper
where it found its name.

11.2.3 The Best Design Work Is Generous in Scope and Intent

Agile development and UCD assume respectively that customers and users will be
the main source of requirements and constraints. As with all engineering work, the
aim is to deliver an optimal solution that best meets specified requirements. Failure
can take several forms, such as total failure (delivering nothing), exceeding budget,
or not meeting requirements (excessive change of scope, unsatisfactory solution
delivered). For the latter, meeting requirements optimally is the best outcome
possible. Cross [25] reveals how different creative design practice is here, quoting
the architect Sir Dennis Lasdun, for whom an architect’s job was to give the client
(in the gendered language of his day):

Not what he wants but what he never dreamed that he wanted; and when he gets it, he
recognizes it as something he wanted all the time.

Cross further demonstrates the importance of designers’ generosity with the
example of Kenneth Grange, founding partner of the renowned interdisciplinary
design consultancy Pentagram (before SUCD existed). When given a brief to restyle
the top of the range Frister and Rossman sewing machine, he also independently
redesigned it for use (1970/1). Grange reasoned through the usage issues with
the sewing machine and added his own alternative brief to the one from the
client, Maruzen Sewing Machine Co. (Osaka [25]). With considerable hesitation,
he presented his design responses to both briefs (“restyling” and “for use”) and his
uncommissioned design was enthusiastically accepted.
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What distinguishes creative design from rational engineering here is the urge to
always exceed requirements, enabling goals and meeting desires that customers and
users may never have been able to articulate. The best creative design work delights
and surprises, delivering value that cannot even be imagined until an outstanding
solution is presented. It extends the envisaged scope of a project, at acceptable
additional cost, beyond all original intentions.

Simply meeting the requirements of others, even optimally, is a mark of failure
in creative design. It indicates laziness and indifference in problem framing, by
never moving beyond customers’ requirements once they become clear enough for
a design team to proceed.

It is generosity rather than creativity that results in the best design work.
Creativity is a means to an end, and not an end in itself. A unique selling point (USP)
sells by being valuable, not by being unique (the latter only creates attractiveness
relative to the competitors). True ends have to be valuable in their own right, and
not just as means to ends. ‘Creativity’ is a word that is not often heard in creative
design contexts. Creativity as a concept postdates the Second World War, with
origins in psychometrics. Much loved by innovation coaches with their ‘creativity
methods’, it is overly associated with the generation of ideas (‘ideation’) within
the design arena of artefacts. Focusing creativity techniques on requirements can
produce improvements for agile teams (e.g., [40]), but this will not make full use of
creative design practice across a project.

Ideation is understood (often tacitly) to be required in all design arenas. The
relationship between generosity and creative practices lies within the design arena
of purpose. Development processes have to make room for this and not limit creative
work to the design arena of artefacts. Innovation in all design arenas, and in their
integration, is required for innovative digital products and services. Thus innovation
can result from new creative approaches to not only artefacts and purpose, but also
to the design arenas of beneficiaries and evaluations.

To summarise this third key insight from creative design research:

• Generosity is the designer’s creative expansion of design purpose, and is the mark
of the best design (by increasing achieved value beyond expected value).

• Popular agile practices restrict design purpose to requirements from customers
and users that are accepted as user stories in project backlogs.

• UCD restricts design purpose to empirically validated user needs and wants.

Generosity is a subjective biased first person phenomenon. Ideally, agile practices
and UCD requirements are objective real third person phenomena. Seasoned soft-
ware developers may understand that this is not the case, and expect requirements
to be contested, but will nevertheless prefer to work to the objective requirements
of others. Rational values guide us to prefer objective requirements, but delivering
what was asked for can result in customer disbelief and be seen as neglectful
(when it has been clear that a solution will be inadequate, even if it delivers on its
specifications). Disbelief and neglect are high prices to pay for objectivity. Generous
design purpose replaces neglect with care, and disbelief with delight. It is outcomes



11 Integrating Both User-Centered Design and Creative Practices into Agile. . . 265

that matter, not inputs. If bias and subjectivity are the price to pay for outstanding
design, then so be it.

11.3 Revisiting the Agile Manifesto

Rittel and Webber [2] broke free from the constraints of rational engineering design
almost three decades before agile methods moved less far in the same direction. The
last decade of design research has witnessed consolidation and syntheses within
design research that were not widely available when the Agile Manifesto was
drawn up [14]. The three key insights from creative design research introduced
and discussed in Sect. 11.2 in relation to agile and UCD expose limitations for
the Agile Manifesto’s 12 principles. These limitations will now be discussed, with
principles referred to using numbers based on their order of presentation in http://
www.agilemanifesto.org/principles.html, e.g. “Simplicity – the art of maximizing
the amount of work not done – is essential” is the tenth principle listed.

11.3.1 Creative Design Work Co-evolves Problem and Solution
Spaces

Principles 2 and 11 in the Agile Manifesto [14] are relevant to this first key insight.

• Welcome changing requirements, even late in development. Agile processes
harness change for the customer’s competitive advantage (Principle 2).

• The best architectures, requirements, and designs emerge from self-organizing
teams (Principle 11).

With respect to Principle 2, changing requirements are inevitable when problem
and solution spaces co-evolve. However, requirements remain rooted in rational
engineering design in the sense that they create a wall between problem and solution
spaces. Creative design can and does do without requirements, opening up a much
wide space for design work through briefs. This is not to say that there are no goals,
imperatives or constraints in creative design, but these are simply aspects of the
problem space that shape the solution space. Generalizing goals, imperatives and
constraints to ‘requirements’ does not add value, nor does it improve a designer’s
understanding of their work. Rather than ‘solve problems’, creative designers are
more likely to exploit new opportunities for solutions or reframe problems. Dorst
[41] has shown through extensive analyses of innovation case studies that generous
problem (re)framing is a key driver in innovation. Solving other people’s problems
is rarely innovative, and an innovative solution by definition has to provide more
customer value than solving ‘tame problems’ [2].

http://www.agilemanifesto.org/principles.html
http://www.agilemanifesto.org/principles.html
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Takeuchi and Nonaka associated their “new new product development” [3],
which inspired Scrum, with six characteristics. One is overlapping development
phases [3], which is more general than simply being open to changing requirements.
It is a much broader basis that allows problem and solution spaces to co-evolve.
As with Rittel and Webber [2], Takeuchi and Nonaka [3] were directly critical of
NASA-style Phased Project Planning. No agile methodology has yet fully endorsed
concurrent work across all four design arenas (chopping out early ‘upfront’ phases
is not enough here, nor is it wise). Takeuchi and Nonaka’s important characteristic
of “new new product development” [3] is thus ignored.

In contrast, a second of the six characteristics in [3], self-organizing project
teams, is not ignored in the Agile manifesto. It is directly included in Principle
11, which is wholly focused on the solution space, and can only include aspects
of a problem space when requirements are expressed by rich user stories (i.e.,
not “user wants <feature>”). However, other characteristics from [3] constrain the
scope for a team’s self-organisation. A third characteristic, multilearning, has to
apply to innovative multifunctional teams [3], requiring multiple expertise for each
team member. A multifunctional team is not formed of members with identical
skills, but instead has the range of expertise required for all aspects of product
development. Any agile methodology with only three team roles (e.g., Scrum)
inevitably constrains the possibilities for multilearning unless team members are
developed to become appropriately multifunctional. Multilearning requires all four
design arenas to be regularly in focus. Simplicity is not a virtue in this context.
A fourth of Takeuchi and Nonaka’s characteristics [3], built-in instability, also
constrains the scope for a team’s self-organization. Paraphrasing Karl Marx (The
Eighteenth Brumaire of Louis Bonaparte1):

teams organize themselves, but they do not self-organise as they please; they do not self-
organise under self-selected circumstances, but under circumstances formed around them

The overall verdict for Principles 2 and 11 that arises from design research on
problem-solution co-evolution (and also arising from [3]) is that agile method-
ologies have yet to fully embrace co-evolution of problem and solution spaces
and the multiple expertise that this requires. UCD is better on multiple expertise,
but not good enough. User perspectives are necessary for design success, but
not sufficient. Users are not the only beneficiaries: customers also need to be
understood. Principles 2 and 11 thus need to be revised e.g. as:

• (2) Welcome more generous innovations, even late in development. Agile
processes harness generosity for the customer’s competitive advantage.

• (11) The most worthwhile software results from highly capable multifunctional
teams who challenge themselves more than their customers ever can.

1“Men make their own history, but they do not make it as they please; they do not make it under
self-selected circumstances, but under circumstances existing already.”
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11.3.2 Design Materials Talk Back

Five principles in the Agile Manifesto [14] are relevant to this second key insight.

• Deliver working software frequently, from a couple of weeks to a couple of
months, with a preference to the shorter timescale (Principle 3).

• Business people and developers must work together daily throughout the project
(Principle 4).

• The most efficient and effective method of conveying information to and within
a development team is face-to-face conversation (Principle 6).

• Continuous attention to technical excellence and good design enhances agility
(Principle 9).

• At regular intervals, the team reflects on how to become more effective, then
tunes and adjusts its behavior accordingly (Principle 12).

With respect to Principle 3, frequent delivery of software enables frequent field
evaluation for UCD, but when the closed window principle [7] applies, this can
restrict how design materials talk back (which will impede co-evolution of problem
and solution spaces). To reduce delay on acting on new insights or feedback, sprints
need to be short: long delays before acting on new insights or feedback will result
in some combination of wasteful development activity, loss of insights, or poor
organizational memory as the nature and implications of feedback fade.

With respect to Principle 4, only XP [7] has committed to attempting this
(although DSDM [42] supports it in a more nuanced way), and it has not been
effective. However, it will not favour co-evolution of problem and solution spaces
if the value of input coming on a daily basis from customers and product owners is
reduced by delays that result in loss of organizational memory (Principle 3 above).
The closed window rule would create delays here when the ‘pigs and chickens’
principle2 applies (the language has changed in Scrum, but not the principle [43]).
Scrum team members are ‘pigs’ who are ‘committed to the project’, whereas no-
one else is: the ‘chickens’ here are only ‘simply involved’. Daily input here is
not expected to change the course of a sprint, or even the burn down order for a
backlog. Unless all stakeholders can ‘talk back’, be listened to and respond, then
neither UCD nor creative design can contribute fully to agile development. The
author’s experience on commercial UCD led work is that daily changes to software
and websites are possible in immediate response to user testing. The key words
in Principle 4 are ‘work together’ (i.e., not ‘work for’), so self-organizing teams.
(Principle 11) should be generous with who is and is not in the team.

Another shortcoming of Principle 4 is its constraints on multilearning [3] through
its restriction to business and developer roles. With additional roles to support UCD
and creative design work, more valuable use of daily customer and product owner

2The Chicken and the Pig business tale is about commitment to a project. To make ham and
eggs, a pig is sacrificed to provide ham and a chicken provides eggs, but survives: the pig is fully
committed, while the chicken is only partially involved, yet both are needed.

https://en.wikipedia.org/wiki/Pig#Pig
https://en.wikipedia.org/wiki/Chicken#Chicken
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time is possible, e.g., through paper prototyping by a visual designer or co-design
with a UCD expert.

Principle 6 is wrong. If it were true, then humans would never have developed
writing or imagery. The effectiveness of a communication medium depends on
context [44]. Conveying information is often not enough. It has to be understood,
remembered, recalled and acted on. There are a whole range of design materials,
such as personas, scenarios and user test feedback from UCD, that have to be
read and discussed. The quality of backtalk will typically be higher with persistent
materials, in comparison to ephemeral conversation, where focused sustained
reflection is not possible [44]. The expression “conveying information” indicates
too simple an understanding of design, ignoring the need for argumentation and
conversation:

The successful completion of most tasks involving more than one individual requires both
conveyance and convergence processes, thus communication performance will be improved
when individuals use a variety of media to perform a task, rather than just one medium [44].

Interaction Design reference materials such as Style Guides (e.g., iOS, Windows,
Android) cannot be replaced by face-to-face conversation. Project goals, imperatives
or constraints also need to be documented and referred to on a regular basis.

Principle 9 begs the question of what agile practices would be without technical
excellence and good design. As with creativity above, there is a confusion between
means and ends here. Agility and technical excellence should be means to good
design, and both only have value in so far as they do result in good design. This
begs a further question of what constitutes ‘good design’. The current consensus
from creative design practice is often summarized as ‘design thinking’ [24, 25, 45].
There are various accounts of what this involves. Brown [24] presents a compact set
of principles:

1. Hit the streets
2. Recruit T-shaped people
3. Build to think
4. The prototype tells a story
5. Design is never done

The last design thinking principle here relates to the co-evolution of problem
and solution spaces. The other four all enrich design materials beyond code and
associated Scrum artefacts such as task boards. The first two refer to knowledge
and expertise relevant to the design arenas of beneficiaries and purpose. The second
requires team members with a primary upright of expertise and a cross bar that
allows them to work effectively with other experts (the upright and cross bar form a
‘T’). This relates to multilearning [3], since T-Shaped people can learn more because
by definition they know and understand more: new learning has to be grafted
onto existing knowledge. The third and fourth design thinking principles require
materials other than code, such as paper or card prototypes, or video envisionment.
The resulting conversations with materials here advance both problem and solution
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spaces. No agile methodology explicitly promotes any of the design thinking
principles above.

The first principle, Hit the streets, could be regarded as a source of upfront waste.
If Scrum’s three roles are enough, then T-shaped people are unnecessary (Scrum
Masters can glue the crossbar of the Product Owner to an upright of developers).
There is no need to Build to think, because no-one codes to work out requirements
[27]. Prototypes in agile development may be primarily seen as a way to firm up
requirements, not to tell stories about envisaged experiences. Lastly, design is done
in agile development, by definition!

Principle 12 in the Agile manifesto is compatible with reflective activities, as
advocated by Schön [35]. However, the focus should not only be on becoming
more effective at completing sprints, but should also address design quality and
the achievement of design purpose.

Overall, consideration of these five Agile manifesto [14] principles that are
relevant to conversations with the materials of a design situation reinforce agile’s
practices imbalance across design arenas, which result from an excessive focus
on implementation at the expense of innovative design and evaluation of achieved
worth [18]. The result is a narrow range of team roles and design materials, which
can only limit the achievable quality from an agile development process. Principles
3, 4, 6, 9 and 12 thus need to be revised, e.g., as:

• (3) Deliver demonstrably worthwhile software frequently, from a couple of
weeks to a couple of months, with a preference for shorter timescales.

• (4) A multifunctional team, with the appropriate range of expertise for the
project, must work together regularly throughout the project.

• (6) Use face-to-face conversation when it is the most efficient and effective
method of conveying information to and within a development team: otherwise
complement it with appropriate persistent communication media.

• (9) ‘Good design’ and technical excellence are means to the higher end of
demonstrably worthwhile software. Both are wasteful if they do not deliver
demonstrable worth.

• (12) At regular intervals, teams reflect on how to become more effective at
demonstrating worth, tune and adjust their behaviour accordingly, and commit to
developing further critical creative resources required for generous innovation.

11.3.3 The Best Design Work Is Generous in Scope and Intent

Five principles in the Agile Manifesto are relevant to this third key insight.

• Our highest priority is to satisfy the customer through early and continuous
delivery of valuable software (Principle 1).

• Build projects around motivated individuals. Give them the environment and
support they need, and trust them to get the job done (Principle 5).

• Working software is the primary measure of progress (Principle 7).
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• Agile processes promote sustainable development. The sponsors, developers, and
users should be able to maintain a constant pace indefinitely (Principle 8).

• Simplicity – the art of maximizing the amount of work not done – is essential
(Principle 10).

Principle 1 begs the question of what ‘valuable’ means here. There are no agile
practices that explicitly address value, so the assumption must be that understanding
and communicating the nature of relevant ‘business’ value is a task for customers
or product owners. Support from mainstream software engineering for value foci
is limited and mostly postdates the Agile Manifesto (e.g., [46]). However, within
HCI, there has been work on value-sensitive design for two decades [47]. The
initial ethical focus here has widened, and broader worth-focused approaches have
developed in the intersection between HCI and creative design research [48]. Agile
methodologies however were ahead of both SUCD and software engineering in
recognizing the primacy of value in software quality. To deliver on this insight
however, problem framing activities need to be properly resourced and focused on
value, as do evaluation activities [15]. SUCD evaluation has been overly focused on
quality in use criteria, without reference to the value that is achieved in relation to
user effort expended. With respect to the Principle 7, ‘working’ must mean more
than passing tests for functional correctness. Achieved value must be demonstrated
in use, which is the proper context for every ‘definition of done’. Better still, worth,
as the balance of achieved benefits over actual costs and risks [48], should be
demonstrated. Both positive and negative value need to be considered.

Principle 5 begs another question, that of what individuals are motivated to do
and what ‘get the job done’ means here. To be consistent with the best creative
design, doing the job is not enough. Individuals need to be motivated to delight and
surprise, not just deliver. Takeuchi and Nonaka [3] identified a fifth characteristic of
“new new product development”, subtle control that is used by senior management
to motivate and direct teams in the right direction, steering them to add value beyond
explicit requirements from customers.

Related to this, Principle 8 is also wishful thinking. Delivering value is often
time sensitive [3, 7]. Teams can still prepare time estimates, but this does not rule
out periods of unsustainable development effort. Some sprints will really have to
sprint [7].

Lastly, Principle 10 introduces the risks of lost opportunities. There is no inherent
virtue in simplicity, so here again means are treated as ends. Generous design does
not avoid work. Waste results from the unnecessary, not the additional, as captured
by Anontine de Saint Exupéry [49]:

Il semble que la perfection soit atteinte non quand il n’y a plus rien à ajouter, mais quand il
n’y a plus rien à retrancher

: : : perfection is finally attained not when there is no longer anything to add, but when
there is no longer anything to take away. (Lewis Galantière’s translation).

Overall, consideration of the five Agile manifesto principles that are relevant
to generosity in design again highlight agile practices’ excessive focus on team
comfort and implementation at the expense of innovative design. While Principle
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1’s focus on value was innovative at the time for software, agile methodologies
largely rely on customers and product owners both to define value and to assess its
achievement. Principles 1, 5, 7, 8 and 10 thus need to be revised, e.g., as:

• (1) Our highest priority is to satisfy all target beneficiaries through early and
continuous delivery of demonstrably worthwhile software innovations.

• (5) Build projects around motivated competent multiskilled individuals. Give
them the resources that they need, and trust them to delight and surprise.

• (7) Achieved worth is the primary measure of progress
• (8) Development pace should be appropriate for customer needs and available

affordable resources.
• (9) Generosity – the drive to maximize unexpected worth – is essential.

11.3.4 Agile as a Stepping Stone to BIG Design

Issues with popular agile methodologies are so extensive that they are unlikely to
survive in their minimal forms. The realities of software development force teams
to augment and adapt all ‘textbook’ practices, agile or otherwise. This introduces
the risk of teams reinventing the wheel. If the bulk of the work in getting agile
methodologies to work happens outside of the methodology, then public resources
can better support this adaptation work.

Difficulties in integrating UCD within agile development are not the only issue
with agile methods, nor are they necessarily the most important. The most popular
agile methods currently are those that are most focused on implementation and most
hostile to upfront tasks. As a result, all inputs to a design process are obstructed by
the most popular agile methods, and not just UCD inputs from user studies and
evaluations. The way forward is thus to loosen up popular agile practices to all
design inputs, and not just to UCD. Richard Banks [50] has stressed the openness
of creative design practice:

I’m a strong believer that inspiration comes from many sources, any of which can lead to
strong ideas.

Truly empowered self-organizing teams can decide which inputs to design are
relevant for their projects, without obstruction from a narrowly defined sprint
structure. The primary measure of progress is how these inputs influence and shape
design moves that result in worthwhile software innovations.

The main value of agile development is that it has abandoned some core
principles of engineering design as rationalized by NASA and others into waterfall
process stages, which has opened up software design to more creative design
practices, including those covered in accounts of Design Thinking [24, 45]. If
this opportunity can be seized, then appropriate room will be also made for UCD
(subject to design and engineering values, rather than to human science values)
alongside other design inputs such as respectful ethics, sustainability, business



272 G. Cockton

goals, participative design and new technological opportunities and creative trends.
Following [3], the only way to efficiently achieve this is to allow overlapping
activities [18] that accelerate the co-evolution of problem framing and solution
development. This follows because as the activities across design arenas expand, it
becomes absolutely infeasible to manage them within separate sequential waterfall
process stages.

The potential chaos of concurrent development activities can be managed
through the ideas of design arenas, which distill Heskett’s [38] understanding of the
sources of design outcomes. Four design arenas result, two primarily in the problem
space (purpose and beneficiaries) and two primarily in the solution space (artefacts
and evaluations). Integration is achieved when elements of one design arena inhabit
both problem and solution spaces, for example:

• Evaluation criteria derived from design purpose
• Artefact features based on users’ (beneficiaries) preferences and capabilities
• Evaluation results causally related to artefact features and qualities
• Design purpose grounded in stakeholder (beneficiary) goals

There is an opportunity here to move Agile even further away from rational
engineering design by incorporating all four design arenas distilled from Heskett
[38] into the work of sprints. The motivation here is that Agile has not abandoned
enough of the constraints of rational engineering design. Embracing creative design
practices would move Agile from tacit and partially understood understandings of
creative design to explicit and expert exploitation of their potential.

Design arenas can be used to balance and extend agile development by main-
taining backlogs for all four design arenas, with commitment made to burn down
from one or more in each sprint, especially for cross arena connections. For
examples, backlogs for purpose and beneficiaries can be related to uncertainties due
to ungrounded assumptions (as in Lean UX [51]). Grounding of these assumptions,
and proof of any associated hypotheses, provides a ‘definition of done’ for purpose
and beneficiary design arenas. Just as code has to be designed and implemented,
so too do evaluation studies. Interim ‘definitions of done’ are needed for the design
and scheduling of evaluation and beneficiary studies. All UCD studies can have
their own associated backlogs. However, the final ‘definition of done’ needs to be
reserved for successful integration of design inputs with the current artefact. Some
activities here will never meet this final ‘definition of done’, but this needs to be
accepted as a cost of creative design. Activity level waste needs to be offset against
the overall gain from all activities within a design arena. It is inevitable in creative
work that many activities will not fully deliver on expectations. The value of work on
design inputs thus needs to be assessed holistically. Gains from successful activities
need to offset the costs of ones that turn out to only result in waste.

All agile activities need to be extended in principle to cover all four design arenas,
for example definitions of done, sprint planning, task boards, sprint activities,
burndown, delivery to the customer and retrospectives. The last activity here is
of particular importance for meeting final ‘definitions of done’, as the whole team
needs to be involved in identifying and tying up loose ends here. Conversations and
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argumentation, supported by appropriate integrating materials such as worth maps
and sketches [48] are key to maximizing meeting final ‘definitions of done’.

Refactoring also has to extend beyond the artefact to all four design arenas.
If resources within a sprint can be dedicated to restructuring code, for example
to reduce adverse feature interactions or to improve run-time performance, then
resources with a sprint can also be dedicated to rethinking understandings of
beneficiaries and purpose, and also to improving evaluation approaches.

By adopting the values of creative design, a balanced extension to agile devel-
opment will be generous as long as the four design arenas are well integrated.
The principles for this broader and more inclusive post-agile practice are simply
Balance, Integration and Generosity, giving us the name of BIG Design [18] for
software development that can fully respond to Takeuchi and Nonaka’s [3] agenda
for product innovation.

11.4 Making Room for Everyone

Agile development, especially in its most popular guises, will not be fixed simply
by adding UCD or creativity. There are extensive issues with agile methodologies
[7] that need to be addressed across all potential design inputs, and not just user-
centred studies and evaluations. By making room for all potential design inputs that
are needed for a specific project, new contexts will be formed for UCD practices.
This will not be where Gould and Lewis [10] or ISO [11] locate them, in protected
phases of analysis and testing.

Recent agile extensions such as Lean UX [51] offer new process structures
and philosophies by combining business and design approaches across all four
design arenas. Lean UX’s Learning loops (build – measure – learn) combine design
led empirical hypothesis testing cycles with reflection. Business concerns shape
design purpose and derive related evaluation measures. Design thinking shapes idea
generation and reflection on action.

Lean UX’s just in time approach to UCD activities reflects its influences
from design practice and research, abandoning the impossibility of “meaningfully
searching for information without the orientation of a solution concept” [2]. By
basing user research and evaluation on hypothesis statements that combine complete
user stories with evaluation criteria, Lean UX supports appropriate timing of UCD
activities within an agile context (Kanban also has promise here [52]). However,
Lean UX does not explicitly encourage generous design, and it is not clear how it
would manage balance and integration for full BIG design [18]. Even so, as with
agile development, Lean UX needs to be given credit for further breaking out of the
constraints of rational engineering design and balancing design and business inputs.
What remains for BIG design is to further ease these constraints to allow balances of
creative, engineering and UCD practices that are appropriate for a specific project,
and to provide new approaches to managing the above mentioned four design arenas
simultaneously, rather than moving sequentially from one to the next as in ISO
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9241-210 [11]. We also need to find ways to encourage generosity (and not just
creativity) across the whole project team. Lastly, we need to support planning,
tracking, balancing, integration and refactoring across the four design arenas.

There are BIG challenges here, but meeting them will be very worthwhile. We
should be generous with our aims here for research through and for design, aiming
to maximize flexibility in extended agile practices.
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